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Introduction

This book was written with a clear goal in mind: to be the book that I needed to read
when I started my career in tech. Each chapter was crafted so that you will only be taught
what you need to know as a beginner. It isn’t a full reference book, but it can get you far
enough to have a big impact on your career.

After reading this book, you will have the best tools for Version Control and Project
Management.

Who is this book for

The targeted audience of this book is the absolute beginner with Git and GitHub and the
people who have used them a little but want to know more. If you are searching for the
best way to quick-start in the right direction, this book is for you.

How to use this book

Git is a very easy tool to learn, but you need to work with it to get the hang of it. The best
way to learn is to directly use it on one of your real projects. Just reading the book and
not doing any of the exercises will lengthen your learning curve.

Xix
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Version Control with Git



CHAPTER 1

Version Control Systems

This is our first jump into Version Control Systems (VCSs). By the end of this chapter, you
should know about Version Control, Git, and its history. The main objective is to know in
which situations is Version Control needed and why Git is a safe choice.

What is Version Control?

As the name implies, Version Control is about the management of multiple versions of a
project. To manage a version, each change (addition, edition, or removal) to the files in a
project must be tracked. Version Control records each change made to a file (or a group
of files) and offers a way to undo or roll back each change.

For an effective Version Control, you have to use tools called Version Control
Systems. They help you navigate between changes and quickly let you go back to a
previous version when something isn’t right.

One of the most important advantages of using Version Control is teamwork.

When more than one person is contributing to a project, tracking changes becomes

a nightmare, and it greatly increases the probability of overwriting another person’s
changes. With Version Control, multiple people can work on their copy of the project
(called branches) and only merge those changes to the main project when they (or the
other team members) are satisfied with the work.

Note This book was written from a developer point of view, but everything in
it applies to any text files, not just code. Version Control Systems can even track
changes to many non-text files like images or Photoshop files.

© Mariot Tsitoara 2020
M. Tsitoara, Beginning Git and GitHub, https://doi.org/10.1007/978-1-4842-5313-7_1



CHAPTER 1  VERSION CONTROL SYSTEMS

Why do you need one?

Have you ever worked on a text project or on a code that requires you to recall the
specific changes made to each file? If yes, how did you manage and control each version?
Maybe you tried to duplicate and rename the files with suffixes like “review,” “fixed,” or
“final”? Figure 1-1 shows that kind of Version Control.

local ves. local ves local ves local ves local ves
xcf (copy).xcf (Final).xcF (Final) (reviewed).
(copy).xcf xcf

Figure 1-1. Gimp files with suffixes like “final,” “final (copy),” and “reviewed”

The figure shows what many people do to deal with file changes. As you can see,
this has the potential to go out of hands very quickly. It is very easy to forget which file is
which and what has changed between them.

To track versions, one idea is to compress the files and append timestamps to the
names so that the versions are arranged by date of creation. Figure 1-2 shows that kind to

version tracking.

bl Lm. e e

local ves local ves local ves_ localves

20190501. 20190502. 20190504. 20190504

zip zip zip (reviewed).
zZip

Figure 1-2. Compressed version files sorted by dates

The solution shown in Figure 1-2 appears to be the perfect system until you realize
that even though the versions are tracked, there is no way to know what are the contents
and descriptions of each version.

4



CHAPTER 1 VERSION CONTROL SYSTEMS

To remediate that situation, some developers use a solution like the one showed in
Figure 1-3, which is to put the change summary of each version in a separate file.

— — f— — P ey

- L W R

local ves history local ves_ local ves_ local ves_ local ves_
20190501. 20190502. 20190504. 20190504
zip zZip zip (reviewed).

zip

20190501 installation of wordpress
20190502 - plugins and theme customizations
20190504 - fixed database configs

20190504 - sent to remote server [review]

PlainText ¥ Tabwidth:8 = Ln5, Col 1 v INS
T —

Figure 1-3. A separate file where each version is tracked

As Figure 1-3 shows, a separate file accompanies the project folder with a short
description of the change made. Also note the many compressed files which contain the
previous versions of the project.

That should do it, right? Not quite, you would still need a way to compare each version
and every file change. There is no way to do this in that system; you just need to memorize
everything you did. And if the project gets big, the folder just gets bigger with each version.

What happens when another developer or writer joins your team? Would you email
each other the files or versions you edited? Or work on the same remote folder? In the
last case, how would you know who is working on which file and what changed?

And lastly, have you ever felt the need to undo a change you made years ago without
breaking everything in the process? An unlimited and all-powerful ctrl-z?

All those problems are solved by using a Version Control System or VCS. A VCS
tracks each change you made to every file of your project and provides a simple way to
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compare and roll back those changes. Each version of the project is also accompanied
by the description of the changes made along with a list of the new or edited files. When
more people join the project, a VCS can show exactly who edited a particular file on
a specific time. All of that makes you gain precious time for your project because you
can focus on writing instead of spending time tracking each change. Figure 1-4 shows a
versioned project managed by Git.

As shown in Figure 1-4, a versioned project combines all the solutions we tried in
this chapter. There are the change descriptions, the teamwork, and the edit dates.

mariot@lenovo-ideapad: ~/Projects/Rocket

File Edit View Search Terminal Help
3 f 3 f HEAD -> master,
r: Oliver Scherer < J 891676564198441@0l1-obk.de>
Tue Jan 22 1 { +B188

Always produce a valid, if conservative, subspan.

: jeb <jebgj
Sun Dec 36 1

Author: Sergilo Benit
Date: L

Remove duplicate 'use' inm 'helmet' tests.

: Sergio Benitez
Wed Feb 6 19

Update deprecated 'trim_right()' to 'trim_end()'.
Sergio Beni 34,7 gio.bz>
Wed Feb 6 2619 -0866
e explicit associated type in 'IntoOwned® impl.
Sergio Benitez
Wed Feb 6 17: 11 2¢
Update 'Ro ::custom()' docs to match signature.

Resolves #910.

19 -0860

change ‘rocket_contrib’ to not depend on default features from “rocket”.

Figure 1-4. A project versioned by Git

Let’s find out more about Version Control Systems.
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What are the choices?

There are many flavors of Version Control Systems, each with their own advantages and
shortcomings. A VCS can be local, centralized, or distributed.

Local Version Control Systems

These are the first VCSs created to manage source code. They worked by tracking the
changes made to files in a single database that was stored locally. This means that all the
changes were kept in a single computer and if there were problems, all the work were
lost. This also means that working with a team was out of the question.

One of the most popular local VCSs was Source Code Control System or SCCS, which
was free but closed source. Developed by AT&T, it was wildly used in the 1970s until
Revision Control System or RCS was released. RCS became more popular than SCCS
because it was Open Source, cross-platform, and much more effective. Released in 1982,
RCS is currently maintained by the GNU Project. One of the drawbacks of these two local
VCSs was that they only worked on a file at a time; there was no way to track an entire
project with them.

To help you visualize how it works, here’s Figure 1-5 which shows an illustration of a
simple local VCS.

user's computer

database

file version 1

version 2

version n

Figure 1-5. How a local VCS works

As you can see in Figure 1-5, everything is on the user’s computer, and only one file is
tracked. The versioning is stored in a database managed by the local VCS.
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Centralized Version Control Systems

Centralized VCS (CVCS) works by storing the change history on a single server that the
clients (authors) can connect to. This offers a way to work with a team and also a way to
monitor the general pace of a project. They are still popular because the conceptis so
simple and it’s very easy to set up.

The main problem was that, like local VCS, a server error can cost the team all their
work. A network connection was also required since the main project was stored in a
remote server.

You can see in Figure 1-6 how it works.

USER 1
file SERVER
database
version 1
version 2

USER 2
file version n

Figure 1-6. How a centralized VCS works

Figure 1-6 shows that a centralized VCS works similarly to a local VCS, but the
database is stored in a remote server.

The main problem faced by team using a centralized VCS is that once a file is being
used by someone, that file is locked and the other team members can’t work on it. Thus,
they had to coordinate between themselves just to modify a single file. This creates a lot
of delays in development and is generally source to a lot of frustration for contributors.
And the more members are on the team, the more problems arise.

In an effort to counter the problems of local VCS, Concurrent Version System or
CVS was developed. It was Open Source and could track multiple sets of files instead
of a single file. Many users could also work on the same file at the same time, hence the
“concurrent” in the name. All the history was stored in a remote repository, and the
users would keep up with the changes by checking out the server, meaning copying the
contents of the remote database to their local computers.



CHAPTER 1 VERSION CONTROL SYSTEMS

Apache Subversion or SVN was developed in 2000 and could be everything that CVS
could, with a bonus: it could track non-text files. One of the main advantages of SVN was
that instead of tracking a group of files like the previous VCS, it tracks the entire project.
So, it is essentially tracking the directory instead of files. That means that the renaming,
adding and removing are also tracked. This made SVN, along with it being Open Source,
avery popular VCS; and it is still wildly used today.

Distributed Version Control Systems

Distributed VCS works nearly the same as centralized VCS but with a big difference:
there is no main server that holds all the history. Each client has a copy of the repository
(along with the change history) instead of checking out a single server.

This greatly lowers the chance of losing everything as each client has a clone of
the project. With a distributed VCS, the concept of having a “main server” gets blurred
because each client essentially has all the power within their own repository. This greatly
encouraged the concept of “forking” within the Open Source community. Forking is
the act of cloning a repository to make your own changes and have a different take on
the project. The main benefit of forking is that you could also pull changes from other
repositories if you see fit (and others can do the same with your changes).

A distributed Version Control System is generally faster than the other types of VCS
because it doesn’t need a network access to a remote server. Nearly everything is done
locally. There is also a slight difference with how it works: instead of tracking the changes
between versions, it tracks all changes as “patches.” This means that those patches can be
freely exchanged between repositories, so there is no “main” repository to keep up with.

Figure 1-7 shows how a distributed VCS works.
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USER 1
file
database
version 1

version 2

version n

SERVER
database

version 1
version 2

version n
USER 2
file
database
version 1
version 2

version n

Figure 1-7. How a distributed VCS works

Note By looking at Figure 1-7, it is tempting to conclude that there is a main
server that the users are keeping up with. But it isn’t the case with a distributed
VCS, it is only a convention that many developers follow to have a better workflow.

BitKeeper SCM was a proprietary distributed VCS released in 2000 which, like SCCS
in the 1970s, was closed source. It had a free “Community Version” that lacked many of
the big features of BitKeeper SCM, but since it was one of the first distributed VCSs, it
was pretty popular even in the Open Source community. This popularity of BitKeeper
plays a big role in the creation of Git. It is now an Open Source software, after having
its source code released under the Apache License in 2016. You can find the current
BitKeeper project on www.bitkeeper.org/; the development has slowed down, but there
is still a community contributing to it.

10
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What is Git?

Remember the proprietary distributed Version Control System BitKeeper SCM from
the last section? Well, the Linux kernel developers used it for their development. The
decision to use it was wildly regarded as a bad move and made many people unhappy.
Their fears were confirmed in 2005 when BitKeeper SCM stopped being free. Since it was
closed source, the developers lost their favorite Version Control System. The community
(led by Linus Torvalds) had to find another VCS, and since an alternative was not
available, they decided to create their own. Thus, Git was born.

Since Git was made to replace BitKeeper SCM, it worked generally the same with
a few tweaks. Like BitKeeper SCM, Git is a distributed Version Control System, but it is
faster and works better with large projects. The Git community is very active, and there
are many contributors involved in its development; you can find more about Git on
https://git-scm.com/. The features of Git and how it works are explained later in
this section.

What can Git do?

Remember all those problems we tried to solve at the beginning of this chapter? Well, Git
can solve them all. It can even solve problems you didn’t know you had!
First, it works great with tracking changes. You can

e Go back and forth between versions
o Review the differences between those versions
e Check the change history of a file
o Taga specific version for quick referencing
Git is also a great tool for teamwork. You can
o Exchange “changesets” between repositories
e Review the changes made by others

One of the main features of Git is its Branching system. A branch is a copy of a project
which you can work on without messing with the repository. This concept has been
around for some time, but with Git, it is way faster and more efficient. Branching also
comes along with Merging, which is the act of copying the changesets done in a branch

11
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back to the source. Generally, you create a branch to create or test a new feature and
merge that branch back when you are satisfied with the work.

There is also a simple concept that you might use a lot: Stashing. Stashing is the act
of safely putting away your current edits so that you have clean environment to work on
something completely different. You might want to use stashing when you are playing
around or testing a feature but need to work on a new feature in priority. So, you stash
your changes away and begin to write that feature. After you are done, you can get your
changes back and apply them to your current working environment.

As a little appetizer, here are some of the Git commands you will learn in this book:

$ git log
$ git branch

Check the history of the project
List, create or delete branches
$ git merge Merge the history of two branches together

$ git stash

$ git init # Initialize a new git database
$ git clone # Copy an existing database
$ git status # Check the status of the local project
$ git diff # Review the changes done to the project
$ git add # Tell Git to track a changed file
$ git commit # Save the current state of the project to database
$ git push # Copy the local database to a remote server
$ git pull # Copy a remote database to a local machine
#
#
#
#

Keep the current changes stashed away to be used later

Asyou can see, the commands are pretty self-explanatory. Don’t worry about
knowing all of them by heart; you will retain them one by one when we will properly
begin the learning. And you will not also use them all the time, you will mostly use
git add and git commit. You will learn about each command, but we will focus on the
commands that you will likely use in a professional setting. But before that, let’s see the
inner working of Git.

How does Git work?

Unlike many Version Control Systems, Git works with Snapshots, not Differences. This
means that it does not track the difference between two versions of a file, but takes a
picture of the current state of the project.

12
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This is why Git is very fast compared to other distributed VCSs; it is also why
switching between versions and branches is so fast and easy.

Remember how a centralized Version Control System works? Well, Git is the
complete opposite. You don’t need to communicate with a central server get work done.
Since Git is a distributed VCS, every user has their own fully fledged repository with
their own history and changesets. Thus, everything is done locally except the sharing
of patches or changesets. Like previously said, a central server is not needed; but many
developers use one as convention as it is easier to work that way.

Speaking of patch sharing, how does Git know which changesets are whose? When
Git takes a snapshot, it performs a checksum on it; so, it knows which files were changed
by comparing the checksums. This is why Git can track changes between files and
directories easily, and it also checks for any file corruption.

The main feature of Git is its “Three States” system. The states are the working
directory, the staging area, and the git directory:

o The working directory is just the current snapshot that you are
working on.

o The staging area is where modified files are marked in their current
version, ready to be stored in the database.

o The git directory is the database where the history is stored.

So, basically Git works as follows: you modify the files, add each file you want to
include in the snapshot to the staging area (git add), then take the snapshot and add
them to the database (git commit). For the terminology, we call a modified file added
to the staging area “staged” and a file added to the database “committed.” So, a file goes
from “modified” to “staged” to “committed.”

What is the typical Git workflow?

To help you visualize all that we talked about in this section, here is a little demo of what
a typical workflow using Git is like. Don’t worry if you don’t understand everything right
now; the next chapters will get you set up.
This is your first day of work. You are tasked to add your name to an existing project
description file. Since this is your first day, a senior developer is there to review your code.
The first thing you should do is get the project’s source code. Ask your manager for
the server where the code is stored. For this demo, the server is GitHub, meaning that the

13
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Git database is stored on a remote server hosted by GitHub and you can access it by URL
or directly on the GitHub web site. Here, we are going to use the clone command to get
the database, but you could also just download the project from the GitHub web site. You
will get a zip file containing and the project files with all its history.

So, you clone the repository to get the source code by using the “clone” command.

git clone https://github.com/mariot/thebestwebsite.git

Git then downloads a copy of the repository in the current directory you are working
from. After that, you can enter the new directory and check its contents as shown in
Figure 1-8.

oT@ 1deap

Mar i1enov pad ~/Documents /Boky/raw (master)
$ cd thebestwebsite/

Mariot@le sapad ~/Documents /Boky/raw/thebestwebsite (master)
$ dir

gulpfile.js LICENSE nginx package.json README.md src vyarn.lock
Mariot@lenovo-ideapad ~/Documents /Boky/raw/thebestwebsite (master)
$|

Figure 1-8. The contents of the repository is shown

If you want to check the recent changes made to the project, you can use the “log”
command to show the history. Figure 1-9 shows an example of that.

14
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Mariot@lenovo-ideapad MIN 4 ~/Documents/Boky/raw/thebestwe
$ git log

commit 0cc01f912449ed913c9f48673a4b450a66951f31 (HEAD -> mas
Author: Denys Vitali <denys@denv.it>

Date: Fri Jan 18 17:44:45 2019 +0100

Add Hugo Theme references
Reference: https://github.com/hugomodo/hugomodo-best-mot
commit 033eb62a526e4ffd9c73257ab37e76c9d484cd74
Author: Denys Vitali <denys@denv.it>
Date: Thu Jan 10 10:46:28 2019 +0100
Fix #31, add inverted-contrast mode
commit 74452d4c8cacb2dcad4431532eb99ccac4b00eac
Merge: 13e4f7e 6c3ba3l
Author: Denys Vitali <denys@denv.it>
Date: Mon Nov 12 10:12:39 2018 +0100
Merge pull request #30 from numbermaniac/patch-1
create -> created
commit 6c3ba31b95190fdaecf95b9af2b9d2f5554d7203
Author: numbermaniac <numbermaniac@users.noreply.github. com>

Date: Sun Nov 11 11:22:45 2018 +1100

create -»> created

Figure 1-9. A typical Git history log

Nice! Now you should create a new branch to work on so that you don’t mess up with
the project. You can create a new branch by using the “branch” command and checking
it out with the “checkout” command.

git branch add-new-dev-name-to-readme
git checkout add-new-dev-name-to-readme

Now that the new branch is created, you can begin to modify the files. You can use
whatever editor you want; Git will track all the changes via checksums. Now that you made
the necessary changes, it is time to put them on the staging area. As a reminder, the staging
area is where you put modified codes that are ready to be snapshotted. If we modified the
“README.md"” file, we can add it to the staging area by using the “add” command.

git add README.md
15
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You don’t have to add every file you modified to the staging area, only those which
you want to be accounted in the snapshot. Now that the file is staged, it is time to
“commit” it or putting its change in the database. We do this by using the command
“commit” and attaching a little description with it.

git commit -m "Add Mariot to the list of developers”

And that’s it! The changes you made are now in the database and safely stored. But
only on your computer! The others can’t see your work because you worked on your
own repository and on a different branch. To show your work to others, you have to push
your commits to the remote server. But you have to show the code to the senior dev first
before making a push. If they are okay with it, you can merge your branch with the main
snapshot of the project (called the master branch). So first you must navigate back to the
master branch by using the “checkout” command.

git checkout master

You are now on the master branch, where all the team’s work is stored. But the time
you worked on your fix, the project may have changed, meaning that a team member
may have changed some files. You should retrieve those changes before committing your
own changes to master. This will limit the risk of “conflicts” which can happen when
two or more contributors change the same file. To get the changes, you have to pull the
project from the remote server (also called origin).

git pull origin master

Even if another coworker changed the same file as you, the risk of conflicts is low
because you only modified a line. Conflicts only arise when the same line has been
modified by multiple people. If you and your coworkers changed different parts of the
file, everything is okay.

Now that we kept up with the current state of the project, it’s time to commit our
version to master. You can merge your branch with the “merge” command.

git merge add-new-dev-name-to-readme

Now that the commit has been merged back to master, it is time to push the changes
to the main server. We do that by using to “push” command.

git push

16
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Figure 1-10 shows the commands we used and the results.

Mariot@lenovo-ideapad ~/Documents/Boky/raw/thebestwebsite (add-new-dev-name-to-readme)
$ git commit -m Add Mariot to the 1ist of developers”

[add-new-dev-name-to-readme 4del28e] Add Mariot to the list of developers

1 file changed, 1 insertion(+), 1 deletion(-)

Mariot@lenovo-ideapad ~/Documents /Boky/raw/thebestwebsite (add-new-dev-name-to-readme)
$ git checkout master

Switched to branch 'master’

Your branch is up to date with 'origin/master’.

Mariot@lenovo-ideapad ~/Documents/Boky/raw/thebestwebsite (master)
$ git merge add-new-dev-name-to-readme
Updating 0cc01f9..4del28e
Fast-forward
README.md | 2 +
1 file changed, 1 insertion(+), 1 deletion(-)

ariot@leno ideapad ~/Documents/Boky/raw/thebestwebsite (master)

S git push
Enumerating objects: 5, done.
Counting objects: 100% (5/5), done.
Delta compression using up to 4 threads
Compressing objects: 100% (3/3), done.
Writing objects: 100% (3/3), 316 bytes | 316.00 KiB/s, done.
Total 3 (delta 2), reused 0 (delta 0)
remote: Resolving deltas: 100% (2/2), completed with 2 Tocal objects.
To https://github. com/mariot/thebestwebsite.git

0cc01f9..4del28e master -> master

Figure 1-10. A simple Git workflow

It's that simple! And again, don’t worry if you don’t understand everything yet. This

is

just a little demo of how Git is usually used. It is also not very realistic: no manager would

give a new recruit an all-access pass to their main repository like that.

Summary

This was only a sneak peek at Git; it has many more powerful features that you will
learn along the way. But before anything else, here are some things that you should ask
yourself before moving to the next step: “How will Git help me in my projects?’, “which
features are the most important?’, and “will Git improve my workflow?”

The main takeaway for this chapter is the difference between distributed and
centralized VCSs. The workflow of teams using CVCS is less organized and leaves too
many developers unfulfilled. Thus, you need to learn more about distributed VCS to
keep up with the times.

17
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We've seen the typical workflow of a team using Git in this chapter; it’s the workflow
that most teams use in a professional environment and even in the Open Source
community. Even if you plan to work alone, using the workflow will increase your
productivity.

Don’t worry about understanding all of Git right now; just focus on what it can do
for you. You will get familiar with it after a couple chapters. But right now, let’s task
ourselves with how to install Git on your system.

18



CHAPTER 2

Installation and Setup

Now that you how what is Version Control and how Git works, we are going to learn how
to install and set it up. This chapter is shorter compared to the others because it is so
easy to set Git up.

Installation

The files necessary to install Git are on https://git-scm.com/downloads for all systems.
Just follow the link and choose your Operating System.

You can also see in Figure 2-1 that there are GUI clients for Git also available there.
Don’t head out there before you complete this book’s third part, Teamwork with Git. You
need to familiarize yourself with Git commands before using GUI clients; if not, you will
lose a lot of time trying to resolve a simple issue that would take seconds with simple Git
commands.
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Downloads :
,’—Latest source Release
2.21.0

Release Notes (2019-02-24)

.' Mac OS X :.' Windows
A Linux/Unix Download 2.21.0 for Windows

Older releases are available and the Git source
repository is on GitHub.

GUI Clients Logos
Git comes with built-in GUI tools (git-gui, Various Git logos in PNG (bitmap) and EPS
gitk), but there are several third-party tools for (vector) formats are available for use in
users looking for a platform-specific online and print projects.
experience.

View Logos —

View GUI Clients —

Git via Git
If you already have Git installed, vou can get the latest development version via Git itself:

git clone https://github.com/git/git

You can also always browse the current contents of the git repository using the web interface.

Figure 2-1. The download section of git-scm.com as of May 2019

After you have familiarized yourself with Git commands, you can check out a GUI
client and see for yourself. There is a chapter about GUI clients at the last part of this
book. But please don’t use any GUI client before that time; it will greatly lengthen your
learning time.

Note Git is bundled with two GUI tools: gitk to review history and git-gui for basic
commands. You will learn to use them in the last part of this book, so the preceding
advice still applies.
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Windows

Installing Git on Windows systems is very easy. After opening the link (https://git-
scm.com/download/win), the download should automatically begin, and you will arrive
at the confirmation page shown in Figure 2-2. If not, just download the build that
corresponds to your Windows flavor.

Downloading Git

Your download is starting...

You are downloading the latest (2.21.0) 64-bit version of Git for Windows.
This is the most recent maintained build. It was released 2 months ago, on
2019-02-26.

If your download hasn't started, click here to download manually.

Other Git for Windows downloads

Git for Windows Setup
32-bit Git for Windows Setup.

64-bit Git for Windows Setup.

Git for Windows Portable ("thumbdrive edition™)
32-bit Git for Windows Portable.

64-bit Git for Windows Portable.

le release is version 2.21.0. If you want the newer version, you can build it

Figure 2-2. The Git download screen for Windows

Execute the download exe file to begin the installation. The first screen is the license
declaration outlining the terms and conditions; you should read it until the end (yeah,
right). Click next, and you will get to a component selection screen similar to the one
shown in Figure 2-3. Here, you are prompted to select which components to install.

I recommend to leave the default options on.
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4™ Git 2.21.0 Setup - X

Select Components '\%
Which components should be installed? \

Select the components you want to install; clear the components you do not want to
install. Click Next when you are ready to continue.

[] Additional icons
[] on the Desktop
Windows Explorer integration
: Git Bash Here
~[] it GuI Here
Git LFS (Large File Support)
Associate .git* configuration files with the default text editor
Associate .sh files to be run with Bash
Use a TrueType font in all console windows
D Check daily for Git for Windows updates

Current selection requires at least 246.5 MB of disk space.

Figure 2-3. Select the components to install

You can see in Figure 2-3 that you just have to check the components to install them.
It is a good idea to leave the Windows Explorer integration checked; that way you would
just have to right-click a folder to find the options to start Git in the default GUI or the

Bash (command window) in the context menu. All the other components are pretty self-
explanatory so the decision is up to you.

Tip If you didn’t install the Windows Explorer integration and want to open the

command window in a folder, you have to open the extended context menu with
Shift + Right-click.

Click next after you made your choices, and you will see the default editor selection,
shown in Figure 2-4. Git needs you to define a default editor because you need an editor
to write out commit descriptions and comments.
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6% Git 2.21.0 Setup - X

Choosing the default editor used by Git ‘\% 3
Which editor would you like Git to use? <Y

Use Vim (the ubiquitous text editor) as Git's default editor i v
The Vim editor, while powerful, can be hard to use. Its user interface is

unintuitive and its key bindings are awkward.

Note: Vim is the default editor of Git for Windows only for historical reasons, an
it is highly recommended to switch to a modern GUI editor instead.

Note: This will leave the 'core.editor’ option unset, which will make Git fall back

to the 'EDITOR' environment variable. The default editor is Vim - but you
may set it to some other editor of your choice.

< Back Cancel

Figure 2-4. Default editor selection

Asyou can see in Figure 2-4, Vim is the default editor for Git for historical reason.
Just pick your favorite text editor from the dropdown list. The first two, Nano and Vim,
work in the console or command window, so you don’t have to open another program.
In the list, you can find many popular editors like Notepad++, Sublime Text, Atom and
Visual Studio (VS) Code. If your editor isn’t listed, you can choose the last option, and
a new input will appear (shown in Figure 2-5) so you can provide a link to the editor’s
main executable file.
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14" Git 2.21.0 Setup - X

o
B
4

Choosing the default editor used by Git
Which editor would you like Git to use?

Select other editor as Git's default editor Y

(NEW?) Use this option to select the path to Git's default editor.

Location of editor (plus command-line options, if necessary):

| Browse...

Test Custom Editor

< Back Next > Cancel

Figure 2-5. Setting up a custom editor

In Figure 2-5, you can see the screen where you can set up your custom editor if it
isn’t listed on the dropdown.

For this book, I decided to leave the default option and use Vim. It doesn’t change
anything in this book if you decide to use any other editor. But if you want to learn Vim
(takes a bit of time), you can check out “vimtutor,” which is a tutor program shipped with
Vim, or learn through a fun video game on https://vim-adventures.com/. There is also
www.vi-improved.org/vimusermanual.pdf which is more complete but is more than
300 pages!

And don’t worry, this choice is not definitive, you can still change anytime you want.
You will learn how at the last section of this chapter.

Caution While online, never ever start or participate in an Editor War. Just choose
your preferred text editor and never talk about it to anyone. | still bear scars from
my old days in the “Emacs vs. Vim” war.
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Once you chose your favorite editor, you can go to the next screen, which is the PATH
environment adjustment, shown in Figure 2-6. The PATH environment is a variable
that holds a list of directories where executable programs are located in their value. It’s
needed so you don’t have to type in the full path to an executable when you want to
execute it in the console; you just have to type its name. For example, to launch Visual
Studio Code from the console, I should type C:\Program Files (x86)\Microsoft VS Code\
bin\code. But since I have C:\Program Files (x86)\Microsoft VS Code\bin in my PATH, I
just have to type “code” to launch it.

" Git 2.21.0 Setup - X i

Adjusting your PATH environment \V §
How would you like to use Git from the command line?

() use Git from Git Bash only

This is the safest choice as your PATH will not be modified at all. You will only E
able to use the Git command line tools from Git Bash.

(@ Git from the command fine and also from 3rd-party software

This option is considered safe as it only adds some minimal Git wrappers to yoL
PATH to avoid cluttering your environment with optional Unix tools.

You will be able to use Git from Git Bash, the Command Prompt and the Windov
PowerShell as well as any third-party software looking for Git in PATH.

(O use Git and optional Unix tools from the Command Prompt

Both Git and the optional Unix tools will be added to your PATH.
Warning: This will override Windows tools like "find" and “"sort". Only
use this option if you understand the implications.

Figure 2-6. Choosing to add Git to PATH or not

The same could apply to Git if you want. If you don’t want this and only want to use
Git with its own isolated console “Git Bash,” select the first option. So, to use Git, you
would have to launch it from the Apps list or from the context menu of a folder (if you
chose to install the Windows Explorer integration).

If you want to be able to use Git everywhere, leave the default option to add it to your
PATH environment. That way, other tools can also use Git and you can work from any
command window. I highly suggest this option.
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The last option is a bit invasive. It will add many Git commands to your PATH and
will overwrite some of Windows’ default tools. Only choose this if you have a valid reason
too; generally, you don’t have such a reason.

Choose an option as shown in Figure 2-6 and proceed to the next step. You will arrive
at a screen concerning HTTPS connections, shown in Figure 2-7. You will have to choose
which library to use when sending data over HTTPS. Later in this book, you will have
to connect to a remote server (since Git is a distributed VCS) to share your commits to
other people, so all those connections must be encrypted to further secure your data and
ensure they are not being stolen.

" Git 2.21.0 Setup - X

Choosing HTTPS transport backend A
Which SSL/TLS library would you like Git to use for HTTPS connections?

(@ Use the OpenSSL library

Server certificates will be validated using the ca-bundle.crt file.

() use the native Windows Secure Channel fibrary

Server certificates will be validated using Windows Certificate Stores.
This option also allows you to use your company's internal Root CA certificates
distributed e.g. via Active Directory Domain Services.

< Back Cancel

Figure 2-7. Choosing the HTTPS transport

Just use the default option unless you have a reason to (company policy or your own
little security setup).

After this, go to the next step which is about line endings. Once again, it’s a selection
screen, so yours should look like the one shown in Figure 2-8. Different Operating
Systems operate text files differently, especially when dealing with line endings. And
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odds are that the team you will be working with will be using different OS. So, Git needs

to convert line endings to and from each ending style before sharing commits.

" Git 2.21.0 Setup - X

Configuring the line ending conversions : \% :
How should Git treat line endings in text files? "

Git will convert LF to CRLF when checking out text files. When committing 1
text files, CRLF will be converted to LF. For cross-platform projects,
this is the recommended setting on Windows ("core.autocrlf” is set to "true").

() checkout as-is, commit Unix-style line endings

Git will not perform any conversion when checking out text files. When
committing text files, CRLF will be converted to LF. For cross-platform projects,
this is the recommended setting on Unix ("core.autocrlf" is set to "input").

(O checkout as-is, commit as-is

Git will not perform any conversions when checking out or committing
text files. Choosing this option is not recommended for cross-platform
projects ("core.autocrlf” is set to "false”).

< Back Next > Cancel

Figure 2-8. Line ending conversions

As you will be using Windows, you should check the default option. The other two
options will do a lot of damage to your commits if you are not careful with line endings.
You can go to next step after choosing the default option.

Caution This step is important because Windows and MacOS use \r\n to end
lines instead of Linux’s \n. If you don’t convert, your file will become very hard to
read and Git will detect a lot of changes even if didn’t make that many.

The next step is to choose a default terminal (or console) emulator. It’s a simple
selection screen like before, shown in Figure 2-9. Git Bash needs a console emulator
to work, so you need to choose one. The default emulator is MinTTY, the other option
being Windows’ default console.
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¢ Git 2.21.0 Setup — X

Configuring the terminal emulator to use with Git Bash ; \%
Which terminal emulator do you want to use with your Git Bash? v

(@ Use MinTTY (the default terminal of MSYS2)

Git Bash will use MinTTY as terminal emulator, which sports a resizable window
non-rectangular selections and a Unicode font. Windows console programs (suc
as interactive Python) must be launched via “winpty™ to work in MinTTY.

() use Windows' default console window

Git will use the default console window of Windows ("cmd.exe"), which works v
with Win32 console programs such as interactive Python or node.js, but has a
very limited default scroll-back, needs to be configured to use a Unicode font in
order to display non-ASCII characters correctly, and prior to Windows 10 its
window was not freely resizable and it only allowed rectangular text selections.

Figure 2-9. Choosing a terminal emulator

I suggest keeping the default option because MinTTY can do everything that the
Windows console window can, but better in every way. Click next to proceed to the
last step.

We are now in the endgame! This installation is nearly over. Just a few things to tweak
in the extra options screen. This screen (shown in Figure 2-10) permits you to enable
some extra features that will go great with your Git installation. For example, the Git
Credential Manager will help you connect to remote servers securely and plays nicely
with other Git tools.
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¢ Git 2.21.0 Setup - X

Configuring extra options 4 s\%
Which features would you like to enable?

[~] Enable file system caching

File system data will be read in bulk and cached in memory for certain
operations ("core.fscache" is set to "true"). This provides a significant
performance boost.

Enable Git Credential Manager

The Git Credential Manager for Windows provides secure Git credential storage
for Windows, most notably multi-factor authentication support for Visual Studio
Team Services and GitHub. (requires .NET framework v4.5.1 or later).

[ ] enable symbolic finks

Enable symbolic links (requires the SeCreateSymbolicLink permission).
Please note that existing repositories are unaffected by this setting.

< Back Install Cancel

e i 5 L e e L e e

Figure 2-10. Configuring extra options

Just leave the default options unless you have a reason not to. After that, just launch
the installation and let it finish. And that’s it! Git is installed on your Windows system.
But before using it, jump to the next section to properly set it up!

Mac

If you've already done some software development with Mac OS X, you probably already
have Git because it’s installed with XCode (https://developer.apple.com/xcode/). You
can check if you have Git by running the command from your console:

$ git --version

It should give you the version of Git currently installed or if it’s not installed prompt
you to install XCode’s Command Line Tools. If you choose install on that prompt, Git will
be installed and you can skip the rest of this section.
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To install Git on your Mac, you just have to go to the download link https://git-
scm. com/download/mac, and the download should begin automatically, as shown in
Figure 2-11. Execute the downloaded file and the installation will start; it’s pretty easy.

Downloading Git

Your download is starting...

You are downloading version 2.21.0 of Git for the Mac platform. This is the
most recent maintained build for this platform. It was released 2 months ago,
on 2019-02-27.

If your download hasn't started, click here to download manually.

lhecu er 5 irce code rele. er :'-!!:‘.‘.’I.f) " you want ' e NeWE ."-'"-\E' n, you can "::'.l'; t
from the source code.

Figure 2-11. Download screen for Mac

You can also use Homebrew (https://brew.sh/) to install it. Just run the command:
$ brew install git

This will install about half the universe, but it will eventually stop, and Git will be
installed.
And that’s it! For Mac OS X, installing Git is way easier and you probably already have it.

Linux

If you use Linux regularly, you probably know much about your distribution than me. So,
installing Git with your package manager might be a piece of cake for you.
For Ubuntu- and Debian-flavored distributions, you use APT to install Git.

$ sudo apt-get install git
or

$ sudo apt install git (for newer systems)
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For Fedora, you can use YUM or DNE
$ sudo yum install git
or
$ sudo dnf install git (for newer systems)

If you have a different distribution, you can check https://git-scm.com/download/
linux to have a list of commands on how to install Git for each popular distro. This list
should be similar to the one shown in Figure 2-12, with more and more Linux flavors

to come.
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Download for Linux and Unix

It is easiest to install Git on Linux using the preferred package manager of your Linux distribution. If you
prefer to build from source, you can find the tarballs on kernel.org.

Debian/Ubuntu
For the latest stable version for your release of Debian/Ubuntu
§# apt-get install git
For Ubuntu, this PPA provides the latest stable upstream Git version
# add-apt-repository ppa:git-core/ppa # apt update; apt install git
Fedora

£ yum install git (upto Fedoraz21)
¢ dnf install git (Fedora22 and later)

Gentoo

§ emerge ask verbose dev-vcs/git
Arch Linux

# pacman -S git

openSUSE

¢ zypper install git

Mageia

# urpmi git

Nix/NixOS

¢ nix-env -1i git

FreeBSD

& pkg install git

Solaris 9/10/11 (OpenCSW)
§# pkgutil -i git

Solaris 11 Express
# pkg install developer/versioning/git
OpenBSD
# pkg add git
Alpine
$ apk add git
Red Hat Enterprise Linux, Oracle Linux, CentOS, Scientific Linux, et al.
RHEL and derivatives typically ship older versions of git. You can download a tarball and build from

source, or use a 3rd-party repository such as the IUS Community Project to obtain a more recent version

of git.
Slitaz
$ tazpkg get-install git

Figure 2-12. How to install Git on Linux
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After you use the command corresponding to your distribution listed in Figure 2-12,
Git is installed!

Caution Just like Editor War, Distribution War is a big no-no online.

Setting up Git

Before beginning to use Git, you need a little bit of setup first. You will probably only do
this once since all the setup is stored on an external global file, meaning that all your
projects will share the same configs. There is also a way to configure projects one by one
but we will see this later.

Since Git is a distributed Version Control System, you will one day need to connect to
other remote repositories. To avoid making any identity mistake, it is necessary to tell Git
a bit about yourself. Don’t worry; it won't ask about a fun fact about you!

To set up Git, open Git Bash (for Windows systems) or the default console window
(for Linux/MacOS or Windows systems that modified their PATH environment). In the
command prompt, just tell Git your name and email address:

$ git config --global user.name "Mariot Tsitoara"
$ git config --global user.email "mariot.tsitoara@gmail.com”

Notice the “global” argument; it means that the setup is for all future Git repositories,
so you don'’t have to set this up again in the future.

With the config command, you can also change your default editor. If you ever want
to change your editor because you found a new one or uninstalled yours, the config
command is there to help you. For example, to change the default editor to Nano, you
would type

$ git config --global core.editor="nano"

You can find the file recording your Git configuration on your home folder. For
Windows, you can find it in C:\Users\YourName\.gitconfig. For Linux and Mac OS, you
can find it in /home/yourname/.gitconfig as shown in Figure 2-13.
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£ .bash_history .gitconfig X
1 [user]
2 email = mariot.tsitoara@gmail.com
3 name = Mariot Tsitoara

Iy

Figure 2-13. My .gitconfig file

Next to the .gitconfig file, you might find another file called .bash_history that
records all the commands you type on the console. You can check this document if you
want to check back on a command you forgot.

Summary

Let’s review what we've learned so far! First, you should have had Git installed on your
system by now. The installation process is very easy on Windows and easier on Mac
and Linux. I suggest you keep all the default options (even if they aren’t shown in the
preceding screenshots) if you are not sure of what you need.

Next, there is the setup. You will only have to do this once in every system you install
Git into. Git will use your name and email to sign every action you make so it’s necessary
to set them up before you using it.

And that’s it! You are now ready to use Git with all its glory. Head to the next chapter
to jump start with Git.
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Getting Started

You're finally ready to get started with Git! In this chapter, you'll be learning a few Git
terminologies and concepts necessary for any project. Then, you'll be tasked to set up a
project, make changes to it, review the changes, and finally navigate between versions.
Let’s go!

Repositories

A repository is a storage where all your project and all the changes made to it are kept.
You can think of it as a “change database.” But don’t worry; it is only a normal folder on
your system, so it is very easy to manipulate.

For each project you want to manage with Git, you have to set up a repository for it.
Setting up a repository is very easy. Just navigate to the folder you want to track and tell
Git to initiate a repository there.

So for each project you want to start, you should

o Create the directory containing your project
o Navigate into the directory
o Initialize a Git repository

See? It’s very easy. Let’s convert those statements into commands. But first, let’s
open a console to type our commands in. For Linux users, you just have to launch your
favorite terminal (Ctrl-Alt-T for Debian like distros). For MacOS, you just have to use
Cmd-Space to bring up Spotlight where you can search for the Terminal app. Windows
users can open two consoles: cmd and powershell. Powershell is more modern and has
UNIX-like commands. To open one of them, use Windows-R and type in the name (cmd
or powershell). Note that you need to restart all these consoles on your first installation
of Git if you had them open. Git for Windows also comes with a console emulator called
Git Bash that provides a similar environment to Linux and Mac consoles. If you use
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Windows, I highly suggest to use Git Bash so you can have the same experience as other
people who use different OSs.
Open Git Bash (from the Apps list or the contextual menu), and type in those

commands:

$ mkdir mynewproject
$ cd mynewproject/
$ git init

mkdir is a command used to create a directory; it is short for “make directory.” cd
is the command used to navigate between directories; it is short for “change directory.”
Finally, git init is short for “Git initialize.”

After you initialize the repository, Git will tell you where the database was created
like in Figure 3-1.

iot@lenovo-ideapad ~/Documents/Boky/raw (master)
$ mkd1r mynewproject
|
[Mariot@lenovo-ideapad ~/Documents/Boky/raw (master)
[$ cd mynewpro]ect/
!?ariﬂ‘ilnwaxn ideapad ~/Documents/Boky/raw/mynewproject (master)
|$ git init
Initialized empty Git repository in C:/Users/Mariot/Documents/Boky/raw/mynewproject/.git/
|

Figure 3-1. Initialization of a new repository

Note mkdir and cd are system commands; they are managed by the 0S,
whereas init is a Git command. Every Git command begins with “git.”

Git will create a directory called “git” that will contain all your changesets and
snapshots. If you want to check it out, you will have to show hidden files from your file
explorer’s settings. The repository looks like the directory shown in Figure 3-2.
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» ¥ | mynewproject
Haome Share View
l | | T Preview pane 8| Extra large icons &= Large icons _:.-'. Medium icons l Group by * [ mem check boxes E 1
= i3 Small icons EE List i=2 Details [ Add columns = A File name extensions e
Mavigation Detail B = =+ a ) - = Sort R Hid ted Options
pane - [ Details pane = pijeq <= Content ' by~ b Size all columns to fit [ Hidden items -
Panes Layout Current view Shaw/hide
— v 4 > ThisPC > Documents > Boky » raw > mynewproject
Name Date modified Type Size
s Quick access
git 16/5/2019 08:16 File folder
= This PC
& Network

Figure 3-2. An empty repository

And if you open the .git directory, you will find many more items that are part of the
Git database. Check Figure 3-3 for an example.

Name h Date modified Type Size

hooks 16/5/2019 08:16 File folder

info 16/5/2019 08:16 File folder

objects 16/5/2019 08:16 File folder

refs 16/5/2019 08:16 File folder
[ config 16/5/2019 08:16 File 1KB
0 description 16/5/2019 08:16 File 1KB
| j HEAD 16/5/2019 08:16 File 1KB

Figure 3-3. Inside the .git directory

Remember Chapter 1 that said that instead of tracking changes between versions,
Git takes snapshots? Well, all those snapshots are stored in the “git” directory. Each
snapshot is called “commit,” and we’ll look into that shortly after this section.

The HEAD file in this “git” directory points to the current “branch” or subversion of
the project that you are working on. The default branch is called “master,” but it is just
like any other branch; the name is just an old convention.

You should also know that initializing is the only way to get a repository. You can
copy an entire repository with all its history and snapshots. It is called “cloning,” and we
will see that in another chapter.
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EXERCISE: CREATE AN EMPTY REPOSITORY

Our first exercise isn’t exactly rocket surgery. Just create an empty repository somewhere in
your system. You can use the default console or Git Bash.

Working Directory

What about the empty area outside the “git” directory? It is called the Working Directory,
and the files you will be working on will be stored there. Generally, your most recent
version will be on the Working Directory.

Each file you work on is on the Working Directory. There is nothing particular about
this place except the fact that you will only manipulate the files here directly. Never
modify the files inside the “git” directory!

Git will detect any new file you will place in the Working Directory. And you check
the status of the directory by using the Git command “status.”

$ git status

For example, if we create a new file called README.md in the Working Directory, we
will see that Git will know that the project has changed. Make sure that you place your
new file alongside the .git directory like in Figure 3-4, not into it!

This PC > Documents > Boky > raw > mynewproject

~

Name Date modified Type Size
» git 16/5/2019 20:36 File folder
¥| README.md 16/5/2019 20:34 Markdown Source .. 1KB

Figure 3-4. Creation of a new file in the Working Directory

If we check the status of the Working Directory, we will get a result like the one
shown in Figure 3-5.

Asyou can see in Figure 3-5, we don’t have any commits yet; that’s because we are
still on the Working Directory and we haven’t taken any snapshots yet. It also says that
we are on the “master” branch; it is the default name for the only branch created on the
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repository initialization. Then we get the untracked files. Those are the files we modified

(in this instance, created).

¢ MINGW64:/c/Users/Mariot/Documents/Boky/raw/mynewsite - O

Mariot@lenovo-ideapad ~/Documents/Boky/raw/mynewsite (master)
§ touch README.md

Mariot@lenovo-ideapad ~/Documents /Boky/raw/mynewsite (master)
$ git status
on branch master

No commits yet

Untracked files:
(use "git add <file>..." to include in what will be committed)

nothing added to commit but untracked files present (use "git add" to track)

Mariot@lenovo-ideapad ~/Documents /Boky/raw/mynewsite (master)

$ |

Figure 3-5. The status of the Working Directory

Essentially, that is the Working Directory: the area where you directly interact with

your project files.

EXERCISE: CREATE SOME FILES FOR THE PROJECT

This exercise is again very easy. Just create some files within your project directory
(repository) and check the Working Directory status.
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Staging Area

The Staging Area is where your files go before the snapshots are taken. Not every file
you modified on the Working Directory should be taken into account when taking a
snapshot of the current state of the project. Only the files placed in the Staging Area will
be snapshotted.

So, before taking a snapshot of the project, you select which changed files to take
account of. A change in a file can be creating, deleting, or editing.

Think of it as designating which files get to be in the family photo. To add a file to the
Staging Area, we use the Git command “add.”

$ git add nameofthefile

It's that simple. If we wanted to stage the README.md that we created earlier, we
would use “git add README.md.” Or if you created multiple files, you can add them one
after another or together like “git add filel file2 file3.

Let’s stage our new file by using the command:

$ git add README.md
Then let’s check the status with git status command.
$ git status

Adding a file to the staging area won’t produce any visible result, but checking the
status will get you a result similar to Figure 3-6.

Mariot@lenovo-ideapad ~/Documents /Boky/raw/mynewsite (master)
$ git add README.md

Mariot@lenovo-ideapad ~/Documents/Boky/raw/mynewsite (master)
$ git status
Oon branch master

No commits yet

Changes to be committed:
(use "git rm --cached <file>...

to unstage)

new file: README . md
Figure 3-6. Staging a file
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If you check out Figure 3-6, you will notice that after staging the file, the Working
Directory is clean again. That’s because “git status” only keeps track on “unstaged” files
(edited files that have not been marked for a snapshot).

As you can see in Figure 3-6 too, you can unstage a file using the Git command “git
rm” with the option “--cached.”

$ git rm --cached README.md

Caution Don’t forget the option “--cached” when unstaging a file. If you forget it,
you could lose your file!

After you stage all the files that you want the changes to be taken into account, you
are now ready to take your first snapshot!

EXERCISE: STAGE AND UNSTAGE YOUR FILES

Take the files you created on the previous exercise and stage them. Unstage one file and
re-stage it. Check the Working Directory status after each stage/unstage.

Commits

Like we talked about in the section before this one, a commit is just a snapshot of the
entire project at a certain time. Git doesn’t record the individual changes done to the
files; it takes a picture of the entire project.

In addition to the snapshot, a commit also contains information about the “author”
of the content and the “commiter” or who put the changeset into the repository.

Note “author” and “commiter” are usually the same person, unless the commiter
took the changeset from another team member. Remember that Git commits are
exchangeable since it is a distributed VCS.
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Since a commit is a snapshot from the state of the project, the previous state of the
project is another commit called “parent.” The very first commit is created by Git when
the repository is created, and it’s the one commit that has no parents. All future commits
are then linked to each other via parentage. The ensemble of those commits that are
parents to each other is called “branch.”

Note If a commit has two parents, that means that it was created by merging
two branches.

A commit is identified by its name, a 40-character string that is obtained by hashing
the commit. It is a simple SHA1 hash so multiple commits with the same information
will have the same name.

A reference to a specific commit is called “head,” and it also has a name. And the
head you are currently working on is called “HEAD” (see the previous section).

We can now commit the files we staged earlier. Before each commit, you should
check the status of the Working Directory and the Staging Area. If all the files you want to
commit are in the Staging Area (under the phrase “Changes to be committed”), you can
commit. If not, you have to stage them with “git add”

To commit all the changes we made, we use “git commit.” This will take a snapshot of
our current state of the project.

$ git commit

If we execute this command, it will open our default editor (check Chapter 2 if you
want to modify yours) and ask us for a commit message. A commit message is a short
description of what has changed in the commit compared to the previous one.

My default editor is Vim, so if I execute the commit command, I will see a screen as
shown in Figure 3-7.
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MINGW64:/c/Users/Mariot/Documents/Boky/raw/mynewsite - ]} x

# Please enter the commit message for your changes. Lines starting
# with "#" will be ignored, and an empty message aborts the commit.
&

# On branch master

Initial commit

to b ommitted
new file: README . md

#
#
# Change
#
#

/Users/Mariot/Documents .g1t/COMMIT_EDITMSG [um (00:56 17
C KUselsfMarmt,-"[)ocunents;’Boky!raw}mynew51te;’ git/COMMIT_EDITMSG" [umx] 11L, .-331C

Figure 3-7. Git opens the default editor so you can edit the commit message

You can see in Figure 3-7 that the first line of the file is empty; that’s where you have
to write the commit message. The commit message should be written on one line, but
you can always add more lines of comments. Comments start with “#” and are ignored
by Git; they are only used to complete the commit message, to make it clearer. Also note
that Git puts automatically the list of changed files in the commit comments (the same
files you saw with “git status”).

You will learn the proper way to write commit messages the right way in the later
chapters. But for now, just enter a simple message like “Add README.md to the project”
on the first blank line like in Figure 3-8.
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" MINGW64:/¢/Users/Mariot/Documents/Boky/raw/mynewsite - ] X

Add README .md with the description of the project
P]ease enter the commit message for your changes. Lines starting
with "#' will be ignored, and an empty message aborts the commit.

On branch master
Initial commit

»s to be committed:
new file: README . md

EhRATRTRRRRRTERRR

C: /Users,/Mariot/Documents ] [unix]

Figure 3-8. The commit message written on top of the file

After you wrote your commit message like in Figure 3-8, you can close the editor
(after saving!). You will then get a summary of the commit like in Figure 3-9.
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o MINGW64:/c/Users/Mariot/Documents/Boky/raw/mynewsite - O x

%
Mariot@lenovo-ideapad MINGWG4 ~/Documents/Boky/raw/mynewsite (master)
$ git status
On branch master
No commits yet
Changes to be committed:

(use "git rm --cached <file>..." to unstage)
new file: README . md
'-‘.1|'1'_r.-t_.‘-Iz"1r‘:'.-n ideapad MINGW ~/Documents /Boky/raw/mynewsite (master)
$ git commit
[master (root-commit) 585b501] Add README.md with the description of the project
1 file changed, 0 insertions(+), O deletions(-)

create mode 100644 README.md
Mariot@lenovo-ideapad MINGW ~fDocuments /Boky/raw/mynewsite (master)
$ git status
On branch master
nothing to commit, working tree clean
Mariot@lenovo-ideapad » ! ~/Documents/Boky/raw/mynewsite (master)
3|

v

Figure 3-9. Summary of the commit

The summary of the commit will contain a lot of information:

e The current branch: master

e The name of the previous commit: root-commit because this is our

first commit

¢ The name of the commit: the first seven letters of the commit hash

e The commit message
e The number of files changed: one file

o The operation done to each file: creation

We took our first snapshot! If you check the status of the repository, you can see that

itis clean again, unless you left some files unstaged.
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EXERCISE: COMMIT YOUR CHANGES

Take your staged files from the previous exercise and commit them. Then modify one of your
tracked files, stage it again, and make a new commit. Compare the summary of each commit.
What is different? In what way are those commits linked?

Quick start with Git

So, now that you are familiar with the basic concept of Git, we are going to apply them in
areal project. Let’s imagine you want to create a folder to hold your TODO list and want
it to be versioned so you can check when each item was completed.

To get you more familiar with Git, you will be doing the next exercise without any
help. If you get stuck, just check the previous sections for directions.

Just remember the basic principles of Git:

¢ You modify the files on the Working Directory.

* You put the files you want to record the current state on the Staging
Area.

e You take a snapshot of the project with a commit.

Don’t forget to put the files you modified on the Staging Area before committing or
they won’t be part of the snapshot. The modified files you didn’t put on the Staging Area
will just stay on the Working Directory until you decide to discard them or include them
in a future commit.

Let’s get started on the exercise! Please complete it until the end and don’t move on
to the next chapter until you understand clearly how Git works.
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GETTING STARTED

EXERCISE: A VERSIONED TODO APP

Create a new repository.

Create a file named TODO.txt in the directory and put in some text.
Stage TODO.txt.

Commit the project and put in a short commit message.
Create two new files named DONE.txt and WORKING.txt.
Stage and commit those files.

Rename WORKING.txt to IN PROGRESS.txt.

Add some text to DONE.txt.

Check the directory status.

Stage IN PROGRESS.txt and DONE.txt.

Unstage DONE.txt.

Commit the project.

Check the directory status.

After you complete this exercise, close the book and try to explain those things to

yourself in your own words:

Working Directory
Staging Area

Commit

If you don’t have too many problems understanding those concepts, you are ready

for more Git commands and concepts.
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Summary

This chapter is very important for your understanding of Git. The main takeaways are the
three states that a file can be:

e Modified: You modified a file on the Working Directory.

o Staged: You added the file to the Staging Area so it could be
snapshotted.

o Committed: You took a snapshot of the entire project (all the
unmodified and staged files).

If a file was part of the previous commit and you didn’t modify them, they will
automatically be part of the next commit. A modified but unstaged file is considered as
unmodified. You have to ask Git to track them by staging those files.

We also learned a little bit about committing and commit messages. Opening an
external editor to write commit messages might be a little awkward at first, but you will
eventually get the hang of it after some time.

In the next chapter, we will learn how to check the project history and navigate
between versions. We will also learn about ignoring certain files and show the current
changes done to the project since the last commit.
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Diving into Git

Now that you are familiar with the basic commands of Git, we are diving deeper into the
other features it has. You will discover in this chapter the features that I promised you in
Chapter 1.

Ignoring files

Not everything in the working directory should be tracked by Git. There are certain files
(configs, passwords, bad code) that are generally left untracked by authors or developers.

Those files (or directories) are listed in a simple file called “gitignore.” Notice the
period before “gitignore”; it'’s important. To ignore files, create a file named .gitignore
and list the files or folders to ignore in it.

Let’s get back to our repository from the previous chapter, the TODO list. Let’s
imagine that you want to include a private, untracked file named PRIVATE.txt. You first
have to create the .gitignore file using your favorite text editor and then write PRIVATE.
txt in it like in Figure 4-1.
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MINGW®64:/c/Users/Mariot/Documents/Boky/raw/todo - O X
PRIVATE. txt

.gitignore[+] [unix] (00:59 01/01/1970)

Figure 4-1. The .gitignore file with PRIVATE.txt in it

If you then create and modify the PRIVATE.txt file (like in Figure 4-2), it won’t be
taken into account by Git if you check the status.

Name Date modified Type Size

o] .gitignore 2019-05-23 20:51 Git Ignore Source ... 1 KB

| DOING.txt 2019-05-23 20:17 Text Document 0 KB

| DONE.txt 2019-05-23 20:17 Text Document 1KB
| PRIVATE.txt 2019-05-23 20:10 Text Document 0 KB

| TODO.txt 2019-05-23 20:15 Text Document 1KB

Figure 4-2. Adding PRIVATE.txt

Let’s try to check the status.

$ git status
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You will get a similar result as shown in Figure 4-3.

<% MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo - O X

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo (master)
$ vim .gitignore

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo (master)
$ git status

on branch master

Your branch is up to date with 'origin/master’.

Untracked files:
(use "git add <file>...

to include in what will be committed)

nothing added to commit but untracked files present (use "git add" to track) |

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo (master)
$ |

Figure 4-3. Status of the working directory

As you can see on the status shown in Figure 4-3, PRIVATE.txt is not tracked. You can
also see that the .gitignore file IS tracked; so, you will have to add and commit it after you
modify it.

$ git add .gitignore
$ git commit

As always, staging a file and then committing the project will result in a confirmation
message summarizing the changes done (shown in Figure 4-4).
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% MINGWS4:/c/Users/Mariot/Documents/Boky/raw/todo - (] *

Mario enovo
$ git status
On branch master

Your branch is up to date with 'origin/master’.

ideapad ~/Documents /Boky/raw/todo (master)

untracked files:
(use "git add <file>..." to include in what will be committed)

nothing added to commit but untracked files present (use "git add" to track)

Mariot@lenovo-ideapad ~/Documents /Boky/raw/todo (master)
$ git add .gitignore

warning: LF will be replaced by CRLF in .gitignore.

The file will have its original Tine endings in your working directory
Mariot@lenovo-ide
$ git commit
[master b2eccfb] Add .gitignore
1 file changed, 2 insertions(+)
create mode 100644 .gitignore

pad ~/Documents /Boky/raw/todo (master)

Mariot@lenovo-ideapad ~/Documents /Boky/raw/todo (master)

§ git status
On branch master

Figure 4-4. Committing .gitignore

Remember that the .gitignore global file should be placed at the root of your
repository. If you put it in a directory, only the matching files in that directory will be
ignored. Generally, having multiple .gitignore files in multiple directories is considered
as a bad move unless your project is enormous. Prefer listing them into a single .gitignore
file placed at the root of your repository.

You may ask yourself what kind of files to ignore when using Git. Well, the rule of
thumb is to ignore all files generated by the project. For example, if your project is a
software source code, you should ignore the compiled outputs (executable or translated
files). Temporary files and logs should also be left out, along with big libraries (node_
modules). And don’t forget to exclude all your personal configs and your text editor’s
temp files.

The .gitignore file doesn’t only ignore files listed by name; you can also ignore
directories and files matching a description. You will find in Table 4-1 a handy reminder
of all the templates you can use.
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Table 4-1. .gitignore lines and what they do

.gitignore line What is ignored Example
config.txt config.txt in any directory config.txt
local/config.txt
build/ Any build directory and all files in it. build/target.bin
But not a file named build build/output.exe
NOT output/build
build Any build directory, all files in it, and any  build/target.bin
file named build output/build
*.8Xe All files with the extension .exe target.exe
output/res.exe
bin/*.exe All files with the extension .exe in the bin/output.exe
bin/ directory
temp= All files with name beginning by temp Temp
temp.bin
temp_output.exe
sx/configs Any directory named configs configs/prod.py
local/configs/preprod.py
sx/configs/local.py Any file named local.py in any directory  configs/local.py
named configs server/configs/local.py
NOT configs/fr/local.py
output/s=/result.exe Any file named result.exe in any output/result.exe
directory inside output output/latest/result.exe

output/1991/12/16/result.exe

Those are the most common lines used with .gitignore. There are others but they
are only used in very specific situations and almost never used in common projects. If
you are using a computer language or framework, you can go to https://github.com/
github/gitignore to get a template of the .gitignore file you should use.

But what if you want to ignore all files matching a description except one? Well, you
can tell Git to ignore all the files and then immediately make an exception. To exclude a

“' ”

file from the ignored list, you use “!” Per example, if you want to ignore all exe files except

output.exe, you will write your .gitignore like in Figure 4-5.
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.gitignore X

1| # Ignore all exe files
2 *.exe

!

4 #Except output.exe

5 loutput.exe

6 |

Figure 4-5. How to make an exception

Note the order of the lines. The exception comes AFTER the rule!
This exception marking only works for lines describing file names, though. You can’t
use it with lines ignoring directories. A .gitignore file as shown in Figure 4-6 won’t work.

.gitignore @

# Ignore files in output

output/

#Except result.exe

I #THIS WON'T WORK.

Figure 4-6. Exception won't work with files ignored by directory matching

1
2
3
4
5 loutput/result.exe
6
7
8

EXERCISE: IGNORE FILES AND DIRECTORIES

Take your repository from the previous exercise and create multiple files and directories.
Check Table 4-1 and try to ignore the files that you created using each line. Create as many
files as you need and don’t stop until you understand each pattern. No need to remember
everything, but you should at least have an idea of when they should be used.
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EXERCISE: WHAT DO THESE LINES IGNORE

Check out Figure 4-7. Without looking at the previous section, what do each line ignore?

.gitignore X

1] /target/
2

3 Cargo.lock
4

5 Ryx I rs-bk
6

7 *.exe

8

9] .env

10

11| **/temp/
12

Figure 4-7. Guess what each line ignores

And that’s how you ignore files! It’s almost as easy as ignoring your responsibilities!
But remember: the .gitignore file is tracked and versioned, so don’t forget to stage it
before committing!

Checking logs and history

If you followed the exercises (as you should) or began to use Git for your own projects,
you now have a little problem that I promised would be solved easily with Git: how to
consult the history log.

This is one of the most used features of Git and also one of the easiest Git commands:
gitlog

$ git log

Try it! Open your repository and run the command. You should see a view like the
one shown in Figure 4-8.
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o MINGWE4:/c/Users/Mariot/Documents/Boky/raw/todo

Mariot@lenovo-ideapad P ~/Documents /Boky/raw/todo (master)
% git log

commit b2eccfbf5b54c0fSb6d34b2432245a1a582a96f6 (HEAD -> master)
Author: Mariot Tsitoara <mariot.tsitoara@gmail.com>

Date: Thu May 23 21:20:51 2019 +0200

Add .gitignore
commit 5f57824bdc7b704d17e8a9cbf36146f43eb026%9a (origin/master)
Author: Mariot Tsitoara <mariot.tsitoaralgmail.com>
Date:  Thu May 23 20:18:12 2019 +0200

Finish task 1: mittens
commit 9f180aae6d70f83a5252b0d1be2d68321f5b2146
Author: Mariot Tsitoara <mariot.tsitoara@gmail.com>
Date: Thu May 23 20:17:11 2019 +0200

Doing task 1: mittens
commit 1c3f05747abB8a5416d1be8efbbd3865206681275
Author: Mariot Tsitoara <mariot.tsitoara@gmail.com>
Date: Thu May 23 20:15:26 2019 +0200

Create TODO

Mariot@lenovo-ideapad M ~/Documents /Boky/raw/todo (master)

$

Figure 4-8. The commit log

The commit log will list (from the most recent to the oldest) all the snapshots you or

other people committed. It also includes, for each commit

e The name (unique, obtained by hash)
e The author
o Thedate

e The description

Since the commit names are too long, we will only use the first five letters as the

name. This will be important for the next section.

If your commit history is very long, you can use the keyboard and go

o Forward or backward one line: key up and down OR j and k

e Forward or backward one window: f and b

e Atthe end of the log: G
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o Atthe beginning of the log: g
e Gethelp:h
e Quit thelog: q

There are many parameters you can use with git log; Table 4-2 is presenting them
to you.

Table 4-2. The most common git log parameters

Command Use Example

git log --reverse Reverse the order of commits

git log -n <number> Limit the number of commits ~ git log -n 10
shown

git log --since=<date> Only show commits after a git log

git log -after=<date> certain date --since=2018/11/11

git log --until=<date> Only show commits before a
git log --before=<date>  certain date

git log --author=<name>  Show all commits from a git log

specific author --author=Mariot
git log --stat Show change statistics
git log --graph Show commits in a simple

graph

EXERCISE: DISPLAYING HISTORY

This exercise is very simple. Just reopen your repository from the last exercise and check the
history log:

° In reverse order
° From yesterday

o For the last two commits

57



CHAPTER 4  DIVING INTO GIT

Viewing previous versions

Now that you know how to check history and commit logs, it is time to check the files to
see first what files were changed.

Remember those long names that are created with each commit? We are going to
use those to navigate between commits or snapshots. To check how were your files on
a specific snapshot, you just have to know its name. The best way to know the name of
each commit is to check the history log like in Figure 4-9.

" MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo - o X

Mariot@lenovo-ideapad ~/Documents /Boky/raw/todo (master)
$ git log

commit b2eccfbfSb54c0f5b6d34b2432245a1a582a96f6 (HEAD -> master)
Author: Mariot Tsitoara <mariot.tsitoara@gmail.com>

Date:  Thu May 23 21:20:51 2019 40200

add .gitignore
commit Sf57824bdc7b704d17e8a9¢cbf36146f43eb0269a
Author: Mariot Tsitoara <mariot.tsitoara@gmail.com>
Date: Thu May 23 20:18:12 2019 +0200

Finish task 1: mittens
commit 9f180aaebd70f83a5252b0d1be2d68321f5b2146
Author: Mariot Tsitoara <mariot.tsitoara@gmail.com>
Date: Thu May 23 20:17:11 2019 +0200

Doing task 1: mittens
commit 1c3f05747abBa5416d1be8efbbd3865206681275
Author: Mariot Tsitoara <mariot.tsitoara@gmail.com>
Date: Thu May 23 20:15:26 2019 +0200

Create TODO

Mariot@lenovo-ideapad ~/Documents /Boky/raw/todo (master)

Figure 4-9. History log of our TODO list

To show and learn what changes have been done to your project, you just use the “git
show” command followed by the name of the commit. You don’t even need to write the
full name, just the first seven letters.

$ git show <name>
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Try with your repository! You should get a result as shown in Figure 4-10.

" MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo (master)
$ git show 9f180aa

commit 9f180aae6d70f83a5252b0d1be2d68321f5b2146

Author: Mariot Tsitoara <mariot.tsitoara@gmail.com>

Date: Thu May 23 20:17:11 2019 +0200

Doing task 1: mittens

diff --git a/DOING.txt b/DOING.txt
new file mode 100644

index 0000000..c6a584e

--- /Jdev/null

+++ b/DOING. txt

@@ -0,0 +1 @e

+-Put the mittens on the kittens
\ No newline at end of file

diff --git a/ToODO.txt b/TODO. txt
index cb72b4b..02c3043 100644
--- a/ToDo. txt

+++ b/TODO. txt

@@ -1,4 +1,3 @@

-Buy a hat for the bat
-Clear the fogs for the frogs
-Bring a box to the fox

\ No newline at end of file

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo (master)

$|

Figure 4-10. Result of git show

As you can see, the commit is shown in a very detailed way. You will see the
difference between the selected commit and the previous one. Additions are shown in
green and deletions in red. You can show the details of any commit with the “git show”
command.
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EXERCISE: CHECK THE CHANGES YOU MADE TO YOUR PROJECT

List the commits you made to your project and check the changes for each one.

Reviewing the current changes

Checking previous versions is nice, but what if you only want to check the changes you
just made? Checking differences between the last commit and the current working
directory is an essential feature of Git. You will use it a lot! The command to check
differences is simple: git diff.

$ git diff

Modify one or multiple files in your directory and then execute the command. You
will get a result as shown in Figure 4-11, which is very similar to the result of the git
show command from the previous section. They are actually the same view because the
information shown is the same.

“ MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo = O X
la)
Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo (master)
$ 1s
another/ build/ DOING.txt folder/ PRIVATE.txt TODO.txt
Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo (master)
$ vim TODO. txt
Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo (master)
$ git diff

diff --git a/TODO.txt b/TODO.txt
index 02c3043..1fbd05d 100644
--- a/ToDO. txt
+++ b/TODO. txt

@@ -1,3 +1,4 @@

-Buy a hat for the bat

-Clear the fogs for the frogs

\ No newline at end of file
+-Bring a box to the fox
+-Make a combo with the dodo

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo (master)
$ | v

Figure 4-11. Checking all the changes done in the working directory
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Most of the time, you will only need to check the changes made to a single file,
not to the entire project. You can pass the name of the file as a parameter to review its
differences compared to the last commit.

$ git diff TODO.txt

The main thing to remember is that git diff checks the changes made to the files in
the working directory; it doesn’t check staged files! To check changes made to staged
files, you have to use the parameter “--staged.”

$ git diff --staged

You should always check the diff in the staged files before committing a project,
so you can do a final review. I know you will forget to do so one day, so go to the next
chapter to learn how to undo or modify your commits.

This is the end of this chapter and we have learned a lot of things. Before going to the
next chapter, please make sure you are comfortable with these features:

o Ignoring files
o Checking history logs
o Reviewinglocal and staged changes

If you are and you completed the exercises, congratulations! But we aren’t finished

with commits yet!

Summary

This chapter was all about the project history. We learned about checking logs with git
log and git show but also learned to review the current changes with git diff. Git log and
git diff will be particularly useful in the future, so make sure you understand them well.
Git diff is about comparing the current modified files to the files in the last commit, while
gitlog is just a list of all previous commits.

The ability to ignore files with .gitignore is also a nice skill to have so your git status isn’t
saturated with modified files that you aren’t interested in committing. It’s also a good way to
ensure that a particular file (probably containing secret keys) isn’t committed by accident.

We still have a lot to learn about commits in the next chapter. We will first review the
three states of Git files, and then we will see how to bring back the previous versions into the
working directory. And you will at least learn how to undo and modify commits. Hang tight!
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Commits

The previous chapter taught you a little bit about the essential features of Git. You should
know how to check the history log and see the changes made to the current version. But
Git commits are a tough bone to bite, so we are going to talk about them more in this
chapter. First, we will explore (again) the inner working of Git and its terminology. Then,
we’ll learn how to view and check previous versions. Let’s go!

The three states of Git

Before talking about commits in detail, we have to go back to the basics and relearn
about how Git works. You surely remember the three states that a file can find itself. If
you don’t, don’t skip this chapter; it is essential for everything you will do with Git. If you
remember, don’t skip it either, because I spent a lot of time writing it.

As you saw on the last chapter, not all files are tracked by Git; some files are ignored
(by the .gitignore file). And then there are also files that aren’t ignored but not yet tracked
by Git. They are the newly created files that have never been part of a snapshot (commit).

Tracked files can be in three states:

e Modified: You changed the file.
e Staged: You changed the file and prepared it to be snapshotted.

o Committed: You took a snapshot of the entire project and the file was
init.

Untracked files will stay as such until you decide to stage and commit them or
explicitly ignore them.

Remember: Git doesn’t track changes, it tracks snapshots. Each time you commit,
the state of the entire project is saved, not just the little changes that were made.

Nerd fact: Git is fast because you always work on the last state of the project. When
you want to see a previous commit, it just shows you the state of the project at that
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specific time. Many VCSs stored each change done to a file, and when you wanted to go
back at a previous state, they replayed the changes in reverse. When the project gets big,
this causes many problems or speed and memory. Doesn’t Git’s way of thinking create
super big databases? No, because when you take a snapshot and a file doesn’t change, it
is not stored again; instead, a reference to the file is used.

Let’s go back to the three states again and see the relationship between them:

e You work on the working directory. It is just the directory that you
created before initializing the repository. That’s where you will read
and edit your files.

o The staging area is where you put your changed files before taking a
snapshot of the entire project. You can’t take a snapshot if you don’t
stage your changed files. Only staged files (and unchanged files) will
be taken into account in the snapshot. Unstaged files (tracked or
untracked) and ignored files will just stay in the same state.

o The database or .git directory stores every snapshot you took. Those
snapshots are called commits.

Remember: staging concerns only changed files you choose, while committing
concerns the entire project. You stage a file; then commit the project.

Navigating between versions

Many times, you will want not only to know what has changed in your project but also to
see in what state it was, to see the snapshot you took. It’s easy with Git.

When you want to bring the previous state of the project to the working directory,
we have to check out the commit with “git checkout.” Since this changes the files on
the working directory, you have to make sure not to have any unstaged files on there.
Untracked files are fine since Git doesn'’t track their states yet.

To check a snapshot of the project, we use the “git checkout” command and pass the
commit name as a parameter.

$ git checkout <name>

Let’s try! Open your current project in a text editor and take a note of its contents.
Now check out a previous commit like in Figure 5-1.
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4% MINGW®64:/c/Users/Mariot/Documents/Bo ky/raw/todo

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo (master)
$ git log

commit 8ba74a5546782e38d1c2d6dafd2386e814034c69 (HEAD -> master)
Author: Mariot Tsitoara <mariot.tsitoara@gmail.com>

Date: Mon May 27 21:31:51 2019 +0200

Rearrange .gitignore
commit b2eccfbfS5b54c0f5b6d34b2432245a1a582a96f6
Author: Mariot Tsitoara <mariot.tsitoara@gmail.com>
Date: Thu May 23 21:20:51 2019 +0200

Add .gitignore
commit 5f57824bdc7b704d17e8a9chf36146f43eb0269a
Author: Mariot Tsitoara <mariot.tsitoara@gmail.com>
Date: Thu May 23 20:18:12 2019 +0200

Finish task 1: mittens
commit 9f180aae6d70f83a5252b0d1be2d68321f5b2146
Author: Mariot Tsitoara <mariot.tsitoara@gmail.com>
Date: Thu May 23 20:17:11 2019 +0200

Doing task 1: mittens
commit 1c3f05747ab8a5416d1be8efbbd3865206681275
Author: Mariot Tsitoara <mariot.tsitoara@gmail.com>
Date: Thu May 23 20:15:26 2019 +0200

Create TODO
Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo (master)

$ git checkout 9f180aa
Note: checking out '9f180aa’.

state without impacting any branches by performing another checkout.

git checkout -b <new-branch-name>

HEAD 1is now at 9f180aa Doing task 1: mittens

$ |

You are in 'detached HEAD' state. You can look around, make experimental
changes and commit them, and you can discard any commits you make in this

If you want to create a new branch to retain commits you create, you may
do so (now or later) by using -b with the checkout command again. Example:

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo ((9f180aa...))

Figure 5-1. Checking out older commits
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Caution You can’t check out any other commit if your Working Directory isn’t
clean! Make sure to commit your changes before switching snapshots.

Be careful not to change anything when checking out previous commits. Just like
in the movies, changing the past is a very bad idea!

If you check your text editor, you will notice that the project is now just like it was
when you took the snapshot. That is what’s best with Git. Nothing you took a snapshot of
is ever lost!

Now let’s learn some Git terminology. First is “head.” “head” is just a reference to a
commit. Instead of saying “name,” when talking about commits, we say “head.”

When switching between different commits, we need a way to know which “head”
are we on. The current head (the one being checked out) is just called “HEAD.”

And that’s it! A head is a reference to a commit (there can be multiple heads in a
repository), and the head pointing to the currently checked-out commit is called HEAD.

EXERCISE: MOVE AROUND IN YOUR HISTORY

Move from one commit to another using “git checkout.” Make sure not to change anything.

But how to return to the normal, current Working Directory? Since we didn’t make
any big change to our repository, returning to the Working Directory is just checking out
the only branch that we have. By convention, that branch is called “master”

$ git checkout master

Try it out! And remember the two golden laws of time travel:

e Only travel back in time when the present is clean (nothing unstaged
in the working directory).

e Don’t change the past (until you have more experience).

Don'’t forget to check out the current branch (master) after navigating between
versions.
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Undo a commit

The time will come when you will stage and commit files but change your mind later.
It happens to everyone. But with traditional methods (without versioning), it is very
difficult to roll back changes especially if the changes were ages ago. With Git, it is justa
single command: git revert.

Why not just delete the commit? Because of the time traveling rule from the
previous section: never change the past. Whatever changes committed must stay so,
for the sake of history; changing what has happened in the past is very dangerous and
counterintuitive. Instead, you will use git revert to create a new commit that contains the
exact opposite of the commit you are trying to undo.

So, undoing a commit is just committing its exact opposite. It’s that simple! To use it,
you have to pass the name of the commit to be undone as a parameter.

$ git revert <commit name>

You can revert any commit; just make sure to work on a clean working directory. So,
don’t forget to stage and commit your files before reverting a commit. Let’s try it!
First, make sure that the working directory is clean like in Figure 5-2.

" MINGW&4:/c/Users/Mariot/Documents/Boky/raw/todo - O X

Mariot@lenovo-ideapad ~/Documents /Boky/raw/todo (master)
$ git status

on branch master

nothing to commit, working tree clean

Mariot@lenovo-ideapad ~/Documents /Boky/raw/todo (master)
S |

Figure 5-2. Using git status to check the working directory
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Perfect. Now that we know that the working directory is clean, it’s time to check the
history to know which commit to undo. We should get a result like the one shown in
Figure 5-3.

<% MINGWe64:/c/Users/Mariot/Documents/Boky/raw/todo - O X

Mariot@lenovo-ideapad MINGWG64 ~/Documents/Boky/raw/todo (master)
$ git log

commit 8ba74a5546782e38d1c2d6dafd2386e814034c69 (HEAD -> master)
Author: Mariot Tsitoara <mariot.tsitoara@gmail.com>

Date: Mon May 27 21:31:51 2019 +0200

Rearrange .gitignore

commit b2eccfbf5b54c0f5b6d34b2432245a1a582a96f6
Author: Mariot Tsitoara <mariot.tsitoara@gmail.com>
Date: Thu May 23 21:20:51 2019 +0200

Add .gitignore
commit 5f57824bdc7b704d17e8a9cbf36146f43eb0269a
Author: Mariot Tsitoara <mariot.tsitoara@gmail.com>
Date: Thu May 23 20:18:12 2019 +0200

Finish task 1: mittens
commit 9f180aae6d70f83a5252b0d1be2d68321f5b2146

Author: Mariot Tsitoara <mariot.tsitoara@gmail.com>
Date: Thu May 23 20:17:11 2019 +0200

Figure 5-3. Checking commit history with git log

Note If you don’t like the way the commit history is shown, you can pass the
“--oneline” parameter to reduce the information shown. Check Figure 5-4 for an
example.
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-

5 MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo - O X

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo (master)
$ git log --oneline

8ba74a5 (HEAD -> master) Rearrange .gitignore

b2eccfb Add .gitignore

5f57824 Finish task 1: mittens

9f180aa Doing task 1: mittens

1c3f057 Create TODO

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo (master)

$ |

Figure 5-4. A prettier git log output
Let’s revert the third commit! We just use git revert followed by the commit name.
$ git revert 557824

Since git revert only creates a new commit containing opposite changes, the rest of
the procedure is the same as any new commit. As shown in Figure 5-5, you will be asked
to describe your new commit. I suggest always keeping the default commit description
as it makes it easy to identify.
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Y

MINGW®64:/c/Users/Mariot/Documents/Boky/raw/todo - O X

Revert "Finish task 1: mittens”

This reverts commit 5f57824bdc7b704d17e8a9cbf36146f43eb0269a.

# Please enter the commit message for your changes. Lines starting
# with "#' will be ignored, and an empty message aborts the commit.
B

# On branch master

# Changes to be committed:

# modified: DOING. txt
# deleted: DONE . txt
#

<ot/Documents /Boky/raw/todo/.g1t/COMMIT_EDITMSG (23:11 17/06/2019)1,1 All
<ariot/Documents/Boky/raw/todo/.git/COMMIT_EDITMSG" [unix] 12L, 328C

Figure 5-5. The new commit description

After you save the commit description (like on all commits), you are presented with a
summary of the snapshot content. Figure 5-6 shows the result you will get after running
the commands and saving the commit description.
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<% MINGWe64:/c/Users/Mariot/Documents/Boky/raw/todo - a X

Mariot@lenovo-ideapad MIN ~/Documents /Boky/raw/todo (master)
$ git status

On branch master

nothing to commit, working tree clean

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo (master)
$ git Tog --oneline

8ba74a5 (HEAD -> master) Rearrange .gitignore

b2eccfb Add .gitignore

5f57824 Finish task 1: mittens

9f180aa Doing task 1: mittens

1c3f057 Create TODO

Mariot@lenovo-ideapad MI} ~/Documents/Boky/raw/todo (master)
$ git revert 5f57824

[master 2b7e227] Revert "Finish task 1: mittens"

2 files changed, 1 insertion(+), 1 deletion(-)

delete mode 100644 DONE.txt

Mariot@lenovo-ideapad MIN ~/Documents/Boky/raw/todo (master)
$ |

Figure 5-6. Summary of the revert

As you can see, undoing changes is very easy with Git. The thing to remember is git
revert only creates a new commit containing opposite changes. That means you can
revert a revert! Reverting a revert will just reapply your original commit, and the two
“reverts” will cancel each other. The commits will, however, stay on your history log as
you can’t change the past.

Note Actually, you can change the past. But never ever do it. It's a very bad idea,
and it will only bring more problems your way.

Modifying a commit

As I promised you in the last chapter, you will learn how to modify a commit in this
chapter. This is to be used when you forgot to stage a file or you want to change

the commit message. This should not be used to modify a lot of files as this is
counterintuitive. The next chapter will discuss in detail when and where to use this. And
I'll say it again: don’t ever try to change the past.
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To modify a commit, you have to use the git commit command but with “--amend”
as a parameter. It will open your default text editor like a normal commit but with the
staged files and commit message already there.

$ git commit --amend

You then just save and close the text editor like for every commit. The “modify” word
that I used is a bit misleading because you are not modifying a commit; you are creating
a new commit and replacing the current one. So, from now on, I will use the word
“amend.”

Amending a commit takes everything in the staged area and makes a new commit
with it. So, if you want to add a new file to the commit or remove a file from it, you can
stage and unstage them at will. Reminder: to unstage a file, you have to use git reset
HEAD <file>. Here’s a little example.

Let’s use our TODO app again. Edit an existing file; then create two new files named
filenottocommit.txt and fileforgotten.txt like in Figure 5-7.

Name Date modified Type Size

another 2019-05-27 22:20 File folder

build 2019-05-23 21:57 File folder

folder 2019-05-23 22:08 File folder
| .gitignore 2019-05-27 2220  Text Document 1KB
] DOING.txt 2019-06-1723:11  Text Document 1KB
|| DONE.txt 2019-08-12 23:45 Text Document 0KB
= fileforgotten.txt 2019-08-12 23:46 Text Document 0KB
] filenottocommit.txt 2019-08-12 23:46 Text Document 0KB
.| PRIVATE.txt 2019-05-27 22:20 Text Document 0KB
] TODO.txt 2019-06-17 23:31 Text Document 1KB

Figure 5-7. All the files in our Working Directory

You can check the current state of the project by executing the git status command:
$ git status

Depending on how many files you added to the project before, you might have a
slightly different result but still similar to Figure 5-8.
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<% MINGWe64:/c/Users/Mariot/Documents/Boky/raw/todo - O X

Mariot@lenovo-ideapad MIN ~/Documents /Boky/raw/todo (master)
$ git status
Oon branch master
Changes not staged for commit:
(use "git add <file>..." to update what will be committed)
(use "git checkout -- <file>..." to discard changes in working directory)

Untracked files:
(use "git add <file>..." to include in what will be committed)

no changes added to commit (use "git add" and/or "git commit -a")

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo (master)
§ |

Figure 5-8. The modified and untracked files are highlighted

The next thing we have to do is to stage the files to be part of the commit. Add the
changed files and filenottocommit. txt.

$ git add TODO.txt DONE.txt filenottocommit.txt

You know from the last chapter that you should always check what you staged with
“git diff --staged” before committing. But let’s pretend you forgot to check and commit
immediately.

$ git commit

Even then, you will arrive at the commit message screen that outlines the changes to
be committed like in Figure 5-9.
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MINGW®64:/c/Users/Mariot/Documents/Boky/raw/todo - O X

modified: TODO. txt

Untracked files:
fileforgotten. txt

# Please enter the commit message for your changes. Lines starting
# with "#' will be ignored, and an empty message aborts the commit.
#

# Oon branch master

# Changes to be committed:

# new file: DONE. txt

# new file: filenottocommit. txt

#

# Changes not staged for commit:

#

#

#

#

#

<ot/Documents/Boky/raw/todo/.git/COMMIT_EDITMSG [unix] (23: /08/2019)1,1 All

Figure 5-9. The commit message screen is the last failsafe

As you can see, the changes to be committed and the untracked files are outlined
and highlighted. It’s pretty difficult to miss them, but let’s pretend to and write a simple
commit message, save, and then close the editor. You will get the usual summary shown
in Figure 5-10.
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4% MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo - O X

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo (master)
$ git commit

[master cl64a3f] This commit was an error

2 files changed, 0 insertions(+), 0 deletions(-)

create mode 100644 DONE.txt

create mode 100644 filenottocommit.txt

Mariot@lenovo-ideapad 64 ~/Documents/Boky/raw/todo (master)
$ |

Figure 5-10. The commit summary. We messed up

Now that you read the commit summary, you notice that you committed the wrong
file and forgot to commit another.

First, you should remove the last commit from your project with git reset. We will
use the “--soft” option so that the edits we made stay on the working directory. HEAD~1
means the previous commit as HEAD is a reference to the current one.

$ git reset --soft HEAD™~1
After this, you can unstage the file with git reset again:
$ git reset HEAD filenottocommit.txt

Check if the commands worked as intended by reviewing the current status of the
project.

$ git status
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You will get a result like the one shown in Figure 5-11.

<% MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo — O X
)

Mariot@lenovo-ideapad » ~/Documents /Boky/raw/todo (master)
$ git status
On branch master
Changes to be committed:

(use "git reset HEAD <file>..." to unstage)

new file: DONE. txt

Changes not staged for commit:

(use "git add <file>..." to update what will be committed)

(use "git checkout -- <file>..." to discard changes in working directory)
Untracked files:

(use "git add <file>..." to include in what will be committed)
Mariot@lenovo-ideapad ! v ~/Documents /Boky/raw/todo (master)
$ | v

Figure 5-11. Status of the project after resetting

As you can see, filenottocommit.txt is untracked now, because we removed it from
the staging area. Naturally, fileforgotten.txt is also untracked because we didn’t stage
it. Only DONE.txt remains on the staging area because we haven’t touched it after the

commit.

Caution Be careful when you use the reset command. It’s very dangerous. Make
sure to double check what you write.

Then stage the correct one.
$ git add fileforgotten.txt

Now that you staged the correct files, you can commit the project.
$ git commit

Put a grammatical error in the commit message so you can see another feature of Git.
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Amending a commit

For simple mistakes like an error in the commit message, there is no need to modify the
entire commit. You just need to amend it. Let’s try with our project!

$ git commit --amend

The amend process looks just like a normal commit, but instead the commit
message is already written, as you can see in Figure 5-12.

MINGW®64:/c/Users/Mariot/Documents/Boky/raw/todo - O X
This commit was an error
# Please enter the commit message for your changes. Lines starting
# with "#" will be ignored, and an empty message aborts the commit.
#
# Date: Tue Aug 13 00:28:47 2019 +0200
#
# Oon branch master
3 (5‘«.".(_;;“. to be committed:
# new file: DONE. txt
# new file: fileforgotten. txt
#
# Changes not staged for commit:
# modified: TODO. txt
B
# Untracked files:
b3 filenottocommit. txt
#

<ot/Documents /Boky/raw/todo/.g1t/COMMIT_EDITMSG [unix] (00:36 13/08/2019)1,1 All

<ariot/Documents/Boky/raw/todo/.git/COMMIT_EDITMSG" [unix] 18L, 413C

Figure 5-12. Editing a commit message

You can change the commit message at will and then save and close the editor
like always.

It's that simple! Take a look at the new commit’s name and compare it to the old one.
You'll notice that they are different. That’s because the commit name is a hash of the
information in the snapshot. So different states of the project result in different names.

A parting note about modifying commits: don’t abuse it! Yes, making errors is not
ideal when writing code, and most of the time we want to correct them immediately. But
errors also help us be better; and keeping tracks of our mistakes is a great way to learn.
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COMMITS

EXERCISE: CLEANLY AMEND A COMMIT

Get back to your TODO project. The goal of this exercise is to cleanly amend a commit.

Edit some files and stage them.

Commit them and make a grammatical error in your commit message.
Unstage a file.

Stage another.

Amend the commit with the correct message.

Summary

This chapter mainly dealt with navigating, undoing, and amending versions of your

project. You should have no problem now with small corrections in your commits. Make

sure to reread the first section of this chapter as it’s essential for everything you do in Git.
You should know the differences between the three states of Git by heart.
The next chapter is a small one as we will only talk about theory. You will learn how

to write a nice commit message, what to include and ignore in commits, and what are

the common errors beginners do. Be sure to read the next chapter carefully because it

will help you and your team greatly. Let’s go!
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Git Best Practices

The previous chapter was one of the most important ones in this book. Make sure to
come back to it every time you have doubts about commits. After reading it, you should
be able to make, review, and amend project snapshots without any problems. Now that
you know the basic features of Git, it’s time for you to learn the best practices to make
your life (and your teammates’) easier. These are the stuff that I wish I knew when I first
used Git. We'll cover commit messages, the dos and don’ts of Git, and a list of the most
common mistakes beginners do. Then we’ll finish with a little reminder of how Git works.

Commit messages

Commit messages are one of the most important aspects of Version Control and one

of the most overlooked. Those messages are there to help you (and others) understand
what changes were made in the commit and, most importantly, why were those changes
made. Clean and readable commit messages are essential for a better Git experience.
Let’s begin by identifying the problem.

The most common problem faced with Git is that commit messages are often void of
sense and don’t convey any meaningful information. And most of the time, the messages
get less and less clear with each commit. This is because of a misunderstanding of Git
concepts: each commit must stand by itself; if a commit needs other commits to make
sense, it shouldn’t exist. You should never commit a project that is half-done. If a task
is getting too big, split it in several logical chunks, where each part makes sense by
itself. A good way to know if you are in the wrong path when splitting tasks is to check
the possible commit message: if you think about using a very similar commit message,
you probably made an error when splitting the task. For example, if your task is to make
many small corrections in a big web site, it would make sense to divide it into smaller
tasks like a commit for each page or a commit for each page category. So remember:
your commits must be independent, atomic and complete.
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One problem many beginners also have is passing too much information in the
commit message, thus clogging most screens with unnecessary details. A commit
message must be concise and straight to the point. You don’t need to tell everything
that has changed, you just need to explain why those changes were made. If someone
wanted to see what has changed, they would use the git show command, which shows a
complete recap of the changed files in the commit.

Remember that you are not the only one who will read your code or text. You have
to invest a little bit of time to explain the context of the changes and why were they
done. Saying to yourself “I'll remember it” is a lie and should never be practiced. For
every commit, you should ask yourself: “If another person looks at my project, will
they understand the timeline of changes in the project just by looking at my commit
messages?” And also remember that that other person might be you in a few months;
codes are easily forgotten.

The bottom line is that your Git message should tell WHY the changes were made. If
someone wants to see WHAT has changed, they would look into the Git diff.

Git commit best practices

For a better commit message and to avoid the problems listed earlier, here are some
tips that you should follow from now on. Those tips will help your coworkers, and most
likely, in the future, you have a clear view of why a commit was made. As the project
goes, we tend to forget our previous steps, so having a good history log is imperative in a
fast-paced development.

o Commit messages should be easy on the eye.

When you use git log, there are no newlines formed when the messages are too long;
so the user would have to scroll to view everything. This is not ideal because you should
be able to search and retrieve commits easily.

e You should not write messages longer than 50 characters.
e Begin the message by a capital letter.

o Don’tend the message with a period.

e Use the present time and ditch unnecessary articles.

o Commit messages should be consistent.
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Since Git messages are fundamental in any project, they should be consistent and
should not be subject to brutal changes. You should always use the same language for
every commit and follow its internal logics. Changing writing styles mid-project will
make it very difficult to search commits.

o The messages must be clear and contextualized.

Context is key in big projects when many writers work on different parts. For
example, many developers begin their commit messages by the context or area of the
project touched by the changes; but this only concerns very big projects.

Unclear or vague messages such as “change CSS,” “fix tests,” “hot fix,” “little fixes,’
and “updates” should be avoided at all cost. They are often misleading and force the
user to look at diffs. Always make sure to include why the changes were made. And never
force users to look at your code changes to understand the commit.

e Don’t go crazy on the details.

You can expand your commit message in the body, but don’t make the error of giving
too much information. The only thing you have to explain is WHY the changes were
made, not WHAT.

Remember: your commit message should say what will happen to the project if it is
applied. So you should always use a clear, present-time, and imperative language. The
best commit messages are usually short, straight to the point, and clear.

There’s no better way than examples to make it clearer so let’s do so. Table 6-1 is a
handy tool to point you in the right direction.

Table 6-1. Some examples of the best and worst commit messages

Best Bad Worst
[login] Fix typo in DB call Fixed typo in DB call Fix typo
Refactor login function for reuse Changing login function by moving Code refactoring

declarations to parameters

Add new API for user program check  Adding a new API for user program check New user API

The examples presented in Table 6-1 should indicate if you are in the good direction
when writing a commit message.

Note that those are recommended actions and are not written in stone. If you
REALLY have to, you can ignore some of them if that makes the message clearer.
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What to do

Let’s begin by enumerating the good practices that you should always remember
when using Git. It is essential to your success as it will save you some serious time down
the line.

The most important thing to remember is that a commit is a change in the
project that should stand on its own. You should always keep the commits small and
independent. A commit’s role is (most of the time) to introduce a feature or fix a bug;
it is not for keeping track of every change you made. If a feature or bugfix requires big
independent steps, separate them in multiple commits. For example, a feature needs an
API endpoint and a frontend call. There is no need to make all those changes in a single
commit because they are independent and are not linked in any logic. If you make an
error in the backend code, you can revert the changes without disturbing the frontend
code. Separating them by multiple commits will also make the history log more readable
and the commit message clearer.

We've already talked about this earlier, but since it is very important, let’s go back
atit. Each commit message must answer the question “why?” Why was the commit
created? What problem does it solve? Remember that in Git, the commits can be
exchanged between many users. So, the commit message must answer the question: if
I pick and apply this commit, what will it do? That’s why the commit tense should be in
the present form. It is difficult to shake the need to write it in past tense, but after a few
weeks, you should be comfortable with it.

And that’s it! The list of things to do is very small with Git. Just make sure to write
clear messages for your small, independent commits. The list of things not to do, on the
other hand, are as follows.

What not to do

This list is a bit longer than the previous one. That is because Git is a very powerful

tool that doesn’t limit the things that you can do. So, it’s very easy to make mistakes,

especially when you think that it will save you time. It won’t. Bad practices will always

serve you more problems along the way. It is best to avoid doing those things altogether.
One common error most beginners tend to make is to solve multiple problems in

one commit. For example, they are in the process of fixing a bug when they spot another

one. They solve both problems and then commit the project. This seems fine until it is
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discovered that the commit introduced many problems in the codebase. Since there’s
only one commit, they don’t know which changes introduced the problems. That is only
one facet of the problem with clogged commits. Another one is that it makes it difficult
to write coherent and clear commit messages. If you find yourself committing many
changes from different contexts, consider splitting the commits into smaller ones.

Another mistake akin to the previous one is to combine commits that don’t have
anything in common. For example, code refactoring shouldn’t be in the same commit
as bugfixes or new features but in a commit of its own. This, again, is to facilitate bug
chasing and to make the history log cleaner.

The next mistake comes from a fundamental misuse of Git and the demands of
some companies. It is the error of using Git as a backup system. Since Git is a distributed
Version Control System, the repository can be stored in a remote server. This prompts
some developers to commit their changes each end of the day, whether it makes sense
or not. This is also caused by the need to show your daily progression because some
companies look at the number of lines of code produced to measure productivity. This is
a very counterintuitive way to work as it creates many commits that are trying to resolve
the same problem. It will also lead to confusing commit messages that are less and less
clear as the time goes by. Avoid this at all cost. You should commit when the work is
ready, not because you have to. If you need to commit because you are tasked to work
on something else, you will have the occasion to do so with the help of concepts like
branching or stashing. You will learn those after a few chapters.

Another abused feature of Git is the amend command. Avoid amending commits
to introduce big changes to it. Amending should only be used to correct typos and add
forgotten files or very small changes. If the changes are so big that you feel the need to
update the commit message, just do another commit. But doesn’t that leave my mistakes
in the codebase? Yes, but Git is there to track the versions and show what has changed.
You will need to keep track of your errors too, as they’re easy to forget. Don’t be ashamed
of your mistakes. Trying to erase them will help no one, and it will save you lots of time
when confronted with the same problem again.

This last common mistake has already been talked about in this book and in
countless movies: never try to change history. It is very tempting to go back in the
previous versions and change things. This is a very bad idea and one of the most
dangerous things you can do. Your coworkers will hate you if you do this and you will
probably mess up the entire repository. The correct way to change something is to make
a new commit. The past is the past. Let it go.
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Note Later in this book, you will be taught how to go back in time and change
history. | trust you to never do this.

How Git works (again)

I know, I know. We've been through this already. But I want to make sure that you are
completely comfortable with this before we move on to the second part of this book.

Remember the three states of Git? They are also referred at as the Three Trees (in
fact it is the official appellation in the docs). Let’s review them once again. Figure 6-1 will
help you quickly identify the trees.

REPOSITORY

committing
STAGING AREA checking out

staging

WORKING DIRECTORY

Figure 6-1. The relationship between the three states of Git

As you can see in Figure 6-1, there’s nothing new here, just a reminder. To track
changes in a project, you need to take a snapshot of the entirety of it. Git doesn’t track
changes; it tracks versions.

You will only interact with the Working Directory because that’s where your files can
be freely edited. There is nothing in particular to say about it: it’s just the current state of
your files.

The Staging Area is where you put your files when you are ready to take a snapshot
of your project. Any changed files that haven’t been put on the Staging Area (or Staging
Index) will not be part of the snapshot. The changes will still be available on the Working
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Directory, though. So, it’s necessary to check the state of the Working Directory before
and after adding files to the Staging Index to make sure everything is okay.

The Repository is the database of the Git architecture. You will find there all your
commits and history log. You can find it in the “git” folder (which you should never
touch, unless to adjust configs). The act of committing takes everything in the Staging
Area and takes a snapshot of it. That’s why we say “commit a project,” not “commit a file”
or “commit changes.” Unchanged files that have been committed in the past are already
in the Staging Area. That’s why you don’t have to stage everything, just the edited files.
Remember to stage new or deleted files too!

Lastly, checking out brings back the state of a project to a previous one. The Working
Directory will change to reflect the changes, so make sure to not have any uncommitted
files lying around.

So the basic steps when using Git are

e Make changes (in the Working Directory)
o Stage every changed file (in the Staging Index)
o Commit the project (in the Repository)

It's that simple but please make sure to understand the relationship between those
states before proceeding to the next chapter. Every section after this one assumes that
you are familiar with those.

But how do the commits look inside the Repository? It’s simple: they look like linked
lists. A commit contains many information: the contents and the metadata. The contents
are just the project files (changed files and references to unchanged files). The metadata
contains other data that are also very important: date of commit, committer identity,
and Git messages. Another metadata present in the commit is the parent pointer or
reference. It is just the name of the previous commit; and if it's empty, it means that
the commit is the first one. So, each commit is linked to the next with a parent-child
relationship.

Caution Since the name of a commit is obtained by hashing its contents and
metadata, changing one of them will result in a change of name. And if the name
changes, the next commit will point to nothing as a parent as it has the parent
reference in its metadata. That’s why it’s very dangerous to change history. Never
do it.
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Summary

This has been a chapter full of concepts and terminologies. It’s not as technical as the
others but it’s essential to your success with Git. You should now know when is the
correct time to commit and how to write a useful commit message. Remember: your
goal is to make it easier to follow the project changes. The commit message should be
clear enough to answer the question: what does the commit bring? Don’t forget that the
history log may also be read by a non-developer team member.

The main thing to remember is that commits are the brick and mortar of your
project, so, each one must be stable and independent. Your commit message should
always explain the reason why a commit exist and not what was done.

This chapter also has many tips on the dos and don’ts of Git. Try to remember those
as it will save you countless hours of debugging.

This also concludes the first part of this book. We are going to learn about a very
useful tool: GitHub. We can at least share and track our project. You might wonder about
the Git features that I promised you earlier. Don’t worry; they will come later after this
part. I know you are excited to get started so let’s go!
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Remote Git

Congratulations on completing the first part of this book! Now, the fun begins. The first
part taught you the basic features of Git. You should be comfortable at making change
and tracking them with Git. Writing meaningful commit messages is a little bit hard,

but you will get better with each commiit if you follow the last chapter’s advices. You
should also be able to peek at a previous version and view the history logs; those are very
important features needed for all further chapters.

You are now ready to tackle a brand-new challenge: leave your local repository and
play with remote repositories. In this chapter, you will learn why it is important to work
on remote and, most importantly, how does it work. You will also be introduced to
typical teamworking workflow and how to correctly use remote repositories. Since the
concept of remote Git is a little bit challenging, you will be presented to an easy tool that
will help you greatly along the way (hint: it’s in the name of this book). Let’s go online!

Why work on remote

Since the beginning of this book, we've only worked alone on our local repository. But Git
is a great teamworking tool; it would be a shame to use it only on a local repository. We
are going to see in this section what is remote Git and why would anyone want to use it.

In the beginning of this book, I said that Git was a distributed Version Control
System. That means that the repositories are not stored in a single server, but in many
local repositories. Each client has its own local repository with their own commits and
history. Those commits can be freely exchanged, and all files are always ready to be
edited at any time. That’s how Git manages to support teamworking.

Since teamworking is based on commit exchange, a way to ensure that all commits
must be available at all time must be found. It will be very inconvenient to wait for your
coworkers to arrive at work and start up their computers before having access to their
commits. The obvious solution is to have a server host the repository and everyone just
push and pull the commits from it. But isn’t that dangerously close to a central VCS

87
© Mariot Tsitoara 2020

M. Tsitoara, Beginning Git and GitHub, https://doi.org/10.1007/978-1-4842-5313-7_7



CHAPTER 7  REMOTE GIT

workflow? Not at all (well, a little bit). As we previously discussed, distributed VCSs were
created to avoid the problems caused by having a central repository. Each client has
their own repository and they can work on it at any desired time; almost all Git actions
are done locally. A remote server is just designated as a client that has a repository where
everyone pushes their commits. That way, all the changes are available to everyone at
any time. This way of working is just used to facilitate the commit exchange; it is not built
into Git. For Git, all repositories are created equal. Developers just decided that some
repositories are more equal than others.

Note It is possible to share commits without the need of an intermediate server.
But it is such a bad idea that we won’t even teach it in this book.

Even if you work alone, it is still a good idea to have remote repository in addition
to your local one. That way, you have a backup of your project with all its history in a
safe location. You can also access your project anytime, provided that you have network
access to the server holding the repository.

Caution As we said in the last chapter, just because Git can be used as a backup
system doesn’t make it one. Using it for this sole purpose is not a good idea.

So, are you interested in that remote repository yet? Of course you are, it's amazing!
Let’s see how it all works.

How does it work

Using a remote server is just having a computer holding a copy of your project and its
history. You don’t have to push all your commits into it, you just push the commits you
want to share. Your coworkers then pull the commits that interest them and apply them
to their own repositories. And that’s basically it! You work with a remote server to copy
repositories and to push and pull changes. Let’s see in detail how it all works.

To set up a remote repository, you will first need a server capable of running the
Git software. Any computer worth its salt can run Git as it is a very small software. You
won't also need a lot of firepower to run it properly. Even a very small computer like the
Raspberry Pi is more than enough for Git.
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Now that you have the server, you have to find a way to communicate with it. A
network access to the server is necessary so that multiple clients can push and pull
to and from the same repository. This communication with the server should be very
secured. It would be extremely disappointing if anyone with an access to the server
could read and edit the repository. To be able to interact with the repository, the users
must authenticate themselves with each Git operation. A login/password HTTPS type of
authentication can be used, but since the authentication must precede each operation, it
would get tiring very fast. A solution to this is to use SSH authentication. The principle of
SSH authentication is simple: only the clients that have been predetermined can access
the repository.

And that’s basically it! Setting up a remote Git server is a very easy task. Maintaining
and securing it, on the other hand...

Note Just like earlier, Git doesn’t make any difference between “server” and
“client.” They are just social constructs enforced by the developers.

Using your own server to host your Git projects is a good idea if you work alone or
want to keep them private. However, it becomes a pain when you work with a team. Each
team member must have access to the Git server via a network, so you need to set up a
local network if your team is the same working space. The server should also run 24/7 so
that there is no delay in Git operations.

What happens if some of your coworkers are in remote or in a different working
space? Well, you need to hook your server up to the Internet. Thus, you will also need to
ramp up your security game. The more coworker you will have, the more authentication
exception you will have to manage.

Another problem of using your own Git server is that you will need to deal with
permissions. As seen in Chapter 1, not all developers should have writing access to
the repository. Junior members, for example, need their commits reviewed by senior
members before pushing to the repository. Given them direct access to the projectis a
bad idea (due to their insatiable need to change history).

Those are the problems that come with maintaining your own Git server. If only there
was a tool that we could use that takes care of those for us...
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The easy way

Guess what? There is a tool that takes care of all those things for us! And its name is
GitHub! GitHub is the tool of choice when dealing with remote repositories; you can
think of GitHub as a code hosting server for projects using Git. It works just like your own
Git server but with less headaches.

It was created in 2008 to host Git projects and is now a subsidiary of Microsoft, which
has been investing a lot in Open Source Communities. Figure 7-1 shows their homepage
at github.com.

Built for
developers

open source o bu

Figure 7-1. GitHub homepage

Now let’s talk about the numbers. GitHub houses more than 100 million repositories
built by more than 36 million users. As you can see in Figure 7-2, they are very proud of
those numbers.
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...whether you're making your first commit or sending a Rover to
Mars, there’s room for you here, too.

GitHub's users create and maintain influential
technologies alongside the world's largest 4
open source community.

100M* 36M*

repositories worldwide

Developers use GitHub for personal projects,
developers . i i i
worldwida from experimenting with new programming »
languages to hosting their life's work.

Businesses of all sizes use GitHub to support

2 1 M * their development process and to securely »
: build software.
businesses &
organizations
worldwide
* As of April 2019

Figure 7-2. The users of GitHub

GitHub covers nearly every need of developers, be it Open Source developers that
want to share their software or professional teams that want to work in private without
the hassle of using their own server.

Almost like a social media, GitHub also provides a space for developers to build,
share, and document their projects. No need for external tools or web site anymore.
GitHub is also a very important tool for Open Source projects, because it is designed to
facilitate developer relations and code release. User can review and propose change to
each other’s projects. You can even follow and contribute to your favorite repositories!

And it’s not limited to Open Source projects! Companies and developers can also
create private repositories, which are only accessible by them. They benefit from the
usual features of Git, but also so much more. That’s why GitHub is so popular: there is
something for everyone!

There are also many software companies that offer services very similar to GitHub,
and the most popular are GitLab and BitBucket.

GitLab is very similar to GitHub in most of its features and comes in two editions:
Community and Enterprise. GitLab Community Edition is Open Source and so similar to
GitHub that you can follow almost the entirety of this book without any problem. GitLab
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is also highly regarded in DevOps circles, so if you are interested in that career path, you
should definitely check it out.

Originally created to host Mercurial projects, BitBucket has since 2011 added a
support for Git projects. Developed by Atlassian, its business model is very similar to Git
and it offers the same enterprise benefits.

Using a local server has its pros and cons; but the number of cons is so much higher
that we are going to choose the easy way in this book. However, you are expected to at
least know how a remote repository works and why is it needed. If you still want to use
your own server, there is a guide on how to do that in one of the annexes of this book.
Have fun ©

Summary

This chapter was just a very simple presentation of remote repositories. Working locally
is fun but teamwork requires sharing your carefully crafted commits. You can host your
Git repositories on remote servers of your choice, but the easiest way is to use a service
like GitHub that specializes in code hosting.

But GitHub does so much more than all that! In the next chapter, we will discuss
in details what are its big features and how can we take advantage of them. We are going
to learn about bug tracking, access control, feature requests, and so much more. Let’s
move on!
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CHAPTER 8

GitHub Primer

In the last chapter, we did an initial discovery of remote repositories and why they are
important. You should have a basic understanding of how they work too and, most
importantly, what are the benefits of using one. Now, we are going to talk about the most
famous of code hosting platforms: GitHub.

First, we are going to present a short history of GitHub, just to know it better. Then,
we will talk about the kind of people who use GitHub and what they are using it for.

GitHub overview

Slapping a definition of GitHub is really difficult, because it does so many things at the
same time. So, I'll use its own words: “GitHub is a development platform inspired by the
way you work. From Open Source to business, you can host and review code, manage
projects, and build software alongside 36 million developers.”

GitHub is thus not only a code hosting platform but a development platform. What
does that mean? It means that you don’t just use GitHub to store your code; you use it
to plan and track its evolution. We'll see all its features on the next section, but the main
thing to remember is that GitHub is there to help you build and release your project.

If you only need one reason to use GitHub, it’s the development workflow it offers.
Long gone are the days when the project manager wrote all the pending tasks on a
whiteboard and team members sent emails to each other to keep track of whom were
doing what. No need for long chains of back and forth emails to check a task’s progress
either. All of that is managed by GitHub.
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GitHub and Open Source

GitHub has always been a close ally of Open Source projects; in fact, GitHub is home to
the largest Open Source community in the world. Since developers need a convenient
place to build and share their projects, GitHub is an obvious choice. That way, all of
the decisions and discussions concerning the projects can be consulted and joined by
anyone; and that is the beauty of Open Source.

With GitHub, the best thing you can do to an Open Source project is now easier
than ever: contributing. When you spot a project that you like, you can follow it like on
social media and see its progress. If you want to work on a new feature or fix a bug, you
just have to make a clone of the project and work on it. That process is called “Forking,”
and it’s the backbone of Open Source projects. When you’ve made all the changes to
your copy of the project, you can submit a Pull Request (PR) to the maintainer of the
project. That means that you are requesting that the changes that you made be pulled
and merged into the project. Other contributors will then review your changes and
may request some additional changes. Instead of communicating by email or instant
messaging, all of this is done on GitHub. After all the parties are in agreement about the
changes, the Pull Request is accepted and your changes are now part of the project!

Of course, Open Source projects are more than code; they need docs, translators,
community managers, maintainers, and so much more. You can contribute to projects
by writing documentations and providing translations or even reviewing the changes
that other contributors made. Projects also need testers and people that can provide
insights about the final products. They are projects that have millions of contributors,
so community managers are needed. They are responsible for the wellbeing of the
community and are expected to enforce the internal code of conduct of the community.
Some contributors are tasked with welcoming and tutoring beginners, which is difficult
but very necessary for any project.

GitHub was chosen by millions of Open Source projects because the workflow from
idea to release is so easy and accessible. The concept of forking a project to contribute to
it is the main driving force of any Open Source project. And if you like a project but don’t
like the direction it’s going; you can fork it and start your own flavor of the project. You
will then be the maintainer of the new project, and others can submit Pull Requests to
you if they want to contribute. Thus, anyone is happy!

As previously established, Open Source projects need documentation and tutorials
for beginners. For small projects, a text file (called README by convention) is enough.
The README file should present the project and convey which problems does it solve.
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It should also tell users how to install and use it and also how to contribute to it. You can
check Figure 8-1 for an example of a README file (that you can also check on https://
github.com/git/git).

Git - fast, scalable, distributed revision control system

Git is a fast, scalable, distributed revision control system with an unusually rich command set that provides both high-level
operations and full access to internals.

Git is an Open Source project covered by the GNU General Public License version 2 (some parts of it are under different
licenses, compatible with the GPLv2). It was originally written by Linus Torvalds with help of a group of hackers around the
net.

Please read the file INSTALL for installation instructions.
Many Git online resources are accessible from https://git-scm.com/ including full documentation and Git related tools.

See Documentation/gittutorial txt to get started, then see Documentation/giteveryday.txt for a useful minimum set of
commands, and Documentation/git-.txt for documentation of each command. If git has been correctly installed, then the
tutorial can also be read with man gittutorial or git help tutorial , and the documentation of each command with

man git-<commandname> Or git help <commandname> .

CVS users may also want to read Documentation/gitcvs-migration.txt ( man gitcvs-migration or git help cvs-migration
if git is installed).

The user discussion and development of Git take place on the Git mailing list -- everyone is welcome to post bug reports,
feature requests, comments and patches to git@vger.kernel.org (read Documentation/SubmittingPatches for instructions
on patch submission). To subscribe to the list, send an email with just "subscribe git" in the body to
majordomo@vger.kernel.org. The mailing list archives are available at https://public-inbox.org/git/, http://marc.info/?|=git
and other archival sites.

Issues which are security relevant should be disclosed privately to the Git Security mailing list git
security@googlegroups.com.

The maintainer frequently sends the "What's cooking” reports that list the current status of various development topics to
the mailing list. The discussion following them give a good reference for project status, development direction and
remaining tasks.

The name “git" was given by Linus Torvalds when he wrote the very first version. He described the tool as "the stupid
content tracker” and the name as (depending on your mood):

* random three-letter combination that is pronounceable, and not actually used by any common UNIX command. The
fact that it is a mispronunciation of “get" may or may not be relevant.

e stupid. contemptible and despicable. simple. Take your pick from the dictionary of slang.

* “global information tracker": you're in a good mood, and it actually works for you. Angels sing, and a light suddenly
fills the room.

¢ "goddamn idiotic truckload of sh*t": when it breaks

Figure 8-1. The README file of Git

97



CHAPTER 8  GITHUB PRIMER

As you can see in Figure 8-1, README files can have basic text formatting and links.
They can also include images and code examples.

Big projects need more than README files because they need to be properly
presented and documented. GitHub projects have a section called “wiki” specifically
tailored for those needs. Just like all wikis (it was modeled from Wikipedia), GitHub
wikis are there to help newcomers understand how the project works. Many wikis also
have a section called Frequently Asked Questions where the most common user queries
are answered. Generally, wikis are used by projects where the documentation and the
tutorials are too lengthy to fit in a README file. You can see in Figure 8-2 an example of
a wiki page that you can also find at https://github.com/Dash-Industry-Forum/dash.

js/wiki; notice the sidebar where all the links are presented.

FAQ

Jestis Oliva edited this page on 2 Oct 2018 - 21 revisions

Content Prep

Encoding/transcoding is a pretty complex topic. The FFmpeg/x264/mp4box workflow is generally
fine and it is what we use in the Axinom reference encoder. My general suggestions regarding the
maost critical points in this regard:

® Always use DASH live profile ( mpabox -profile "dashave264:live” )

® Ensure that your encoder uses a fixed keyframe distance that is equal to your segment size (or a

multiple of which is equal to it); FFmpeg has some defects here leading to bad output; with
%264 the following works: --keyint 59 --min-keyint 59 --no-scenecut

® Use dash-strict mode with mpdbox if you use fixed keyframe distances ( mpdbox -dash-strict
4900 ) - the default dash mode produced unexpected deviations last | tried it

* To avoid FFmpeg being clever with frame drop/duplication, use -vsync passthrough
* Watch out for aspect ratio issues! Mot all input content has SAR 1:1!
* Do not use bitstream switching ( mpabox -bs-switching no )

e |f using encryption, put PSSH box information only in the manifest; (no PSSH data in cryptxml
for mp4box); also mpabox -sample-groups-traf made encrypted video work better in more
players but | forget why

Codecs

® Safari <=9 does not support AVC3
® Internet Explorer 11 can play AVC3, but only if you signal to the browser it is AVC1

* MEDIA_ERR_DECODE indicates an issue with your stream, not dashjs.
© Understanding supported codecs

© In Chrome, the chrome://media-internals page may help you identify the problem

Browser Support

® Firefox < 49 may sometimes fail to start playback on dynamic streams, or streams with a #t=
URL fragment

Figure 8-2. A wiki providing documentation
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Since documentations are very important in Open Source projects, it is many
contributors’ job to write and keep it updated. Remember that wikis are also Git
repositories, so the changes made to it are also tracked just like any repository. This is
done to separate the development workflow from the documentation workflow.

And as a cherry on the top, README files and wikis are written in a Markup language
called Markdown. It’s a very simple language that can render simple formatting and
linking. You can see an example of it in Figure 8-3. But you can also choose to write
everything in HTML than convert it to Markdown. And you will also find a Markdown
cheat sheet in the Appendix of this book!

Headers

# This is an <hl> tag
$# This is an <h2> tag

§##### This is an <h6> tag

Emphasis

*This text will be italic*

_This will also be italic_

**This text will be bold**

__This will also be bold

You **can** combine them

Lists

Unordered

* Item 1
* Item 2
* Item 2a

* Ttem 2b

Ordered

1. Item 2
l. Item 3
1. Item 3a

1. Item 3b

Figure 8-3. Markdown example 9
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One little thing that Open Source projects also need to prosper: marketing. Yes,
README files and wikis are great resources for developers, but end users might not find
them too helpful. That’s why many projects have a web site that is dedicated to attract
users to their product. Web sites are also a good way to make a name for themselves and
put themselves out there. If a project doesn’t have a web presence or is not referenced
by search engines, it will have little chance of being discovered by end users. All of
that being said, maintaining and hosting a web site is not an easy task; it can even be
expensive money-wise. And many Open Source projects don’t have the kind of resources
that are necessary for a good marketing campaign; they mostly rely on search engine
hits and word-of-mouths. That’s why GitHub Pages exists. GitHub Pages is just a web
site hosted directly on your repository; you can use it to present your product, provide
tutorials, or anything you want, really. It gets rid of the hassle of creating a web site
and getting it hosted. But doesn’t that interfere with code? Not at all, like wikis, GitHub
pages live in other parts of the repository; so they can have different contributors. You
can check Figure 8-4 for an example of a GitHub page hosted on https://scd-aix-
marseille-universite.github.io/latexamu/. Asyou can see, it is just a simple web
site but hosted directly on GitHub. And it’s not limited to simple presentation web sites;
you can build blogs and similar web sites too. You will see in the Appendix how to build a
GitHub page. ©
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AixkMarseille | Bibliothéques
universite universitaires

LaTeX AMU

outenues a Aix Marseille Université

Télécharger .zip Voir le code source sur GitHub Voir en action sur Overleaf

Modéle de mise en page.

Ce modeéle de mise en page pour les théses de doctorat soutenues a Aix Marseille Université propose
un ensemble de fichiers LaTeX commentés, prét a étre compilés dont une classe LaTeX [.cls].

Télécharger le PDF

La page de titre a obtenu l'approbation du Collége Doctoral Aix-Marseille Université.
Figure 8-4. A GitHub page example

As you can see, GitHub has a lot to offer to the Open Source community. And all of
that is free of charge! But now, let’s see what GitHub has to offer you, personally.

Personal use

Yes, Open Source is great, but what is it’s not you jam? Or when you have a project that
you want to keep to yourself? GitHub has you covered as well!

You don’t have to make all your GitHub repositories public; there is also an option
to make them private. That way, only you and a few collaborators (that you choose) can
have access to it. You can create an unlimited number of public and private repositories
on GitHub; the only limit is your creativity and time. There is, however, a limit of the
number of contributors you can have on private repositories: 3. If you want to work with
more contributors, you can sign up for GitHub Pro, which is a paid plan. But for almost
everybody, a Free plan is more than enough.
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Having a personal GitHub account to showcase your work is also a good way to

market yourself. That way, people can check the Open Source or personal projects you

contribute to and even check your code. Many developers also use GitHub Pages to

render their resumé or showcase their portfolio. You can check Figure 8-5 for an example

of that.

© CAREER PROFILE

Python/JavaScript developer and Data Analyst.

Expert in Django and Node.JS/AngularJS. Fluent in NoSQL databases.

| am looking for a job where | can work with a lot of Data. | like to experiment with Machine
Learning and bots.

© ExPERIENCES

Full Stack Developer 2017 - Present
Human Network International

Develop new features for DataWinners, an SMS data collection tool powered by NoSQL
databases and using Elasticsearch for search.

Reduced data export time from 30 mins to 15secs.

Using: Django, Numpy, Pandas, CouchDB, Elasticsearch.

Full Stack Developer 2016
Wylog

Developing new front and backend web features. Working with designers to deliver new fully
functional web apps powered by NoSOL databases.

Added three new big features to the existing Angular web app and accelerated the response rate.
Using: AngularJs 2, NodeJS, MongoDB, TypeScript, REST APls.

Full Stack Developer 2016-2017
Adbreakfast

Create REST APIs accessing a relational database. Use these APIs to build a web application.
Created flexible and secured APIs with GraphQL and Flask. Used those APIs to power a ReactJS
web app.

Using: Flask, PostgreSQL, ReactJs, GraphQL, Unit tests.

Figure 8-5. A random person’s GitHub page

Mariot
Tsitoara

=
mariot.tsitoara@gmail.com

. 261343916159
@ mariot.github.io
in mariottsitoara
) mariot

W mariot_tsitoara

EDUCATION

MBA
University of Malawi
2017 - Present

MSc in Computer Science
Ecole Nationale
d'Informatique

2014 - 2016

And since there are 36 million developers on GitHub, you might want to connect

with some of them. One way to connect is to follow a particular project. When the

project moves along, you will receive updates and can check out the changes. Note that
you will automatically follow a repository you contribute to. Another way to show your
appreciation for a project is also to “star” it. It’s akin to liking a content on social media.
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Hence, the more stars a repository has, the more users are happy with it. GitHub also
offers a News Feed that are news and notifications from specific projects. Those projects
are chosen because you contribute to them or “starred” them. They are also tailored by
analyzing your most used language or tools. You can check Figure 8-6 for an example of
it. It's a good way to have a clear vision of what happen around you.

Based on your interests

. girlscriptjaipur / a tj / git-extras ’ trimstray / nginx-admins- ‘q roshancode / layx ' girlscriptjaipu

SETC Hack in G Biandhook iy s B girlscriptjaipurgit
*s o b ch te Girlscript-Jaipur W
o *: b *s P
* 12 v
" - i
Trending repositories Date range: This week ~
V' wvlang /v B microseft / mimalloc a Dimillian / MovieSwiftUl . Tencent / Shadow @ CorentinJ / Re
% Combine app using =5 Voice-Cloning

Si ast. safe, compiled language mimalloc is a compact general

tor with excellent MovieD8 AP

i T Clone a

software, {Redux) imy

and (soon) C+ +. Compales itself in

hask Pan

Figure 8-6. GitHub Explore

Before we go to the next section, there is a cool thing that you can check out with
GitHub: your contribution activity. Every commit you push on GitHub is registered as
a contribution, even to your personal or private repositories if you enable the option.
Those activities are rendered in a nice illustration like the one shown in Figure 8-7. They
show your contributions throughout the year and indicate your achievements to your
profile’s visitors.

153 contributions in the last year

I Aug Sep Mo

[

Learn how we count contributions. ess EEE More

Figure 8-7. My contribution history in 2018
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GitHub for businesses

GitHub is not just for personal projects or Open Source communities; businesses have
their place there too. Many businesses now invest in Open Source for some of their
products, and which better place to find quality developers than GitHub?

There is an Enterprise plan in GitHub that incorporates all the benefits of a paid
plan, but with many additional features. Those features range from the choice of hosting,
to security, to online support. All of those features may be very attractive to businesses,
but for us, a simple Free plan is enough for now.

Summary

This chapter presented the users of GitHub and some small features. You should now
have some ideas about what are you going to use it with. In the next chapter, GitHub'’s
main features will be presented along with some tips on how to use it to work with
teammates. We'll talk about Project Management, Code Reviews, and so much more.
And to finish in beauty, we will quick start with GitHub with our first repositories! You'll
be back in action in the next chapter, so make sure to review the previous exercises to
stay sharp. Let’s begin!
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Quick Start with GitHub

So far, we only talked about what is GitHub and who needs it. Now, we are going to
see what it can do exactly and what its main features are. The most important features
of GitHub are its Project Management tools; combined with the right development
workflow, it is a sure way to get a project moving.

For this section of the book, nothing better than good old-fashioned exercises! I
could tell you all the advantages of GitHub, but you'll understand better if you are doing
the exploration yourself. Let’s begin by creating a GitHub account and starting a project.

Project management

The ability to manage a project while following a well-established path is one of the most
admired features of GitHub. You are going to follow along with me in this section. It’s
very important that you do so because you'll have a better understanding of the features.

Since we are going to manage our project with Git and GitHub, our very first step is
to create an account. It’s very straightforward, and you don’t need any more information
more than your name and email just like in Figure 9-1.
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Username

mitsitoara v

Built for .

mariot.tsitoara@protonmail.com

developers

ssseesscssneee
atform inspir y the
Make sure it's at least 15 characters OR at

business, yc

stter, Learn more

Sign up for GitHub

Privacy Statement. We ICCAsiona

Figure 9-1. GitHub signup page

After signing up, you'll receive a confirmation link in your email client and following
the provided link will conclude the inscription. You will then arrive at the main GitHub
page which should look like in Figure 9-2.

Pull requests  lssues Marketplace  Explore

New repository
bt repasitory
New gist

New organization
W GitHub Spor
.

New project

Learn Git and GitHub without any code!
T Wekome 1o the new dashboard. Get choser o X0

Using the Hello World guide, you'll create a repesitory, start a branch, write ¥ the st you care shout most.
comments, and open a pull request.

Discover repasitaries

Read the guide Start a project coudiiare wrangier
'L vour cloudiiare werk

Discover interesting projects and people to populate your
personal news feed.

Your news feed helps you keep up with recent activity on repositories you watch and people you

follow.,

Explore GitHub

Figure 9-2. GitHub homepage
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You GitHub homepage is pretty empty but we’re working on filling it with cool
projects. At the right side of the page, you'll see some trending repositories or news story;
but we won'’t go there yet.

As you can see in Figure 9-2, there are three links that you can follow to create a new
repository: one on the left side, one in the middle, and the last one in the navigation bar.
Click one of them so we can create our repository.

The repository creation form is also very simple, as you can see in Figure 9-3. You
only need to fill out the form with a name and a short description of the project. That
description is optional, but you should try to make it as simple as possible so that users
who visit your repository know what’s up.

Create a new repository

A repository contains all project files, including the revision history. Already have a project repository elsewhere?
Import a repository.

Owner Repository name *

W mtsitoarav / todo-list v
Great repository names are short and memorable. Need inspiration? How about musical-guacamole?

Description (optional)

A todo list of my daily tasks

@ [: | Public

“m— Anyone can see this repository. You choose who can commit.

@) ﬁff"_i Private

J You choose who can see and commit to this repository.

Skip this step if you're importing an existing repository.
(] Initialize this repository with a README

This will let you immediately clone the repository to your computer.

Add .gitignore: None ¥ Add a license: None ¥ | (©

Figure 9-3. Creation of a new repository
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You can choose to make the repository private, if you like; nobody but you will have
access to it. A public repository doesn’t mean that anyone can edit it; it just means that
anyone can read it and logged in users can propose changes to it. You will still be the
maintainer of the project and the owner of the repository.

Then, you have the choice to initialize the repository with a README file. Ignore
this for now because we are aiming to create a repository from scratch; and we will add
README, .gitignore, and license files later.

After all is done, click the Submit button to create your first GitHub repository! It’s
that simple! You will then be redirected to your project page, which is a unique link to
your repository. The link looks like this: https://github.com/your_username/your_
repository; for example, the new repository I created is accessible through the following
link: https://github.com/mtsitoara/todo-1ist. Thus, you can’t create two repositories
with the same name. Your project page should be similar to the one shown in Figure 9-4.

LI mtsitoara / todo-list @Watch~ 0  dsStar 0 ¥ 0

<> Code Issues 0 Pull requests 0 Projects 0 Wiki Security Insights Settings

Quick setup — if you've done this kind of thing before
[ Setupin Desktop or | HITPS SSH  https://github.com/mtsitoara/todo-1ist.git B

Get started by creating a new file or uploading an existing file. We recommend every repository include a README, LICENSE, and .gitignore.

...or create a new repository on the command line

echo "# todo-list" >> README.md &
git init

git add README.md

git commit -m "first commit™

git remote add origin https://github.com/mtsitoara/todo-list.git

git push -u origin master

...or push an existing repository from the command line

git remote add origin https://github.com/mtsitoara/todo-list.git &
git push -u origin master

...or import code from another repository

You can initialize this repository with code from a Subversion, Mercurial, or TFS project.

Import code

J ProTip! Use the URL for this page when adding GitHub as a remote.

Figure 9-4. Your brand-new repository
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As you can see in Figure 9-4, there are some instructions on how to get started
whether you want to create a new repository or push an existing one. Since we are
building our repository from scratch, we will go with the first option. The second option
would have worked for us too because we already have a local repository, but we are
going to ignore that from now.

So, we created our first repository and are ready to push our project on it. But let’s
look into the magic box and see what exactly has just happened.

How remote repositories work

Remember Chapter 7 about remote Git and how we decided to use GitHub as a remote
repository store? This section is a logical extension of that chapter because we are going
to learn how remote repositories managed with GitHub works.

When we created our repository using the GitHub web site, we were giving
instructions to GitHub servers and asked them to initialize an empty repository. And if
you remember Chapter 2, initializing a repository is very simple: go to any directory and
execute git init. That’s exactly what happened here, except not on your computer but to a
server hosted by GitHub.

So, it’s as if we executed the following commands on a faraway server which has git
installed

$ mkdir todo-list
$ cd todo-list
$ git init

It’s the same commands that we will use to create our local repository. So now, there
is a remote repository in GitHub'’s servers that we will use to share our project.

Remote repositories are used so you don’t have to use your own computer to share
your project. In the case of GitHub, the remote repositories are accessible by anyone but
only the owner can edit them. We will discuss teamwork in a later section.

The main takeaway is that a remote repository is where you can publish your project
to make it available to everyone. And anyone can clone your repository, so they can
follow your advancements to get the latest changes.

Publishing your local repository to a remote one is called “pushing,” and getting the
latest commits from a remote repository to a local one is called “pulling.” Push and pull
are maybe the most used commands you’ll use in Git.
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But how can I tell GitHub which remote repository I want to be linked with my local
one? That’s where the unique link to your repository is needed. You'll use the link to
push your local changes or pull the commits you don’t already have.

In conclusion, GitHub created an empty remote repository which can only be
modified by you but can be seen by everyone. What we need to do now is create a local
repository and link it to the remote one.

Linking repositories

Now that GitHub has created the remote repository for us, it’s time to create our own
local repository and link it to the remote one.

As we've done in the previous chapters, we're going to create a repository with the
git init command. The repository names can differ between local and remote, but it
would be a good idea to use a unique name so you don'’t get confused. For this particular
project, the commands will be

$ mkdir todo-list
$ cd todo-list
$ git init

Note If you prefer to work with the repository that you created earlier in this
chapter instead of a new one, you can just skip the initialization part and go
straight to linking.

Nothing new here; and you should get the same result as shown in Figure 9-5.

110



CHAPTER9  QUICK START WITH GITHUB

'

MINGW®64:/c/Users/Mariot/Documents/Boky/raw/todo-list - O X

Mariot@lenovo-ideapad ~/Documents /Boky/raw
$ mkdir todo-list

Mariot@lenovo-ideapad ~/Documents /Boky/raw

$ cd todo-list

Mariot@lenovo-ideapad ~/Documents /Boky/raw/todo-Tist
$ git init

Initialized empty Git repository in C:/Users/Mariot/Documents/Boky/raw/todo-1list
/.git/

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1ist (master)
$ |

Figure 9-5. Initialization of a Git repository

Now that we have our local repository, it’s time to link it to the remote! To list, add, or
remove remotes, we will use the git remote command. For example, let’s link our current

remotes using this command:
$ git remote

You shouldn’t get any result because it’s a brand-new repository and we haven’t
linked any remote to it. Let’s add one now.

Note If you see remotes in your results, you can remove them by using git
remote rm [remote_name]. Anyway, you shouldn’t see any remote if it's a new
repository.

You will need the unique link to your repository to be able to link a local repository
to it; so, grab yours from the previous section. Mine is https://github.com/mtsitoara/
todo-list.git. Don’t forget the .git at the end!

You will also need to create a name for your remote repository. That way, you can
have multiple remotes within a single project. It may be necessary in the case where the
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test and production remotes are different for each other. The default name is “origin” per

convention. Although you can choose any name, it is recommended to use origin as the

name of the remote where teammates share their work.
The command to add a link to a remote is simple. It’s

git remote add [name] [link]

So, to add a link to the newly created repository, you'll have to execute this

command:

$ git remote add origin https://github.com/mtsitoara/todo-list.git

That’s it! You can check if the remote has been added by executing git remote or git

remote -v to get more information. You should get a result similar to the screen shown in

Figure 9-6.

& MINGW®64:/c/Users/Mariot/Documents/Boky/raw/todo-list -

Mariot@lenovo-ideapad IGW64 ~/Documents/Boky/raw/todo-1ist (master)
$ git remote add origin https://github.com/mtsitoara/todo-1list.git

Mariot@lenovo-ideapad IGw64 ~/Documents/Boky/raw/todo-1ist (master)
$ git remote

origin

Mariot@lenovo-ideapad W . ~/Documents/Boky/raw/todo-1list (master)

$ git remote -v
origin https://github.com/mtsitoara/todo-list.git (fetch)
origin https://github.com/mtsitoara/todo-1ist.git (push)

Mariot@lenovo-ideapad M 64 ~/Documents/Boky/raw/todo-1list (master)
$ |

Figure 9-6. Adding a new remote

And that’s it! Adding a new remote is a simple, straightforward task. Now that we got

that cleared, let’s push the project to GitHub!
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Pushing to remote repositories

We finally got our local and remote repositories linked. It’s time to push our project to
GitHub so we can share our work.

Pushing commits to a remote repository is very simple; but first, let’s create some
commits to push. In your working directory, create a file called README.md and put in
the description of your project in Markdown. For example, here is my README.md file:

# TODO list
A simple app to manage your daily tasks

## Features
* List of daily tasks

Now, let’s add the newly created file to the staging area by using git add.
$ git add README.md

Now is the time to commit our project with git commit. As commit message, many
developers choose “Initial commit” when it’s the first. It's not a rule and you can change

itif you want to.
$ git commit

Since we’ve done these many times already, you should be comfortable with staging
and committing by now. After the commit, you should have a result similar to Figure 9-7.
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<% MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list - O X

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1ist (master)
§ vim README.md

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1ist (master)
$ git add README.md

warning: LF will be replaced by CRLF in README.md.

The file will have its original line endings in your working directory

Mariot@lenovo-ideapad ~/Documents /Boky/raw/todo-1ist (master)
$ git commit

[master (root-commit) 0ee9195] initial commit

1 file changed, 6 insertions(+)

create mode 100644 README.md

Mariot@lenovo-ideapad ! ~/Documents/Boky/raw/todo-1ist (master)

$ |

Figure 9-7. Creating, staging of a new file

So, we have our first commit! Now, we can push those changes to the remote
repository. The command to push changes to remote is simple; you just need the name
of the remote repository and the branch to be pushed. Since we haven’t created any
branch yet (we’ll learn about branches in a later section), our only branch is called
“master” The git push command is

git push <remote_name> <branch_name>
So, in our case, the command will be
$ git push origin master

With a little bit of luck, everything goes well; but it’s not always the case. If you use
a password manager or used different configs (name and email) from the ones you
provided to GitHub, you'll get an authentication problem. For example, I am denied
access to my repository because I used a password manager and it tried to log me in with
my old credentials. You can check an example of authentication error in Figure 9-8.
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4% MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list = O X

Mariot@lenovo-ideapad MINGWG64 ~/Documents/Boky/raw/todo-1list (master)

$ git push origin master

remote: Permission to mtsitoara/todo-list.git denied to mariot.

fatal: unable to access 'https://github.com/mtsitoara/todo-list.git/': The reque
sted URL returned error: 403

Mariot@lenovo-ideapad MINGWG64 ~/Documents/Boky/raw/todo-1ist (master)
$ |

Figure 9-8. Authentication error

To resolve these kinds of problems, we have to configure Git again, with the correct
information. You can see in Figure 9-9 that I changed my email in the global configs, that

is, on every repository on my computer.

<% MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list — O X

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo-1list (master)
$ git config --global user.name "Mariot Tsitoara"

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo-1ist (master)
$ git config --global user.email "mariot.tsitoara@protonmail.com"

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo-1list (master)

$ |

Figure 9-9. Reconfiguration of Git
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Now, we have to make sure to remove any link to a password manager in this
repository. For my case, I use credential helpers (password managers) in other
repositories on this computer; so I will not set a global config but a local one.

$ git config --local credential.helper

This should resolve our problem and we can resume our push. After you execute the
git push command, you will be asked for your username and password. Then, you'll get a
result similar to Figure 9-10.

-,

MINGW®64:/c/Users/Mariot/Documents/Boky/raw/todo-list - O X

Mariot@lenovo-ideapad » : ~/Documents/Boky/raw/todo-1ist (master)
$ git config --local credential.helper ""

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-list (master)
$ git push origin master
Username for '"https://github.com’: mtsitoara
Enumerating objects: 3, done.
Counting objects: 100% (3/3), done.
Delta compression using up to 4 threads
Compressing objects: 100% (2/2), done.
writing objects: 100% (3/3), 291 bytes | 145.00 KiB/s, done.
Total 3 (delta 0), reused 0 (delta 0)
To https://github.com/mtsitoara/todo-list.git
* [new branch] master -> master

Mariot@lenovo-ideapad ! A ~/Documents /Boky/raw/todo-list (master)

$ |

Figure 9-10. Successful git push

Tip Since we are using HTTPS to push and pull changes, we will need to provide
our username and password each time. It gets tiring real fast, so if you want to use
a password manager or stop using passwords altogether, check the lessons in the
Appendix of this book.

Now, our project is visible on GitHub by everyone! Let’s check it out on its project page.
If we refresh the project page, we should get a page like the one shown in Figure 9-11.
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A todo list of my daily tasks

Manage topics

{0 1 commit ¥ 1 branch

Branch: master = New pull request

I mariot initial commit

=] README.md

[EE README.md

TODO list

A simple app to manage your daily tasks

Features

® List of daily tasks

initial commit

Figure 9-11. The updated project page
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Edit

> 0 releases A2 1 contributor

Create new file  Upload files  Find File Clone or download « -]

Latest commit 8ee9195 1 hour ago

1 hour ago

/

As you can see in Figure 9-11, the repository page now displays many intel:

¢ The number of commits

¢ The last commit name and its committer

o Alist of all project files

e Apreview of README.md

What we just did is the basis of code sharing: pushing changes. You will be using this
command over and over again when working with remote repositories. It is a very simple
feature, but it is imperative that you understand completely what it does. Pushing just

means to copy all your current commits (in a specific branch) to a remote branch in a

remote repository. All history logs are also copied.

Before you go to the next chapter, ask yourself these questions: where are the remote
repositories stored? Who has a read-only access to them? Who can edit them? Also
make sure to understand the basis of remote and local repositories linking and why is it

necessary.
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Summary

In this chapter, we had our very first interaction with remote Git repositories. As we've
already established, they are just normal repositories that are stored in a remote
server instead of your local machine. We saw how to create and link local and remote
repositories, a feature that we will use a lot of times. And the main command we learned
was git push, which copies the state of your local repository to a distant one.

In the next chapter, we are going to dive deep into Project Management and see what
other features GitHub has to offer. We will also learn to pull changes from the remote

repository as well as resolve push and pull issues. Let’s go!
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Beginning Project
Management: Issues

Last chapter, we did a quick peek at using GitHub to host and share our code. But that
doesn’t even begin to describe what GitHub can do for you; there are so many features
that can help your project mature. In this chapter, we are going to begin to learn about
how to manage projects with GitHub. Thus, we are going to begin with the basic form of
GitHub project management: Issues.

Overview on issues

To successfully manage a project, any project, you have to plan in advance; just reacting
to new inputs and generally do whatever you feel like doing is a perfect recipe for disaster.
A GitHub project is no different; you have to keep track of your actions before even
thinking about doing them. That’s why GitHub has an awesome feature called Issues. We
are going to discuss them in this section and learn how to manage them properly.

During all the chapters in this book, you are both the developer and the project
manager; but in a big project, you might not be included in the planning phases. But for
now, you are temporarily promoted to project manager and lead developer (in addition
to being the only developer), congratulations! One of the duties of the project manager
is to plan in advance all the tasks that need to be done. The plans don’t need to be very
precise yet (in the real world they never are), but it is necessary to have a list of all the
tasks that need to be done. Those tasks can be either new features, bugfixing, or just a
team discussion. In GitHub, those tasks are called Issues.

An issue is used to track new feature development, bugfixing, or new ideas that a
team member suggested. They are the brick and mortar of GitHub project management;
in theory, no action should be done with an issue being attached to it. The aim of each
action you take should be the resolving of an issue.
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Long gone are the days where planning the next steps was done by boring team
meetings; now you know exactly what will be your next steps and most importantly what
is everybody else doing. Suggesting new ideas to your coworkers is easier than ever; just
open an issue to discuss it with your team without using another app of email client. The
biggest plus for using issues is that the history is kept forever—each feature, each bug,
and each discussion.

Creating an Issue

The best way to learn about issues is to directly interact with them; so, let’s go back to our
GitHub project page and deal with them.

When you open your GitHub project page, you directly arrive on the “Code” part of
the project. It is the part where your project files are shown. For now, your project page
should look like mine, shown in Figure 10-1.

= mtsitoara / todo-list ©Watch~ 0  KSar | 0 Yrok 0
<> Code Issues 0 Pull requests 0 Projects 0 Wiki Security Insights Settings
A todo list of my daily tasks Edit
Manage topics
® 1 commit ¥ 1 branch 2> 0 releases A8 1 contributor
Branch: master ~ New pull request Create new file  Upload files  Find File Clone or download ~ ‘
! mariot initial commit Latest commit @ee9195 7 days ago
| README.md initial commit 7 days ago
[EE README.md /7
TODO list

A simple app to manage your daily tasks

Features

® List of daily tasks

Figure 10-1. Project page open on the “code” section
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Just below the project name, there are many tabs that show all the sections of your

” u

project. You will mostly work on “Code,” “Issues,” “Pull Requests,” and “Projects.” But for
now, let’s focus on Issues. Go ahead and click it to begin. You should arrive at an empty
section like the one shown in Figure 10-2 because your project has no issues yet.

= mtsitoara / todo-list @Watch~> 0  HStar 0 Yrok 0

Code (D lssues 0 Pull requests 0 Projects 0 Wiki Security Insights Settings

Label issues and pull requests for new contributors Dismiss

Now, GitHub will help potential first-time contributors discover issues

(EYST 0 BTG help wanted ol good first issue

Filters ~ is:issue is:open D Labels 9 =" Milestones 0 m

@

Welcome to Issues!

Issues are used to track todos, bugs, feature requests, and more. As issues are created, they'll appear here in a searchable and
filterable list. To get started, you should create an issue.

J ProTip! Mix and match filters to narrow down what you're looking for.

Figure 10-2. The Issues section

There are many calls to action there about creating a new issue. Click one of them,
and you will see a form similar to mine as shown in Figure 10-3.
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I mtsitoara / todo-list ©Watch= 0  #Sar 0 0
Code  (Dlssues 0 Pull requests 0 Projects 0 Wiki Security Insights Settings

:‘: Assignees

No one—assign yourself
Write  Preview MBI oo EZEE @RS
Labels
None yet
Projects
None yet
Milestone
No milestone
Attach files by dragging & dropping, selecting or pasting them. M4 ]
R styling with Markdown is supported

Figure 10-3. New issue form

The form is pretty simple; and only the title is mandatory. There is also a comment
section below the title if you need more room to explain. Let’s go ahead and fill our first
issue with the basic stuff; don’t change the values on the right side just yet.

For our first issue, we are starting a discussion about the technology we will use for
our product. Issues aren’t needed for features and bug tracking only; they are also used
to start a discussion and share ideas. Go ahead and fill your first issue like mine as shown
in Figure 10-4; I titled mine “Choose the technologies to be used for the app” because it’s
the first step for any project.
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Il mtsitoara / todo-list @Watch= 0  HStar 0 YFork 0

»Code (@ lssues 0 ‘I Pull requests 0 [l Projects 0 Wiki 1) Security Insights £ Settings

H Choose the technologies to be used for the app Asslgnees

No one—assign yourself

Write Preview MBI & O = EYE @R SN
Labels

None yet

Should we use a very simple HTML page or add some JavaScript scripts?

Projects

None yet

Milestone

No milestone

Attach files by dragging & dropping, selecting or pasting them. M)

D Styling with Markdown is supported

Figure 10-4. Our first issue

Now that we filled out the basic info about the issue, submit it. You will then be redirected
to the detailed view of your new issue. It should be similar to my issue shown in Figure 10-5.

Choose the technologies to be used for the app #/ o ([T

mitsitoara opened this issue 1 minute ago - 0 comments

:‘: mitsitoara commented 1 minute ago Owner  +(w) = Assignees
No one—assign yourself
Should we use a very simple HTML page or add some JavaScript seripts?

Labels

None yet

:‘: Write  Preview MBI Ko - = @ R N~
Projects

&
1
]

None yet

Milestone
No milestone

Attach files by dragging & dropping, selecting or pasting them. co

. Natifications Customize
& Close issue Comment |
i #x Unsubscribe

You're receiving notifications because
you authored the thread.

Figure 10-5. Details of an issue
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The first thing to notice is that your issue has been given a number. Each issue has a
unique number, and those numbers are not recycled, meaning that even if you delete an
issue, its number will never be reused. This number is important, as you will see in this
section.

The details page also includes a comment section where team members can discuss
the idea. It even includes a limited number of emojis that you can use as a substitute to
commenting. For example, if you agree with someone, giving them a thumbs-up is better
than commenting or writing “me too”! It would clog the communication and stall the
conversation.

In the bottom right side of the page, you can see a subscribe button. If you choose to
subscribe to an issue, you will receive notifications about the changes done to it. You will
also receive new comments and news about milestones reached.

Since you are the only member of the team, you won’t do much discussion. Just
add a comment or a reaction image and close the issue. Closing the issue won'’t delete
it; it will just mark it as completed. Deleting issues is not advised because keeping a
history of the project is needed, and issues are the best way to keep track of changes. And
remember: if your repository is public, anyone can read your comments; so please be
kind and rewind any unpleasantries that might arise.

After commenting and closing the issue, you will go back to the issue details page,
and it will look similar to mine as shown in Figure 10-6.
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Choose the technologies to be used for the app -
mtsitoara opened this issue 18 minutes ago - 1 comment

:i: mitsitoara commented 18 minutes ago Owner

Should we use a very simple HTML page or add some JavaScript scripts?

mtsitoara commented now Author | Owner

No need to add JS just yet. Let's just stick to HTMLS and some styles.
@mitsitoara will lead the development

& 1

@ "W mtsitoara closed this now

Figure 10-6. A closed issue

You can continue to comment on a closed issue, but it is discouraged as everyone
has considered the issue complete and moved on. An issue can also be locked and
nobody can comment on it anymore; this is considered as a last effort way to keep the
peace. We all have our opinions, and discussing them on the Internet is never easy,
especially on an open forum. But try to be professional at all times because everything
you say will be visible to anyone.

Interacting with an issue

We've successfully created and closed an issue, but we haven’t been involved in them
too much. What good is an issue if it doesn’t have any impact on the project? In this
section, we will directly interact with issues on GitHub and in our code.

For the first part of this section, you will keep your Project Manager hat because we
are going to need to plan our project. Up until this moment, our TODO list app was just
multiple text files next to each other. Then we decided to use HTMLS5 to present them
in a better way. To code this, we need a plan of action; and it is your job as a Project
Manager to dress up this plan.
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Since it’s a simple HTMLS5 app, we aren’t going to need a very big plan, just some
necessary bullet points. So, to create this app, we will need to

o Write the skeleton of the app with HTML5

e Add some styles to make it prettier with CSS3
e Describe the app in README.md

e Document the code

o Create a web page for the app

Those are some basic steps that we will need to do to accomplish our goal: ship a
TODO app.

Since you already know how to create issues, I will let you create an issue for each of
these bullet points. After you are done, your Issues page should look like mine as shown
in Figure 10-7.

Label issues and pull requests for new contributors Dismiss
Now, GitHub will help potential first-time contributors discover issues

labeled with IS8 good first issue

Filters = isissue is:open T Labels 9 “* Milestones 0 m

[0 @ 50pen + 1Closed Author Labels ~ Projects « Milestones ~ Assignee Sort ~

[l © create a web page for the app

#6 opened & minutes ago by misitoara

[ @ Document the code

&5 opened 8 minutes ago by misitoara

[J @ Describe the app in README.md

#4 opened 19 hours ago by mitsitoara

[ @ Add some styles to make it prettier with CSS3

#3 cpened 19 hours age by mtsitoara

[0 @ Write the skeleton of the app with HTML5

#2 gpened 19 hours ago by mitsitoara

 ProTip! Adding no:label will show everything without a label.
Figure 10-7. All open tasks
Asyou can see, the tasks are shown in the order they were introduced. There’s also

no way to distinguish them except for their numbers, and it’s very easy to get lost if there
are too many issues. So, to have a clearer look at all our tasks, we are going to use Labels.
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Labels

Labels are exactly what you expect them to be: texts to help you quickly filter through
your issues. Let’s use them directly so you can get familiar with the concept.

As you can see in Figure 10-7, there is a search bar in the Issues page, and you can
use it to filter through the issues. But since we don’t have any labels yet, we can’t do
any filtering; just basic search. Click the Labels button next to the search bar to show all
the labels available. You will then see a list of the default labels that you can use; check
Figure 10-8 for an example of this.

9 labels Sort =
m Something isn't working # Edit X Delete
Impravements or additions to documentation # Edit X Delete

duplicate This issue or pull request already exists # Edit X Delete

enhancement New feature or request Fa X Delete

Good for newcomers # Edit X Delete
Extra attention is needed # Edit X Delete
invalid This doesn't seem right # Edit X Delete

Further information is requested # Edit X Delete

wontfix This will not be worked on ,‘ Edit X Delete

Figure 10-8. List of the default labels

Those are the most commonly used labels in the developers’ community. But that
doesn’t mean than they are mandatory or immutable; you can change them at your
pleasure and need. Only when you are working on an Open Source project is it ill
advised to change them because most developers are so used to them.

But since it’s your personal project and you are the project manager, you can add,
edit, or remove any label you want. For example, the label “help wanted” will be useless
if you work alone in a private setting. You can also use labels to tag the severity of the
issue; many projects use labels like “urgent” or “breaking” if the issue is severe. Labels

127



CHAPTER 10  BEGINNING PROJECT MANAGEMENT: ISSUES

can also be used to differentiate the origin of the issue if the project is big enough. A big
project can use the labels “frontend,” “backend,” or “database” to separate issues into
groups.

After you made your changes to the labels (although I recommend to only add the
new that you need and leave the default ones), get back to your issues and open the
details page. Then, apply one or more labels on each one of them by clicking the Labels
button. You can check Figure 10-9 for an example.

I‘: mitsitoara commented 35 minutes ago Owner &) e Assignees
n

Create a web page for the app #
o 7

mtsitoara opened this issue 35 minutes ago - 0 comments

Apply labels to this issue
:‘: Write Preview M B i K & @ Z E=E @
. bug

Something isn't working

v I documentation x
Attach files by dragging & dropping, selecting or pasting them Improvements or additions to documentation

duplicate
& Close issue

This issue or pull request already exists

enhancement

New feature or request

. good first issue

Good for newcomers

v B help wanted x

Extra attention is needed

Figure 10-9. Adding a label to an issue

After you add the labels, a notification will appear on the comment section of the

Issues page; you can check Figure 10-10 for an example.
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H mtsitoara commented 36 minutes ago Owner =

No description provided.

© W' mtsitoara added labels 21 seconds ago
Figure 10-10. Notification about the newly added labels

Now, go through each one of your issues and apply some labels on them. Then,
when you have finished, go back to the Issues page. It should look like mine as shown in
Figure 10-11.

Filters = isissue is:open © Labels 9 == Milestones 0

O @ 50pen v 1Closed Author » Labels = Projects « Milestones = Assignee » Sort =

[ © create a web page for the app [Lluauay L]

#6 opened 42 minutes ago by misitoara

[ ® Document the code LR
#5 opened 42 minutes ago by mitsitoara

[ ® pescribe the app in README.md

#4 apened 19 hours ago by misitoara

- © Add some styles to make it prettier with CSS3 enhancement
#3 opened 19 hours ago by misitaara

L) ® write the skeleton of the app with HTMLS enhancement

#2 opened 19 hours ago by misitoara
) ProTip! Exclude everything labeled bug with -label:bug.

Figure 10-11. Labeled issues

Perfect! Now that we put labels on the issues, we can filter through them. For example,
to see every issue labeled “enhancement,” just click Filter (shown in Figure 10-12), and
you will get a result similar to mine as shown in Figure 10-13.
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Filters = isiissue is:;open T Labels 9 == Milestones 0 m

® 50pen v 1 Closed Author - Labels = Projects ~ Milestones ~ Assignee = Sort +

Filter by label
@ Create a web page for the app
&6 opened 1 hour ago by misitoara

@ Document the code Use alt + click/return toexclude labels.
#5 opened 1 hour ago by misitoara

~
Unlabeled
@ Describe the app in README.r
#4 opened 19 hours ago by misitoara @ v
Something isn't working
© Add some styles to make it pn
@ documentation
#3 apened 19 hours ago by mtsitoara Improvements or additions to document...
@ Write the skeleton of the app’ duplicate
#2 opened 19 hours ago by mtsitoara This issue or pull request already exists
enhancement |
New feature or request ith -label:bug.
B oood first issue
Good for newcomers
© 2019 GitHub, Inc.  Terms  Privacy  Security 1 @ heip wanted Contact GitHub  Pricing APl Training Blog About
Extra attention is needed
invalid
This doesn't seem right w

Figure 10-12. Filtering by label

Filters = is:open isiissue label:enhancement © Labels 9 = Milestones 0 m

E3 Clear current search query, filters, and sorts

o

o

O

@ 20pen v 0Closed Author Labels Projects « Milestones « Assignee ~ Sort =

© Add some styles to make it prettier with CS53 enhancement

#3 opened 19 hours ago by mitsitoara

© Write the skeleton of the app with HTML5 enhancement

#2 opened 19 hours ago by mtsitoara

(' ProTip! Add no:assignee to see everything that's not assigned.

Figure 10-13. Filtered issues

Isn’t filtering fun?! But you know what is even more fun? Assign issue to others!

Let’s do it.
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Assignees

Now that our issues are correctly labeled, it is time to assign them to a developer. It’s
fairly an easy task and it’s not so different from labels.

You can assign an issue to up to ten members of your team. But since you're the
only one right now, you can only assign yourself. Let’s do it! Navigate to the issues titled
“Write the skeleton of the app with HTML5” and “Add some styles to make it prettier
with CSS3” and assign them to yourself. Assigning an issue to a team member works
exactly like adding labels. You can check Figure 10-14 for an example.

Ii: mtsitoara commented 19 hours ago Owner TV Assignees
L]

Assign up to 10 le to this kssue
No description provided. gn up peop

D W mtsitoara added the ‘enhancement label 11 minutes ago
1 rojects
*: Write  Preview M B €K @ S EZE @R & None yet
L]
Milestone
No milestone
Notifications Customize
Attach files by dragging & dropping, selecting or pasting them. (M4

{* Unsubscribe

(¥ Close issue You're receiving notifications because

you authored the thread

Figure 10-14. Assigning an issue
After you assigned those two issues to yourself, you will get a result like mine as

shown in Figure 10-15 on your Issues page. You can now filter through your issues by
labels and assignees.
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Filters = istissue is;open D Labels 9 == Milestones 0 m

O @ 50pen + 1Closed Author ~ Labels - Projects Milestones - Assignee - Sort =
[ ® Create a web page for the app m help wanted

#6 opened 6 hours ago by mtsitoara
O © Document the code [T

#5 opened 6 hours ago by misitoara

[ ® Describe the app in README.md EE e

#4 opened yesterday by misitoara

[ ® Add some styles to make it prettier with CS53 enhancement b

#3 opened yesterday by mtsitoara

O @ write the skeleton of the app with HTML5 enhancement b s

#2 opened yesterday by misitoara
J ProTip! Type g p onany issue or pull request to go back to the pull request listing page.

Figure 10-15. A complete issues list

Now that the issues are assigned to you, take off your manager hat and put on your
developer one. It’s time to get our hands dirty!

Linking issues with commits

As we said in the beginning of this chapter, each action you take with Git should have
the resolving of an issue as its goal. Most of the time, when using Git, you will work with
commits; so, each of these commits should be tied to an issue. In this section, we are
going to learn how to link our commits to issues.

First, let’s decide which issues we will be working on. As we saw in Figure 10-15,
there are two issues assigned to us: “Write the skeleton of the app with HTML5” and
“Add some styles to make it prettier with CSS3.” We are going to work on writing the
skeleton first because it makes so much sense to begin by that. So open up the details
page of this issue and take note of its number. As you can see in Figure 10-16, mine is
issue number 2.
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Write the skeleton of the app with HTMLS # o

mitsitoara opened this issue yesterday - 0 comments

:‘: mitsitoara commented yesterday Owner Z) e Assignees

H: misitoara
No description provided.

Labels
1S3 W mtsitoara added the enhancement label 5 hours ago enhancement
Projects
& W misitoara self-assigned this 5 hours ago
None yet

- @ n - - Milestone

Mo milestone

:i: Write  Preview M B i €K & =

Notifications Customize

o Unsubscribe

You're receiving notifications because

Attach files by dragging & dropping, selecting or pasting them. o you were assigned.

(& Close issue | 1 participant

b

Figure 10-16. Issue number 2 details page

Working on the commit

Now that we have an issue to resolve and its number, it’s time to prepare the commit.
Since we decided to use simple HTMLS for this app, we only need a single file for the
skeleton. So, create a file named index.html in your working directory and paste in this
code:

<!doctype html>

<html>

<head>
<meta charset="utf-8">
<title>TODO list</title>

</head>

<body>
<h1>TODO list</h1>
<h3>Todo</h3>
<ul>
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<1i>Buy a hat for the bat</1i>
<li>Clear the fogs for the frogs</li>
<li>Bring a box to the fox</1i>

</ul>

<h3>Done</h3>
<ul>
<li>Put the mittens on the kittens</1i>
</ul>
</body>
</html>

Now, I'll let you stage the newly created file, but don’t commit it yet; we have to talk
about the commit message.

Referencing an issue

We are ready to commit the project in its current state, but we have to tweak the commit
message so that the commit can be linked to an issue. The most common way to link a
commit to an issue is to mention the issue number in the commit message.

Until the point, we only used very short commit messages as we tried to keep
them under one line. But since we need room for a more elaborate way to describe our
commits, we are going to structure our commit messages this way from now on: a title,
a body, and a footer separated by a blank line. To help you understand, you can find an
illustration of it in Figure 10-17.
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% MINGW&64:/c/Users/Mariot/Documents/Boky/raw/todo-list

Title in imperative tone and under 50 characters

Body of the commit message. This is only necessary for commits that need
more explanation. Like the title, you should explain here the 'why' and
‘what' of the commit, not the 'how'.

Remember that commits should be small and independant.

No need to resolve many issues with one commit.

Each line of the body should be under 72 characters.

The optional footer is for issue trackers like GitHup
Please enter the commit message for your changes. Lines starting
with "#' will be ignored, and an empty message aborts the commit.

On branch master
Changes to be committed:
new file: index.htm]

HHBTEHRRRR

Figure 10-17. The commit message structure

Caution Don’t forget the blank line between each part of the commit message.
They are really important.

The body and the footer are optional; only use them when necessary, especially the
body. People are lazy; they will probably only read the title and move on, so make it extra
clear even without the body.

The footer is what interests us right now; it’s the section reserved for issue trackers
like GitHub. We use the footer to make references to issues using their numbers. For
example, to make a reference to the issue we’'re working on, we're just going to put its
number in the footer preceded by “#” When GitHub sees this, it immediately links the
commit with the issue referenced.

Note We can put the references to the issues anywhere in the commit message,
even in the title. But this practice is very ugly and should be discouraged.

Combining all of that, let’s make our commit with a proper commit message. Take
for example my commit shown in Figure 10-18.
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d MINGW®64:/c/Users/Mariot/Documents/Boky/raw/todo-list

Add index.html that contains the project skeleton

See: #2

# Please enter the commit message for your changes. Lines starting
# with '#" will be ignored, and an empty message aborts the commit.
=

# Date: Sun Jul 14 20:26:37 2019 +0200

#

# On branch master

# Changes to be committed:

# new file: index.html

i

Figure 10-18. Commit message linked to issue #2

In my commit message, I skipped the body part because it was unnecessary. I only
needed to link this commit to issue #2 so I put that number in the footer.

Now, push it! Take a look at the previous chapter if you forgot how (hint: git push
origin master).

Now let’s go back to the details page of our issue. First thing you will notice is that a
new comment has been added to it: that’s the reference to our commit. It should look
like mine depicted in Figure 10-19.

:‘: mtsitoara commented yesterday Owner =

No description provided.
© W mtsitoara added the ‘enhancement label 7 hours ago
& W mtsitoara self-assigned this 7 hours ago

R mtsitoara pushed a commit that referenced this issue 1 minute ago

I Add index.html that contains the project skeleton

Figure 10-19. A reference to our last commit
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This is a very useful feature of GitHub that you will certainly use a lot: show all the

commits linked to a particular issue. That’s why no commit should be pushed without

being tied to an issue; it’s better for the management of the project.

If you click the title of the commit shown on the reference (see Figure 10-19), you

will see a familiar screen. I'll let you discover by yourself which screen is depicted in

Figure 10-20.

Add index.html that contains the project skeleton

See: #2
.i" master

I mariot committed 35 minutes ago
Showing 1 changed file with 23 additions and 0 deletions.

v 23 EEEEE index.html [

g0 -9,0 +1,23 @@

+ «<ldoctype html>

+ <html>

[ <head>

+ <meta charset="utf-8>

+ <title>TODO liste</title>

+ </head>

+ <body>

i <h1>TODO 1list</hl>

+

+ <h3>Todo< /hi>

+ <ul>

+ <1i>Buy a hat for the bat</li>
+ <liyClear the fogs for the frogs</li>
+ <1i>Bring a box to the fox</li»>
+ </ul>

+

+ <h3>Done</h3>

+ <ul»

+ <1i>Put the mittens on the kittens</1i>
+ <ful>»

[ </body>

+ </html>

+

Figure 10-20. A detailed view of a commit

Browse files

Bee9195 commit 3a96c3babfSbcf2870669c832F69862d2485dcca

Unified | Split

That’s right! It’s the “git show” view. No need to get lost in Git commands to see what

a commit does, you can directly see it in GitHub!

Now that we successfully resolved the issue, get back to its details page and close it.

Let’s resolve the next one!
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Closing an issue using keywords

It was nice to work on an issue and close it, right? Well, there is still something even more
fun: closing an issue by using keywords in commit message!

First, we have to decide which issue to resolve. Our next issue is “Add some styles to
make it prettier with CSS3” which has the number 3. Let’s resolve it! Open index.html
and change the contents to this:

<!doctype html>
<html>
<head>
<meta charset="utf-8">
<title>TODO list</title>
<style>
h1 {
text-align:center;
}
h3 {
text-transform: uppercase;
}
1i {
overflow: hidden;
padding: 20px O;
border-bottom: 1px solid #eee;
}
</style>
</head>
<body>
<h1>TODO list</h1>

<h3>Todo</h3>

<ul>
<li>Buy a hat for the bat</li>
<li>Clear the fogs for the frogs</li>
<li>Bring a box to the fox</1i>

</ul>

<h3>Done</h3>
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<ul>
<li>Put the mittens on the kittens</1i>
</ul>
</body>
</html>

Stage the file but don’t commit yet. The keywords to close an issue are

e close

e closes

e closed

o fiX

o fixes

o fixed

e resolve
e resolves

e resolved

Using one of these words followed by an issue number will mark it as resolved and
close it. Our commit will resolve issue #3 so we will put that in the commit message
footer. Your commit message should then look like mine as shown in Figure 10-21.

&,

MINGW®64:/c/Users/Mariot/Documents/Boky/raw/todo-list
Add basic style in index.htm]

Resolve #3

# Please enter the commit message for your changes. Lines starting
# with "#' will be ignored, and an empty message aborts the commit.
B

# On branch master

# Changes to be committed:

# modified: index.htm]

#

Figure 10-21. Resolving an issue by commit message

Just like commit messages, the issue references should use the imperative tone; so it
is preferred to use “resolve” instead of “resolved.” Now, it’s time to push our commit and
see for ourselves!
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Navigate to the issue you worked on (you won't find it in the open issues, use the
filter to see the closed issues) and open the details page. You should see a new comment
on it just like mine as shown in Figure 10-22.

H mtsitoara commented yesterday Owner

No description provided.
© "' mtsitoara added the enhancement label 8 hours ago
a W' mtsitoara self-assigned this 3 hours ago

@ W mtsitoara closed this in sef145¢ 11 seconds ago

Figure 10-22. Issue closed by keywords

If you click the commit name, you will again see the “git show” view of the commit.
The little feature of GitHub is useful but be very careful when using it. Only close
an issue when you are perfectly sure that it was resolved. Closing and reopening issues
confuse people and generate a lot of notifications. And don’t close a different issue
by mistake! 83% of all workplace violence is due to Issues closing mistakes. And just
because I just invented this statistic doesn’t mean that you should take it seriously!

Summary

Oof! That chapter was a little bit long, wasn’t it? We learned a lot about issues but, most
importantly, how to link them to commits. Always remember to put all your actions into
issues before acting on them. And don’t forget to triage them with labels and assignees.
That concludes our chapter on basic project management. You should know how to
plan your next moves in GitHub by now. But project management isn’t only planning
tasks beforehand; you should also have a clear view of what happened in the past and
which milestones were reached. Thus, we will jump into “proper” project management
with Projects; this section also includes a very short summary of most form of GitHub

workflow. Let’s go!
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Diving into Project
Management: Branches

Last chapter, we discovered Issues and used them to plan our project. We also learned
how to link our commits to issues, so that we can follow each change in our project. Our
way of work was simple: choose an issue, make a commit that can resolve it, and push to
GitHub. The issue was then resolved and closed. But this way of work is not very adapted
in most real-world projects; the potential of screw-ups is too high.

What if you need more than one commit to resolve an issue? What if other team
members pushed a commit that contained changes to the same files you were working
on? How to make sure that the pushed commits really resolve the issue? All of these are
part of the reasons why making direct changes to the project is not advised, even if you
work alone.

As we said in the last chapter, closing an issue by keywords in the commit message is
cool, but you should be very careful with it. Only you have seen your work, and it might
not resolve the issue. or it might introduce new bugs in the project. That’s why it is better
for someone else to review your code before accepting the changes.

It’s that part that we are going to talk about in this chapter. First, you will be
introduced to the most common GitHub workflow (how most teams work on GitHub),
and then we are going to learn about the concept of Branches.

But before we begin this chapter, here’s a little thing that you should always
remember: “You will make mistakes. A lot of the time. So you must make sure to use as
many safeguards as possible.” Let’s go!

141
© Mariot Tsitoara 2020

M. Tsitoara, Beginning Git and GitHub, https://doi.org/10.1007/978-1-4842-5313-7_11



CHAPTER 11 DIVING INTO PROJECT MANAGEMENT: BRANCHES

GitHub workflow

In this section, we will talk about the most common way that developers use GitHub.
Keep in mind that each team has its own way of doing things, but each of these ways of
working is inspired by the basic workflow that we are going to present.

Remember the little fact about making mistakes? This omnipresent possibility
of mistakes is why you need to follow this GitHub workflow, so even if mistakes
happen, you isolate its repercussion in a controlled manner. Our way of work from the
previous chapter was to commit everything directly to the main project, and this is
very dangerous. The main project is most of the time the “production” line, the version
that the clients see and use. So, this version must be very clean and should be always
exploitable. If any error makes its way to the main version, the clients will experience
bugs and it will disrupt every team member.

One way to resolve this issue is to create a copy of the main project and work on this
clone. Each change you make to this copy will not affect the main project, so none of
your mistakes can impact clients. And when you (and other people) are perfectly sure
that the changes to made resolve the issue, you can reproduce those changes in the main
version.

Those copies of the main project are called Branches, and the concept of
reproducing changes into another branch is called Merging. You can make as many
branches as you like, and you can trade commits between them. When you first create
a repository, Git creates a new branch for you; it’s called “master” Most developers put
their main or production version in master and only recreate changes there when they
are absolutely sure that it’s okay to do so.

Just like tree branches, Git branch can have many ramifications, meaning that you
can even create new branches from branches other than master, even it’s difficult to
maintain such architecture. Most of the time, you will create a branch when working on
an issue and delete it after the issue was resolved.

To put all this into perspective, we are going to learn about the default or common
GitHub workflow. As you know, everything should begin by an issue. We already covered
this last chapter so you are already familiar with this. So, we are going to talk about each
of the next steps of the workflow.

When you are going to resolve an issue by making code changes, you should first
make a copy of the current working version of the project: create a new branch.
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Then, as usual, you make your changes and commit the state of the project. You can
make any number of commits as you need; it won't affect the main branch. You can also
push your commits to GitHub so your code can be seen.

Then, you link your branch to the master one, so others can compare the changes
and review your code. This link is called a Pull Request: you are requesting that your
commits be applied to the master branch.

Other team members can then review your code and make comments about it on
GitHub. You then push more commits addressing those comments until all problems are
solved.

If every party (developers, managers, testers, or clients) agrees that your changes are
okay and resolve the issue at hand, the pull request is accepted. This means that every
commit you made on your branch will be applied to the master branch. You can then
delete the branch you created.

And that’s it! You might wonder how is it different from directly pushing in master.
It’s very different because mistakes and omissions are caught before applying the
changes to the production version; this means that the number of production bugs is
reduced to a minimum. It also makes it possible for various members of your team to
review to changes before they are applied, which is the standard way of work in most
tech companies. Bundling the changes into one pull request also solve the problem
about multiple people pushing commits solving different issues at the same time. It
keeps the history log clean.

You might be tempted to open pull requests only when you feel that you are done
with your work. Unless the work you did was very small and straightforward, don’t wait
long before opening a PR. By working a PR early in your development, you can receive
feedback before making too many changes. It is very useful for beginners especially
because following the wrong path from the start will take a long time to correct and you
would wish that you were told the correct way earlier. Opening a pull request doesn’t
mean that the work is done; it just means that you are thinking about applying commits
from a branch to another.

Note As previously established, you can create branches from any branch and
open pull requests to it. It’s not only reserved for the master.

To summarize all these steps, you can find a little illustration in Figure 11-1.
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= code review

hranchins/ I bugfix-1 H bugfix-1 | %rging

I master '——I master I—l master I—'I master H master I

bra nm | feature-1 l-—l feature-1 | /merging

>— code review

Figure 11-1. Basic Git workflow

As you can see, we can create branch from any branch in our project. Git created
a branch called master for us at the initialization of the repository. We then can create
more branches (e.g. a bugfix branch or a feature branch) to introduce changes in the

master branch.

Branches

As we said earlier, branches are the main feature behind code reviews. You have to work
on your own branch before publishing your work, so that it won’t be bothered by other
people’s changes. Put simply, a branch is just your own independent copy of the project
at a certain time. Let’s see how they work and let’s create and delete some.

The logic behind branches is simple: take the current state of the project and make a
copy of it. In this copy, you can make your changes without impacting other people. You
can use branches to have distinct channels of distributions or just to try new things with
the project.

When creating a repository, you get a branch by default: master. When working on
very small projects, this branch is enough; but most projects need more branches to
get the best results. First, they need a production branch, where clients can get the last
stable version of the software; this is the master branch. The production branch is only
updated when the project is sure to be stable as this is the release branch. Then, there is
the development branch, where all the progress is recorded and all the commits tested.
You will mostly work on the development branch as it is where most of the fun is. Finally,
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there is the short-lived patching branches which you will create to hold your commits

before merging them to the development branch. Those patching branches live and die

with a pull request; you create one when you are solving an issue and delete it afterward.
To summarize a little bit, you will (most of the time) have three sorts of branches:

e Production branch, where you will release stable versions of your
project

e Development branch, where you will test your latest version
» Patching branch, where you will work on your issues

Unless there is a VERY urgent major problem that needs solving immediately, you
will never commit directly to the production or the development branch. To update
those branches, you will use pull requests so that the changes will be reviewed and
tested. There are some companies where every developer just commits directly to the
development branch, but this is very counterintuitive because if a bug is discovered, they
won’t know which commit introduced it. Also, it forces the developer to push “one-do-it-
all” commits, which is an anti-pattern. Do-it-all commits are commits that try to resolve
many issues at the same time, for example, a commit that fixes a bug and introduces a
new feature at the same time. This practice is often caused by the laziness of developers
as they don’t want to create a new branch for another issue. This creates very bad pull
requests and makes it difficult to track the progress of the project. It also creates a big
challenge for the testers as they don’t know which version is the stable one. It’s an all-
around bad idea; don’t do it even with your small projects. It may seem tiring to create
and delete branches all the time, but it is the best workflow when working with Git.

The one thing to remember about Git branches is that they just are simple references
to commits; that’s why creating and deleting them is so fast. Remember when we talked
about how Git stores its commits in chained links? Well, a branch is just a reference to
one of those commits. A commit contains information about the author, the date, the
snapshot, and, most importantly, the name of the previous commit. The name of the
previous commit is called parent and every commit except the first one has at least a
parent. Thus, each commit is linked to the previous one so that we can recreate the
change history of the project.

For now, you only have the default branch called master and it references the last
commit of your project. To create a new commit, Git checks where is the reference and
uses the info in that commit to build the link between the new commit and the previous
referenced one. So, each time you commit, the reference moves to the new commit and
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the cycle continues. Thus, a branch is just a reference to a commit that is designed to be
the parent of the next one.

But how does Git know on which branch are we one? Well, it uses another reference
called HEAD that references the current commit. If you are on a branch, HEAD
references the last commit of that branch. But if you are checking out a previous version
(like we did when we used “git checkout <commit_name>"), the HEAD references that
commit, and you are in a state called “detached HEAD.”

Caution Just like human bodies, never be in a state of “detached HEAD” if you
can avoid it. It is a very dangerous situation to find oneself in.

For most situation, you can think of HEAD as the reference to the current branch,
and every commit you create will use the last commit in that branch as a parent.

When you merge a branch into another, a new commit is created that has two
parents: one parent from each branch. So you can recognize the commit type by its
number of parents:

e No parents: The very first commit
e One parent: Normal commit in a branch

o Multiple parents: A commit created by the merge of branches

Creating a branch

Now that you know a lot about branches, let’s create one! It’s very easy; you just need
to use the “git branch” command followed by the branch name. Keep in mind that the
branch name should only contain alphanumeric values and dashes or underscores; no
spaces allowed.

$ git branch <name>

For example, let’s create a development branch for our project. Let’s name it
“develop.” Here’s how to do it:

$ git branch develop
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After you execute that command, you will notice that nothing has changed in your
project. That’s because creating a branch is just about creating a reference to the last
commit of the current branch and nothing else. To begin working with a branch, you
have to switch to it.

Switching to another branch

We created our development branch and now it’s time to switch to it. But here’s the
problem: I've forgot the name I gave to the branch. Now, someone might suggest that
we could turn back and look at the previous section to look at the name. But I have a
better idea: list all our current branches. To do so, just execute the git branch command
without any parameters.

$ git branch

This command will give you the list branches you currently have and will put a
little star next to the one you're currently on (the HEAD). Check out Figure 11-2 for an
example of branches list.

" MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list - 0O X

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1ist (master)
$ git status

Oon branch master

nothing to commit, working tree clean

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1ist (master)
$ git branch develop
Mariot@lenovo-ideapad ~/Documents /Boky/raw/todo-1ist (master)
$ git branch

develop

* master

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1list (master)
$ |

Figure 11-2. List of branches in our project
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You will notice that we still are on the master branch because we haven’'t made
anything other than creating a branch. Now let’s switch to it.

You already know the command to switch between versions. Well, we will use the
same command to navigate between branches. Simply use “git checkout” with the name
of the branch as parameter.

$ git checkout <name>
So, if we want to switch to the develop branch, we will have to execute:

$ git checkout develop

Note Like when we navigated between versions, you can’t switch branches if
you have uncommitted changed files. Commit before you move. Or use a technique
called “stashing” that we will see in later chapters.

After checking out the new branch, you will get a confirmation message from Git and
you can also check the result of git status to make sure. Figure 11-3 shows the result of
those commands.

-

MINGW®64:/c/Users/Mariot/Documents/Boky/raw/todo-list - O X

Mariot@lenovo-ideapad ~/Documents /Boky/raw/todo-list (master)
$ git checkout develop
Switched to branch 'develop’

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1ist (develop)
$ git status

on branch develop

nothing to commit, working tree clean

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1list (develop)
$ |

Figure 11-3. Switching branches
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EXERCISE: CREATE A TESTING BRANCH

A simple exercise before we move out to the next battle. It’s very straightforward as all the
answers are in this section. The exercise is to create a branch named “testing” where we will
test our project before merging all the commits to the master branch. You have to

o Go back to the master branch
° Create a new branch named “testing”

o Switch to the new branch

Tip To immediately switch to a new branch after creating it, use the option “-b”
with the git checkout command. For example, “git checkout -b testing” is the same
as “git branch testing” and then “git checkout testing.”

Deleting a branch

You had fun creating the testing branch? Good. It’s time to delete it because we already
have a testing branch: develop. That’s where we will merge our patching branches and
all the testing will be done there.

You can delete a pushed branch, meaning a branch that is present on the remote
repository, by checking “delete branch after PR merged” when creating a Pull Request.
This will delete the remote branch but your local branches will be unchanged. You will
have to delete your local branches manually.

To delete a branch, simply use the same command as to create one but with the
option “-d”

$ git branch -d <name>
So, to delete our testing branch, we will use
$ git branch -d testing

Just like a real tree branch, you don’t cut the Git branch you are currently standing
on. Check out another branch before deleting the branch; and for this reason, you can’t
have less than one branch in a project. If you try anyway, you will get an error like the

one shown in Figure 11-4.
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<% MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list = O X

Mariot@lenovo-ideapad MINGWE4 ~/Documents/Boky/raw/todo-1list (develop)
$ git checkout master
Sswitched to branch 'master’

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo-list (master)
$ git branch testing

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo-1ist (master)
$ git checkout testing
Switched to branch 'testing’

Mariot@lenovo-ideapad MINGWG4 ~/Documents/Boky/raw/todo-list (testing)
$ git branch -d testing

error: Cannot delete branch 'testing' checked out at 'C:/Users/Mariot/Documents/
Boky/raw/todo-1list’

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo-list (testing)
$ |

Figure 11-4. Deleting current branch

Thus, you have to check out the master or develop branch before deleting the testing
branch. If you did it correctly, you should get a result like mine as shown in Figure 11-5.

4% MINGW&64:/c/Users/Mariot/Documents/Boky/raw/todo-list — O X

Mariot@lenovo-ideapad MINGWG4 ~/Documents/Boky/raw/todo-1ist (testing)
$ git checkout master
Switched to branch 'master’

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo-1ist (master)
$ git branch -d testing
Deleted branch testing (was 80f145c).

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo-1list (master)
$ |

Figure 11-5. Deleting of a branch (we hardly knew ye)
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Take note of the confirmation message, it gives you the SHA-1 name of the branch
you just deleted. Since the branch we created and deleted contained no commits, it just
referenced the last commit of the current branch. Let’s check the history log to confirm this.
Execute the git log command to get the list of the latest commits, just like in Figure 11-6.

Y

MINGW®64:/c/Users/Mariot/Documents/Boky/raw/todo-list - O X

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1ist (master)
$ git branch -d testing
Deleted branch testing (was 80f145c).

Mariot@lenovo-ideapad ~/Documents /Boky/raw/todo-1ist (master)
$ git log --oneline
80f145c (HEAD -> master, origin/master, develop) Add basic style in index.html

3a96c3b Add index.html that contains the project skeleton
0ee9195 initial commit

Mariot@lenovo-ideapad ~/Documents /Boky/raw/todo-1ist (master)

$ |

Figure 11-6. Commit name check

You will see that the last commit name and the branch name is the same; this is
because we haven’t made any commit in our branch. You will also see on the history log
where the branches are originating from. In this example, the develop branch originates
from the 80f145c commit; it’s the branch’s parent.

Merging branches

We talked a lot about merging branches in this chapter but we haven’t made a single
merge. Let’s change that.

Let’s imagine that you want to improve the README file of the project by adding a
few information. This task is already listed in our GitHub issues so no problem about that.
The next step is to create a new branch from the development branch so we can merge
them later. You have to create a new branch from the develop branch instead of the master
because we won’t touch the master branch until everything is properly tested. If everything
is clear and clean, we will merge the development branch into the master branch.
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It’s clear then, let’s create the new branch where we will work on. Let’s name it
“improve-readme-description.” Don'’t forget to checkout out the develop branch before
creating a new branch from it. We will thus have to execute

$ git checkout develop
$ git branch improve-readme-description

Now that the branch has been created, switch to it so we can begin to work. To switch
to the new branch, just use the checkout command.

$ git checkout improve-readme-description

Perfect! Now we have a branch named “improve-readme-description” that originates
from the develop branch. We like branches so much that we created a branch from a
branch!

Now let’s get to work. Open the README.md file and change its content to

# TODO list
A simple app to manage your daily tasks.
It uses HTML5 and CSS3.

## Features
* List of daily tasks

Now, stage the file and get ready to commit. I'll let you choose the commit message,
but don’t forget to put a reference to the issue you are trying to resolve! The next steps
are thus

$ git add README.md
$ git commit

Nothing new here as every command is the same of any branch. The only slight
change is that the branch name is different on the commit description. You can see it on
my result shown in Figure 11-7.
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-

MINGW®64:/c/Users/Mariot/Documents/Boky/raw/todo-list - O X
Add techs used to README description

See: #4

# Please enter the commit message for your changes. Lines starting
# with "#" will be ignored, and an empty message aborts the commit.
#

# on branch improve-readme-description

# Changes to be committed:

# modified: README . md

B

<uments/Boky/raw/todo-1ist/.git/COMMIT_EDITMSG [unix] (23:12 21/07/2019)10,1 All

<ts/Boky/raw/todo-list/.git/COMMIT_EDITMSG" [unix] 10L, 275C written

Figure 11-7. Committing on another branch

After you made the commit, check the Git history to put all of we did in perspective.
Execute the git log command to see our project history.

$ git log

Tip Use the option “--oneline” when using git log to get a prettier result.

Your project history log should look like mine as shown in Figure 11-8 after you
committed.

153



CHAPTER 11 DIVING INTO PROJECT MANAGEMENT: BRANCHES

" MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list - O X

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1ist (improve-readme-description)
$ git log --oneline

8937fa’? (HEAD -> improve-readme-description) Add techs used to README description

80f145c (origin/master, master, develop) Add basic style in index.html

3a9%6c3b Add index.html that contains the project skeleton

0ee9195 initial commit

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1ist (improve-readme-description)

s

Figure 11-8. History log after committing on a branch

As you can see in the figure, HEAD now points to the last commit of our new branch;
it means that every commit we will create will have that as a parent. You will also notice
that the master and develop branch didn’t change; that’s because we only worked on our
newly created branch.

Now that we are satisfied with our fix, let’s merge the branch to the develop branch
so we can test it. To merge our branch into develop, we first have to check it out. So,
navigate there by using the git checkout command.

$ git checkout develop

Now let’s try to merge the branch into the develop one. Merging just means
reproducing all the commits on one branch on another. To do so, we will use the git
merge command followed by the name of the branch be merged.

$ git merge <name>

Since we are looking to merge “improve-readme-description” into “develop,” our

command to execute on the develop branch is
$ git merge improve-readme-description

This command will recreate your commits from “improve-readme-description” into
“develop.” So, you will get a similar result as a commit confirmation. Check Figure 11-9
for an example.
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4% MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list - a X
~
Mariot@lenovo-ideapad A ~/Documents /Boky/raw/todo-Tist (improve-readme-description)
$ git checkout develop
Switched to branch 'develop'
Mariot@lenovo-ideapad . ~/Documents/Boky/raw/todo-1ist (develop)
$ git merge improve-readme-description
Updating 80f145c..8937fa7
Fast-forward
README.md | 4 ++
1 file changed, 2 insertions(+), 2 deletions(-)
Mariot@lenovo-ideapad W64 ~/Documents/Boky/raw/todo-1ist (develop)
§ |
W
Figure 11-9. Merge result

Let’s recheck the git log to have a clearer idea of what happened. You will get a
similar result to mine after executing “git log --oneline” that is shown in Figure 11-10.

As you can see, HEAD now points to develop because it’s the checked-out branch.
You can also notice that develop and improve-readme-description now point to the
same commit; that’s because of the merge.

4% MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list - O x
~
Mariot@lenovo-ideapad » 64 ~/Documents/Boky/raw/todo-1ist (develop)
$ git log --oneline
8937fa7 (HEAD -> develop, improve-readme-description) Add techs used to README description
80f145¢c (origin/master, master) Add basic style in index.html
3a%96c3b Add index.htm] that contains the project skeleton
0ee9195 initial commit
|Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo-1ist (develop)
$|
W

Figure 11-10. History log after merge

Congratulations on your first merge! It won’t be so easy next time (hint: merge
conflicts, they appear when the same line of code has been modified in different
commits)
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Pushing a branch to remote

Branches are not only made for working locally, you can also publish them to the world
by pushing them to the remote repository. For example, let’s push our development
branch to GitHub so everyone can see our progress.

The command to pushing a branch to remote is (you guessed it!) git push, just like
what we learned in a previous chapter. The command is

$ git push <remote_name> <branch_name>

The remote name hasn’t changed; it’s still “origin.” It’s the branch name that is
different this time. Instead of master, we are going to push the develop branch. So, the
command will be

$ git push origin develop

Since you've already pushed to remote before, the result shown in Figure 11-11 is
familiar to you.

3 MINGW&4:/c/Users/Mariot/Documents/Boky/raw/todo-list = O X

Mariot@lenovo-ideapad ~/Documents /Boky/raw/todo-1ist (develop)
$ git push origin develop

Username for 'https://github.com': mtsitoara

Enumerating objects: 5, done.

Counting objects: 100% (5/5), done.

Delta compression using up to 4 threads

Compressing objects: 100% (3/3), done.

writing objects: 100% (3/3), 412 bytes | 206.00 KiB/s, done.

Total 3 (delta 0), reused 0 (delta 0)

remote:

remote: Create a pull request for 'develop' on GitHub by visiting:
remote: https://github.com/mtsitoara/todo-1ist/pull/new/develop
remote:
To https://github.com/mtsitoara/todo-list.git

* [new branch] develop -> develop

Mariot@lenovo-ideapad ~/Documents /Boky/raw/todo-1ist (develop)

$|

Figure 11-11. Pushing to a remote branch
As you can see, there is a little difference in the result: it gave us a link to create a pull

request, that is, ask for permission to reproduce the commits on develop to master. Take
note of the link because we are going to learn about Pull Requests in the next chapter. ©
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If you return to GitHub to check your project page, you will also have the call-to-
action button about creating pull requests. Ignore them for now and instead navigate
between your master branch and the develop one. You can check Figure 11-12 for an

example of a project page after a new branch has been pushed.

{E 3 commits ¥ 2 branches > 0 releases L& 1 contributor
Your recently pushed branches:
¥ develop (10 minutes ago) 1) Compare & pull request
Branch: master New pull request Create new file  Upload files ~ Find File Clone or download =
Switch branches/tags o
Latest commit sef145¢c 7 days ago
itial commit 15 days ago
Branches  Tags dd basic style in index.htm| 7 days ago
cevelop -
V
v master

A simple app to manage your daily tasks

Features

® List of daily tasks

Figure 11-12. Our new project page

It is all about branches for now. You now know how to create, merge, and delete
them. And most importantly, you have a basic knowledge of the GitHub workflow: create
a branch, work on that branch, and create a pull request.

Now, you may ask yourself: “But didn’t you promise us code reviews and pull
requests? Did we even use the workflow?” You are absolutely right. We didn’t use the
workflow because we used the direct approach: directly messing with the branches.

In a real-world project, you won’t commit and push directly to the master or the
development branch like we did earlier. Instead, you will use Pull Request to merge
branches together. That way, your work can be reviewed by your coworkers before you

can merge them to the development or master branch.
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Summary

This chapter dealt with what makes Git a powerful tool for project management:
branches. Branches are necessary in a fast-paced development as you will probably
work on many issues at the same time. Keeping all those changes in the same place is a
recipe for disaster. For example, you need to start in a clean environment to fix a bug or
introduce a feature; trying to do both at the same time will seriously increase the risk of
introducing more bugs.

The main takeaway of this chapter is the importance of using a workflow when
developing with Git. And those workflows all use branches to separate the different types
of work necessary for a clean issue resolution.

We've seen how to create, check out, and delete a branch. Now, let’s learn more
about Pull Requests and Code Review, so we can propose changes in our master branch!
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CHAPTER 12

Better Project Management:
Pull Requests

In the last chapter, we learn about the typical GitHub workflow; the majority of
companies use a variation of this workflow for their day-to-day work. We also learned a
lot about branches and how to use them. But there is one thing we didn’t get a chance
to review: how to combine those two concepts. The answer is simple: Pull Requests and
Code Reviews.

The previous chapter provided a lot of reasons why using a traditional approach to
code management (everybody commits to the same branch) is a bad idea. But since we
work alone in our current project, we don’t see the inconveniences yet. But they are here,
and they take a lot of time to resolve; so, trust me, it’s better to follow the workflow.

This chapter will show you how to implement the workflow that was presented to us
in the earlier chapter. We will use our newly created branches to introduce changes to
older branches. We will also learn about code review and how to manage them.

Why use Pull Requests?

Many developers who don’t follow a particular workflow say that it’s a waste of time
because it takes away precious development time. There is a truth in that statement
because following the workflow means waiting for other people to review your code. But
you have to keep in mind that you don’t have to wait around doing nothing while waiting
for a review, you can directly go on and solve another issue! That’s why branches are so
powerful in Version Control Systems; you can work on multiple issues at the same time.
With the workflow, you can begin to work on an issue, ask for some ideas or directive from
your peers, and then work on another issue when waiting for responses. After you receive
the necessary feedbacks, you can continue to work on the first issue and repeat this
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process until all the issues are resolved. Using the workflow will also let you begin working
on an issue even if the information about what to do is not complete yet; you can work on
an issue and stop for more info midway into it. And one last thing: having someone else
reread your code is the best way to reduce bugs; the time you gain by not chasing bugs
everywhere is greater than the time you gain by directly committing to master.

The GitHub workflow is also the preferred way of work of Open Source contributors.
It would be very ugly if anyone could push commits directly to a branch without any
review. Instead, each contributor has a working clone of the project and can propose
changes that other contributors will review and discuss.

So, in conclusion, working using the GitHub workflow is the best way of working
and using it will greatly reduce your bugs. And as we've seen in the last chapter, using
branches is only the first step, so you have to use Pull Requests to complete the workflow.
Let’s learn more about them!

Overview on Pull Requests

Pull Requests, as useful as they are, are a fairly easy-to-understand concept. Submitting
a Pull Request, or PR, is just asking for permission to apply all the commits in a branch to
another branch. But we're moving too fast. Before learning about Pull Requests, we have
to learn what a “pull” is.

Pull

In Git terminology, a pull is just the opposite of push (give yourself a high five if you

guessed that!). Push takes your branch and copies all its commits to a remote branch and

creates the branch if it doesn’t exist on the server yet. Pull is just that, but backward: it

looks at a remote branch and copies the commits on it to your local repository. It’s just an

exchange of commits: push if it’s from local to remote and pull if it’s from remote to local.
The syntax is very similar too:

$ git pull <remote_name> <branch_name>

So, for example, if you wanted to get the commits from the master branch on GitHub,
you would have to execute the command while checking out the master branch:

$ git pull origin master
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Make sure to always be on the branch corresponding on the one you are pulling
before running any command. So, in this case, you have to check out master before
running git pull. After executing the command, you will get a result like mine as shown
in Figure 12-1.

%,

MINGW®64:/c/Users/Mariot/Documents/Boky/raw/todo-list — O X

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1ist (develop)
$ git checkout master
Switched to branch 'master’

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-list (master)
$ git pull origin master

From https://github.com/mtsitoara/todo-list

* branch mas ter -> FETCH_HEAD

Already up to date.

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1ist (master)

$ |

Figure 12-1. Pulling master from origin

Since you have the same commits on your local repository and on GitHub, nothing
happened. But once you start working with other people, you will have to pull their
branches on your local machine to review their changes or simply review the changes on
GitHub.

It’s basically it! Pulling is just copying commits from a remote branch to a local one.
And don’t worry, you will have more occasions to play with git pull soon.

What does a PR do

Now that we know more about pulling, we have a clearer idea of what a Pull Request is.
A PRis just asking for permission to execute a pull action on a remote repository. But
pulling a branch is not enough for the action to be complete: you also have to merge the
branches together.
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Remember when we merged a patch branch into the development branch? A PR
is just asking for permission to do that. You can do everything you want with your
local branches, but when you deal with upstream branches (branches in the remote
repository), you have to use a little bit of civility and ask for permission first. This assures
that every fix committed in the main branches is properly tested and reviewed.

So, to put it together, a Pull Request is a request you make to get GitHub to perform
those actions: pull your patching branch and merge it with another branch. For example,
in our project, we have currently three local branches (master, develop, and improve-
readme-description) and two remote branches (master and develop). If we made any
new commits to improve-readme-description and we wanted to merge it with develop,
we would open a PR. After the PR is accepted, GitHub will perform the following actions:
pull the improve-readme-description branch and then merge it with the develop branch.

You might ask yourself: “If the endgame of a Pull Request is to merge branch, why
not call it Merge Request?” Well, many people (including other Git hosting services like
GitLab) call it Merge Request. It means the same thing. In this book, we will use the two
terms interchangeably.

Create a Pull Request

Let’s get down to business! Creating a new PR is very easy; you just need two branches:
one to work on and another to merge into. Let’s do it!

First, let’s create an issue to work on. So go to GitHub and create an issue called
“Improve the app style.” Yes, we've had a similar issue previously, but since we’ve already
solved that issue, we are going to open a new one. It’s not a good idea to recycle issues
because it will make it harder to follow your progress.

After you've created the issue, it’s time to go back to your Terminal because each PR
begins with a branch. We are going to create a branch named “improve-app-style” from
the latest development branch, which is develop. As we saw in the last chapter, the way
to create a new branch from another is to check out the source branch and execute the
branch creation command. So, we have to execute those commands one after another:

$ git checkout develop
$ git branch improve-app-style
$ git checkout improve-app-style
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After executing those three commands, you will find yourself with the new branch
checked out, just like in Figure 12-2.

4% MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list . (] X

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo-list (master)
$ git checkout develop
Switched to branch 'develop'

Mariot@lenovo-ideapad MINGWG64 ~/Documents/Boky/raw/todo-list (develop)
$ git branch improve-app-style

Mariot@lenovo-ideapad NGw64 ~/Documents/Boky/raw/todo-list (develop)
$ git checkout improve-app-style
Switched to branch 'improve-app-style’

Mariot@lenovo-ideapad MINGWG4 ~/Documents/Boky/raw/todo-list (improve-app-style)
$|

Figure 12-2. Creation of a new branch

Within our newly created branch, let’s work on the issue. Open index.html and
replace its contents to

<!doctype html>
<html>
<head>
<meta charset="utf-8">
<title>TODO list</title>
<style>
h1 {
text-align:center;
}
h3 {
text-transform: uppercase;
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ul {
margin: 0;
padding: 0;
}
ul 1i {

cursor: pointer;
position: relative;
padding: 12px 8px 12px 40px;
background: #eee;
font-size: 18px;
transition: 0.2s;
}
ul li:nth-child(odd) {
background: #f9f9f9;
}
ul li:hover {
background: #ddd;
}
</style>
</head>
<body>
<h1>TODO list</h1>

<h3>Todo</h3>

<ul>
<li>Buy a hat for the bat</li>
<li>Clear the fogs for the frogs</li>
<li>Bring a box to the fox</li>

</ul>

<h3>Done</h3>
<ul>
<li>Put the mittens on the kittens</1i>
</ul>
</body>
</html>
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Then, stage the file and prepare to commit. Put something very simple as a commit
message, no need to reference the issue; we’ll do this later. As a commit message,
you can simply put: “Add basic color changes on item rows.” As usual, you will get a
confirmation message as shown in Figure 12-3 after the commit.

<% MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list - O X

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo-1ist (improve-app-style)
$ git add index.htm]
warning: LF will be replaced by CRLF in index.html.
The file will have 1its original Tine endings in your working directory
Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1ist (improve-app-style)
$ git commit

[improve-app-style a739045] Add basic color changes on item rows

1 file changed, 17 insertions(+), 4 deletions(-)

Mariot@lenovo-ideapad ! ~/Documents /Boky/raw/todo-1ist (improve-app-style)
§ git status

on branch improve-app-style

nothing to commit, working tree clean

Mariot@lenovo-ideapad ~/Documents /Boky/raw/todo-1ist (improve-app-style)

$ |

Figure 12-3. Commit confirmation

Now it’s time to push it to GitHub. As we’ve previously seen, we will have to use
the git push command, followed by the remote name and the branch name. So the
command will be

$ git push origin improve-app-style

After you've pushed your branch to GitHub, you will get another familiar
confirmation message. You can check Figure 12-4 for an example of this.
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<% MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list - O X

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo-1ist (improve-app-style)
$ git push origin improve-app-style

Username for "https://github.com': mtsitoara

Enumerating objects: 5, done.

Counting objects: 100% (5/5), done.

Delta compression using up to 4 threads

Compressing objects: 100% (3/3), done.

writing objects: 100% (3/3), 516 bytes | 516.00 KiB/s, done.

Total 3 (delta 1), reused 0 (delta 0)

remote: Resolving deltas: 100% (1/1), completed with 1 Tlocal object.
remote:

remote: Create a pull request for 'improve-app-style' on GitHub by visiting:

remote: https://github.com/mtsitoara/todo-1ist/pull/new/improve-app-style
remote:
To https://github.com/mtsitoara/todo-list.qgit

* [new branch] improve-app-style -> improve-app-style
Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo-1list (improve-app-style)
$|

Figure 12-4. Pushing the branch to GitHub

As you can see on the confirmation message, Git directly shows you a link to follow
so you can create a Pull Request. But let’s create a PR with another way: directly on
GitHub.
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Go to your project page and look for something different in the presentation. After a

recent push to a new branch, your project page should like the one shown in Figure 12-5.

A todo list of my daily tasks

Manage topics

{0 3 commits

Edit

V 3 branches 2> 0 releases A8 1 contributor

Your recently pushed branches:

¥ improve-app-style (5 minutes ago)

Branch: master = New pull request

! mariot Add basic style in indexhtml ..

&) README.md

=) index.html

README.md

TODO list

n Compare & pull request
Create new file  Upload files  Find File P @D

Latest commit 88f145¢ 11 days ago

initial commit 19 days ago
Add basic style in index.html 11 days ago
rd

A simple app to manage your daily tasks

Features

® List of daily tasks

Figure 12-5. Project page after a recent push
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As you can see, there is a new call to action on the page, right above the list of
branches. It shows the name of the branch that you just created and a big button for
creating a PR. Click the button to continue; you should get to the Pull Request creation
form, just like in Figure 12-6.

Open a pull request

Create a new pull request by comparing changes across two branches. If you need to, you can also compare across forks.

(N base:develop= # compare: improve-app-style~  + Able to merge. These branches can be automatically merged.

:i: Add basic color changes on item rows Reviewers
No reviews
Write Preview M B i @K o D S E= @ A &~
Assignees
- Change item background color ! misitoara

- Change background color on item hover

Labels
Fix #7
enhancement
Projects
MNone yet
Attach files by dragging & dropping, selecting or pasting them. o Milistovie
Create pu“ r!quﬁt -, No milestone
< 1 commit [¥11 file changed (2 0 commit comments AL 1 contributor

Bl Commits on Jul 25, 2019

I mariot Add basic color changes on item rows

Figure 12-6. Pull request creation form
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You can note that the PR creation form is very similar to the issue creation form.
On the right, you can find the same information about assignees and labels; they work
exactly the same. On the bottom of the page, you can see the commits to be applied by
the Pull Request; and if you scroll down, you'll find the differences between the versions.
Check Figure 12-7 for an example of this.

Showing 2 changed files with 19 additions and 6 deletions. Unified | Split

v 4 EEEN README.md [B <

@ -1,6 +1,6 @@
# TODO list

- A simple app to manage your daily tasks

+

A simple app to manage your daily tasks.

+

It uses HTMLS and CS553.

## Features

* List of daily tasks

v 21 EEEEC index.html [

pt @@ -10,10 +10,23 g8
h3 {
text-transform: uppercase;
H
11 {
overflow: hidden;
padding: 208px 8;
border-bottom: lpx solid deee;
+ ul {
+ margin: @;
+ padding: 2;
+ }
+ ul 14 {
+ cursor: pointer;
+ position: relative;
+ padding: 12px Bpx 12px 48px;
+ background: ®eee;
+ font-size: 1Bpx;
+ transition: @.2s;
+ }
+ ul li:nth-child(odd) {
+ background: #F9f9f9;
2 i
+ ul li:hover {
+ background: #ddd;
}
</style>
< fhead>

R

Figure 12-7. Differences between versions
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But you might ask yourself why there are two commits to be applied. It’s because of
the target branch. If you examine Figure 12-6 closely, you'll find that the base branch for
the PR is master. This is not what we want, as we are targeting the develop branch. Go
ahead and change the base branch to develop. After you change it, the page will reload,
and you'll get a different result, shown in Figure 12-8.

Open a pull request

Create a new pull request by comparing changes across two branches. If you need to, you can also compare across forks.
(] base:develop= #  compare: improve-app-style~  # Able to merge. These branches can be automatically merged.
:i: Add basic color changes on item rows Reviewers
No reviews
Write Preview M B i K o @ ZEY=E @ R SN~
Assignees

MNo one—assign yourself

Labels

None yet
Projects
None yet
Attach files by dragging & dropping, selecting or pasting them. (4] Milestone
No milestonse
Create pull request - R
< 1 commit [¥11 file changed (2 0 commit comments AL 1 contributor
& Commits on Jul 25, 2019
I mariot Add basic color changes on item rows

Figure 12-8. Pull Request on develop

Asyou change it, notice that the PR name has also changed; that’s because the PR
name takes the last commit message as a default name. But you can change it if you
want, especially if you have multiple commits in one PR. Remember one thing about PR
name: it should be as clear and straight to the point as commit messages. Your PR name
should respond to this question: “What will this PR do if I merge it?” So take a good care
of your PR name and description so that the reviewers can know which problem you are
trying to solve without reading your code.
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You can expand your PR explanation on the description textbox, and don’t hesitate

to provide more information about the changes. You should put the keywords to closing

issues there. Check Figure 12-9 for an example of this.

Open a pull request

Create a new pull request by comparing changes across two branches. If you need to, you can also compare across forks.

[N base:develop= # compare: improve-app-style~  + Able to merge. These branches can be automatically merged.

:i: Add basic color changes on item rows Redewers
No reviews
Write  Preview M B K o @ S E=E @R &
Assignees
- (Change item background color 1! misitoara

- Change background color on item hover

Labels
Fix #7
enhancement
Projects
MNone yet
Attach files by dragging & dropping, selecting or pasting them. o Milistovie
Create pull request -~ No milestone
< 1 commit [31 file changed (2 0 commit comments A1 1 contributor

Bl Commits on Jul 25, 2019

I mariot Add basic color changes on item rows

Figure 12-9. A completed Pull Request
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Once you are ready, click “Create pull request” to get it done; you will arrive at a page

similar to the one shown in Figure 12-10.

Add basic color changes on item rows &
mitsitoara wants to merge 1 commit into develop from improve-aps-style [

& Conversation 0 < Commits 1 B, Checks 0 mr-'leschanged 1

“: mtsitoara commented 1 minute ago Owner

* Change item background color
® Change background color on item hover

Fix #7
-
i Add basic color changes on item rows #2
8341 mitsitoara wants to merge 1 commitinto develop from improve-app-style [

& W mtsitoara self-assigned this 1 minute ago

Add mare commits by pushing to the improve-app-style branch on misitoara/todo-list.

1 ° This branch has no conflicts with the base branch

Merging can be performed automatically.

UG TR TITC SR gl You can also open this in GitHub Desktop or view command line instructions.

H Write  Preview MBI ¢ ©@ EE¥v=E @

Attach files by dragging & dropping. selecting or pasting them.

(& Close pull request

Figure 12-10. Your new Pull Request

H &~

Edit

+17 -4 EEER
Reviewers
Nao reviews

Assignees

! mtsitoara

Labels

Projects

None yet

Milestone

No milestone

Notifications Customize
#{x Unsubscribe
You're receiving notifications because you

were assigned,

2 participants

£ Lock conversation

Again, this view is very similar to its Issues counterpart, even the PR number follow

the Issues number. The only difference is the button to merge the pull request. If you
click this button, the PR will be accepted, and the branches will be merged. But don’t do

that yet! Let’s play around with our PR before merging it.
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Now that our PR is submitted, it’s time to review it! Put down your developer hat for a
second and put on your tech lead hat, it’s time to do a Code Review!

Code Reviews

Code Reviews are one of the best features of GitHub. Long gone where the days where
you had to schedule a one-on-one meeting with your Tech Lead so they could check
your code. No need to send each other long chains of emails (with a long list of annoyed
people on the Cc list) for each change request in the code. Now, everything is done in
GitHub. Let’s see!

Give a Code Review

In Figure 12-9, you had a glimpse of the Code Review process. You saw all the changes
done to the files compared to the current version but you couldn’t interact with them yet.
In this section, you will learn how to review your co-contributors’ code.

You can see in Figure 12-10 that the PR page has many sections, just like the Issues
page. You have to click “Files changed” to begin the Code Review. You will then arrive at
a page similar to the one shown in Figure 12-11.
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Add basic color changes on item rows ¢ B
mitsitoara wants to merge 1 commit into develop from isprove-app-style :"g_
& Conversation 0 < Commits 1 B Checks 0 13 Files changed 1 +17 -4 EEER
i 80 -10,10 +10,23 g@
Add basic color changes on item rows # it -
Open 0/ 1 files viewed @ P
Changes from all commits »  File filter..» Jumpto..> £}« c : L KA

v 21 EEEES index.htal [ [ Viewed

padding: 20px @;

border-bottoam: lpx solid fees;
ul {

margin: 9;

padding: @;

ul 14 {
cursor: pointer;
positicn: relative;
padding: 12px 8px 12px 48px;

background: Feee;

font-size: 1Bpx;

transition: B.2s;

ul li:nth-child{odd) {
background: #F9f3f9;

ul li:hover {

+ + + + + + + + o+ o+ F A+ + + +

background: Fddd;
}
<fstyle>
< fhead>

ki
Figure 12-11. The Code Review section

This view should remind you of the git diff results, because it’s essentially the same
thing. It shows you the differences between the versions in detail, which means that you
will see what has been added, removed, or replaced.

Leave a review comment

Now, let’s pretend to review this code. During code reviews, you can comment on the
whole changes or a specific piece of code. For example, let’s put a comment on the “ul li”
CSS definition on line 17. As you move around your cursor on the code review change,
alittle “plus” icon follows it. It means that you can comment there. Let’s do that. Place

174



CHAPTER 12  BETTER PROJECT MANAGEMENT: PULL REQUESTS

your cursor on line 17, and when the “plus” icon shows, click it. It will open a small
comment section like in Figure 12-12.

. pauuLng: o;

t: }

+ ul 1i {

= . o e e
Write  Preview E M B ‘K o EEE=E @ -
Attach files by dragging & dropping, selecting or pasting them. o
Cancel Add single comment
+ cursor: pointer;
+ position: relative;

padding: 12px 8px 12px 4@px;

Figure 12-12. A code review on a line

As always, you can make all kinds of comments on this section with the help of
Markdown syntax. For this example, we are going to put this comment: “Make the list
items unselectable for a cleaner UX. Use "user-select: none’.” You should check the
preview before you leave the comment, just like in Figure 12-13.

Write Preview

Make the list items unselectable for a cleaner UX.

Use user-select: none

Cancel Add single comment

Figure 12-13. Comment preview
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If you are satisfied with your comment, click “Start a review” to go to the next step.
The comment will show on the Review page, and there will also be a reply button on the
comment, just like the result shown in Figure 12-14.

Add basic coler changes on item rows #2 e
pen 0/ 1 files viewed @ Finish }
Changes from all commits ~  File filter.. > Jumpto..~ &}~ e rmmo"
v 21 EEEEC index.html [ [ viewed

overflow: hidden;
padding: 28px @;
border-bottom: lpx solid deee;
ul {
margin: @;
padding: @;
t
ul 14 {

+ o+ o+ o+ o+

:‘: mtsitoara Author Owner  Pending

Make the list items unselectable for a cleaner UX.

Use user-select: none

:‘: Reply...

Figure 12-14. The posted comment

Using this button, the developer can discuss the comment with the reviewer before
beginning to rework on the PR. You can make more comments if you want, because
comments are essentially what constitute a Code Review. If you are satisfied, click the
“Finish your review” button on the top of the page. You will again be greeted with a small
section, just like the one shown in Figure 12-15.
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i = s v
Write Preview M B i € oD ZEE @R S
Attach files by dragging & dropping, selecting or pasting them. M4}
® Comment

Submit general feedback without explicit approval.

Approve
Submit feedback and approve merging these changes.

Request changes
Submit feedback that must be addressed before merging.

Figure 12-15. Finishing the review

Upon finishing the review, you will get three choices: Comment, Approve, or Request
changes. Since it’s our own Pull Request, we cannot approve or request change on it, so
we'll just choose the default option, which is a general feedback on the changes. Let’s
put: “Don't forget to take account different browsers” as a comment and submit the
review. You will once again go back to the PR details page as shown in Figure 12-16.
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li: ® mtsitoara reviewed now View changes
=

Add basic color changes on item rows #2

mtsitoara wants to merge 1 commit into develop from improve-app-style ﬁ.

‘ Don't forget to take account different browsers

index.html
+ margin: @;
+ padding: @;
+ }
+ ul 311§
I mtsitoara now Author Owner +@ e

Make the list items unselectable for a cleaner UX.

Use user-select: none

:i: Reply...

Resolve conversation

Figure 12-16. Your completed Code Review

The PR details page will show you the different comments left by the reviewer and
also the general comments for the whole PR. Let’s resolve these comments.

Update a Pull Request

The comment left by the reviewer suggested that we should change some code before
our PR is accepted. So, let’s do that! Let’s update our PR by pushing new commits to the
patching branch.

Note The patching branch is also called topic branch, because each branch
should have its own topic to resolve.
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Open index.html once again and change its contents to this:

<!doctype html>
<html>
<head>
<meta charset="utf-8">
<title>TODO list</title>

<style>

h1 {
text-align:center;

}

h3 {
text-transform: uppercase;

}

ul {
margin: 0;
padding: 0;

}

ul 1i {
cursor: pointer;
position: relative;
padding: 12px 8px 12px 40px;
background: #eee;
font-size: 18px;
transition: 0.2s;
-webkit-user-select: none;
-moz-user-select: none;
-ms-user-select: none;
user-select: none;

}

ul li:nth-child(odd) {
background: #f9f9f9;

}

ul li:hover {
background: #ddd;
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</style>
</head>
<body>
<h1>T0ODO list</h1>

<h3>Todo</h3>

<ul>
<li>Buy a hat for the bat</li>
<li>Clear the fogs for the frogs</li>
<li>Bring a box to the fox</l1i>

</ul>

<h3>Done</h3>
<ul>
<li>Put the mittens on the kittens</1i>
</ul>
</body>
</html>

Stage the file once again and commit the project with the message: “Make the list
items unselectable.” Then, push the branch to GitHub again. Check the previous section
if you are lost in this exercise. Hint: git push origin improve-app-style.

After you pushed the branch, go back to the PR page again. You will notice a new
comment on the details page. Check Figure 12-17 for an example of this.

o New changes since you last viewed View changes

I. Make the list items unselectable

Add more commits by pushing to the improve-app-style branch on mtsitoara/todo-list.

Figure 12-17. New changes detected by GitHub

After each commit you push, GitHub will update the PR to reflect the changes
applied to the branch; click “View changes” to review the new changes. You will once
again arrive on the Code Review page but with a little twist: you will only notice the new
changes, meaning the changes that you haven'’t seen yet. This makes it easier for the
reviewer to follow the progression of the PR.
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Since we don’t have any additional comments, go ahead and click “Finish review”
and then give a general comment. In a work environment, you won’t review your own
code so the Approve choice would be available. But since we're working alone, just give
a general comment like “Good job!” since the developer worked really hard. The general
comment will appear on the PR details page just like in Figure 12-18.

:i: © mtsitoara reviewed now View changes
A
mtsitoara left a comment Author  Owner T

Good Job!

Add more commits by pushing to the improve-app-style branch on mtsitoara/todo-list.

° This branch has no conflicts with the base branch

Merging can be performed automatically.

(WETCTRT RS TES SR You can also open this in GitHub Desktop or view command line instructions.

Figurel2-18. A final comment has been made

Now, we can safely merge our branch to the base branch because our code is
properly reviewed. Click the big green button to accept and merge the PR. You will be
asked for a confirmation before the branch is merged. After you confirm it, the branches
will be merged and the PR closed. You can even delete the source branch if you want,
just as Figure 12-19 shows.

Pull request successfully merged and closed Galate bisrch

You're all set—the improve-app-style branch can be safely deleted.

Figure 12-19. Pull Request accepted
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Whether or not you want to delete the branch is up to you. Sometimes, teams don’t
delete the branches until a tester has confirmed that all is well.

“But why isn’t my issue automatically closed?” you ask. That’s because the fix in the
develop branch, which is not the default branch. Only fixes merged in the default branch
(master) will close issues automatically. But since you are worried about that issue, let’s
do alittle exercise before we go to the next chapter.

EXERCISE: MERGE DEVELOP INTO MASTER

Let’s pretend a tester tested our new feature and said that it was okay to release. So, we have
to merge develop into master. The exercise is

° Go back to the project page
° Open a PR to merge develop

° Accept the PR and merge

Summary

Congratulations on getting your first PRs accepted! (but it would be more impressive

if you didn’t accept them yourself). This chapter has been quite long, but you need to
understand it completely to benefit from the awesome features of GitHub. For your
next issues, open a PR instead of committing directly to master. And remember that in
most professional settings, committing on master is not only discouraged but denied by
default by GitHub. Each change must come from a Pull Request.

You should be comfortable using PR by now; if not, reread the first sections of this
chapter. The one thing to remember is a pull request is just a fancy way of asking for
permission to apply commits on a branch.

You may have some questions now: “What if somebody else pushed some changes
in the base branch before I complete my PR?’; “What if someone else modified the
same file as me?’, or “What if I'm tasked to resolve another issue while I'm working on a
PR?” Those questions are very pertinent indeed; that’s why we’ll cover them in the next
chapter. We will deal with Merge Conflicts and how to solve them. But before learning
how to solve them, we will learn how to avoid them altogether! Let’s go!
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CHAPTER 13

Conflicts

The last chapter introduced us to the wonderful world of Merge Requests. You should
know what their use is and why it is a good idea to use them. Even if they are a fairly
simple concept to grasp, they also come with some shortcomings that are hard to ignore.

You are mostly done with your journey; you've come a long way. But there are still
things that you need to learn before continuing your path all by yourself. You need to
learn what problems you're going to have along the way. We are going to talk about those
problems in this chapter. First, we will re-review how branch merging works, and then
we will present the problems you’ll most likely run into in your career. Finally, we'll see
the common solutions for those problems. Don’t be afraid of Conflicts because they're
easy to resolve; they're just annoying.

How a merge works

Let’s rewind a little and go back to the basics: what does a merge do? A merge takes each
commit in a branch and applies them on another. Simple, right? Well, a well-planned
merge goes smoothly most of the time. But even if you plan every last detail, there is
something you can’t control: what other people do.

Don'’t forget that Git is a distributed Version Control System, meaning that every
contributor has their own copy of the project and can do anything to their local
repository. Everyone can change every file as there is no “file lock” like on some VCSs.
This means that there are instances where multiple people have made changes to the
same file. Bringing all those changes together necessitate a merge.

Before going to the next section, you have to remember one thing: only merge a
branch when you are sure that the commits in that branch are final. Merging a branch
that contains unfinished work defeats the purpose of branching—having a clear history.
Opening a Pull Request even if you aren’t planning to actually merge the branches is
okay; but actually merging them uncompleted is not.
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As we said earlier, a merge begins with a branch. Most of the time, it’s a branch that
you don’t have on your local repository yet. So, you have to pull it from origin (the default
name for a remote repository).

Pulling

Let’s revise the pulling command the second time. Pulling means copying a remote

branch to the local repository. For example, we have merged a branch into develop and
master but have not done anything to our local branches. It means that we are “behind”
in the history timeline as there are commits in the remote repository that we don’t have.

In fact, the word “behind” is a little misnomer because, as we established, every
repository is independent and there are no central repositories in Git. We chose to have
a master remote repository because it makes it easier to work in teams. But, concretely,
you can exchange commits as you like; the concept of being “behind” was invented just
to make developers’ lives easier.

Let’s try to pull master into our local repository. Remember that you need to have
finished the exercise from the last chapter (merging develop into master) before doing
the next steps on this chapter. First, check out your local master branch and make sure
it’s clean.

$ git checkout master
$ git status

If you didn’t do anything funny on your working directory, you should get the same
result as shown in Figure 13-1: a clean directory.
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<% MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list - O X

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo-list (improve-app-style)
$ git checkout master
Switched to branch 'master’

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo-1list (master)
$ git status

On branch master

nothing to commit, working tree clean

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo-list (master)

$ |

Figure 13-1. A clean directory is needed before a pull

Now, let’s check the history log before we make any change.
$ git log --online

This will result in the output of the master branch history. It will not have the recent
changes we made because those changes are only in the remote repository right now.
The master history log should look like the one shown in Figure 13-2.
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<% MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list — O X
~
Mariot@lenovo-ideapad b ~/Documents/Boky/raw/todo-1ist (master)
$ git log --oneline
80f145c (HEAD -> master, origin/master) Add basic style in index.html

3a96c3b Add index.html that contains the project skeleton
0ee9195 initial commit

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-list (master)

$ |

Figure 13-2. The history log before the pull

As you can see in Figure 13-2, the HEAD is pointed at the last commit of the branch
right now (and most of the time, it will be that way). According to this result, our local
master branch and the remote master branch are on the same level, meaning that they
contain the same commits. We know that this isn’t true because we’ve made changes
on the remote master. Our local Git repository doesn’t know that because we haven’t
fetched any commits from the server yet. Let’s do that.

As we've seen last chapter, pull and push command work the same way: you just

have to pass the remote repository name and remote branch name as parameters. So the
command will be

$ git pull origin master

After executing this code on a clean working directory, you will get the result shown
in Figure 13-3.
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<% MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list - O X

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1ist (master)
$ git pull origin master
remote: Enumerating objects: 2, done.
remote: Counting objects: 100% (2/2), done.
remote: Compressing objects: 100% (2/2), done.
remote: Total 2 (delta 0), reused 0 (delta 0), pack-reused 0
Unpacking objects: 100% (2/2), done.
From https://github.com/mtsitoara/todo-1ist
* branch master -> FETCH_HEAD
80f145c..c9991f8 master -> origin/master
Updating 80f145c..c9991f8
Fast-forward
README.md | 4 +4
index.htm]l | 25 ++++++dtttrtitrtbit++
2 files changed, 23 insertions(+), 6 deletions(-)

Mariot@lenovo-ideapad ~/Documents /Boky/raw/todo-1list (master)
$ |

Figure 13-3. Pulling master from origin

Fast-forward merge

After you've pulled master from origin, you will get a summary of the operation. You
will see the number of files changed and the type of merging that has been done. Here,
the type is “fast-forward,” and it’s the easiest type of merge. Fast-forward means that the
commits on the remote branch were on the same timeline as the local branch, so Git
only had to move HEAD to the last commit of the origin branch. Remember when we
talked about commits being linked to another by parent-child relationships? If Git sees
a link between the commits on the first branch and the branch to be merged, a fast-
forward merge is done, meaning that only a move of pointer is necessary, which makes
Git very fast. You should always strive to use fast-forward as a method of merging as it’s
the easier and, most importantly, cleanest for the history log.

Talking about the history log, let’s check it out to see the changes we've fetched from
the server. Once again, use the “--oneline” option to get a prettier result.

$ git log --oneline
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This will give you the result shown in Figure 13-4.

| ¢ MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list — O X

|Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1ist (master)

|$ git log --oneline

|€9991f8 (HEAD -> master, origin/master) Merge pull request #9 from mtsitoara/develop

|33753ec Merge pull request #8 from mtsitoara/improve-app-style

|a15197b (origin/improve-app-style, improve-app-style) Make the list items unselectable

|a739045 Add basic color changes on item rows

|8937fa7 (origin/develop, improve-readme-description, develop) Add techs used to README description
| 80f145c Add basic style in index.htm]

|3a96c3b Add index.html that contains the project skeleton

iOee9195 initial commit

|Mariot@]lenovo-ideapad ~/Documents/Boky/raw/todo-1ist (master)
s

Figure 13-4. History log after pulling from origin

You got extra commits! Commits from the remote branch were merged into your
local branch. Now, your local master branch points to the same commit as the origin
branch.

Let’s unpack all of this. First, let’s talk about the branch colors. Green branches are
your local branches, whereas red branches are remote. Remote also have two names as
their names are combined with the remote repository name.

You can see that improve-readme-description, develop, and origin/develop are on
the same level. We know this isn’t correct because we changed develop from GitHub. Git
won’t know that changes were until you pull the develop branch from origin.

You will notice that there are commits you didn’t make on this history, namely,
“Merge pull request #8 from mtsitoara/improve-app-style” and “Merge pull request #9
from mtsitoara/develop.” They are called merge commits and they are created by Git
when you merge two or more commits. In our project, we merged improve-app-style
into develop and then develop into master. Each of these merges produces a merge
commit.

Just like normal commits, you can show more information about it by using the git
show command. Let’s show the first merge commit.

$ git show 33753ec
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This will result in a familiar view for us: the commit intel view. You should get the
same result as shown in Figure 13-5.

¢ MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list

Mariot@lenovo-ideapad W ~/Documents/Boky/raw/todo-list (master)
$ git show 33753ec

commit 33753ecaebae?2balc3ffdcle543d372385884c78

Merge: 8937fa7 al5197b

Author: mtsitoara <52602645+mtsitoara@users.noreply.github.com>

Date: Fri Jul 26 01:25:47 2019 +0200

Merge pull request #8 from mtsitoara/improve-app-style

Add basic color changes on item rows

Figure 13-5. The detailed view of a merge commit

This view isn’t particularly interesting because it only shows the commit parents
and the user that did the merge. One thing to remember, though, is the committers and
the merger can be different people. And you should put your keywords resolving issues
in the merge commit message rather than the commit messages. Most of the time, a
commit won't be enough to solve a problem; so, put those keywords into the pull request
message so the issue is only closed when the branch has been merged.

The history log shown in Figure 13-4 is pretty, but it doesn’t really show the concept
of branches and merges. A graph would be more appropriate, and there’s a parameter
for that in the git log command. The parameter is “--graph” and you should use it with
“--oneline” to get the best results.

$ git log --oneline --graph
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This command will produce simple graphs like the one shown in Figure 13-6.

 MINGW&64:/c/Users/Mariot/Documents/Boky/raw/todo-list — (] X

ariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1ist (master)
git log --oneline --graph
c9991f8 (HEAD -> master, origin/master) Merge pull request #9 from mtsitoara/develop

R -

33753ec Merge pull request #8 from mtsitoara/improve-app-style

* al5197b (origin/improve-app-style, improve-app-style) Make the list items unselectable

* a739045 Add basic color changes on item rows

4

* 8937fa7 (origin/develop, improve-readme-description, develop) Add techs used to README description

A
|
|
|
|

L]

80f145¢c Add basic style in index.html
3a96c3b Add index.html that contains the project skeleton
0ee9d195 initial commit

" %

Mariot@lenovo-ideapad » ~/Documents /Boky/raw/todo-1ist (master)
$ |

Figure 13-6. The history graph of our project

As you can see, the log graph provides a more detailed history of our project. Each
asterisk represents a commit, as always. But there’s a new type of element shown on this
graph: branches. You can see that we diverged from the master branch and created the
develop branch, which in turn diverged into the improve-app-style branch. We pushed
two commits on that branch and then merged it back to develop. After that, we merged
develop into master.

When you work on a project that uses a lot of branches and merge often (as you
should), it is best to use the graph view as it’s clearer than a traditional view. Also, the
colors are pretty.

For a much cleaner history log, I suggest you delete the local improve-readme-
description branch.

$ git branch -D improve-readme-description

Deleting an already merged branch presents little risk; but many developers don’t do
it often in case they need to rework on it later. Most of the time, this doesn’t happen. A
good rule of thumb is to only delete branches when you are sure that you won’t need to
check it out again to test something.
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What we've done here is the simplest form of merging: a fast-forward. But remember
that after you diverged from a branch (like we've done on master and develop), you are
in a completely separate zone. You won’t get any update from the other branches unless
you ask for them. This also means that the other branches will evaluate independently
from your branch. By the time you make a pull request on a branch, it may have changed
already. For example, multiple contributors can make new branches from develop
and work on their own issues. They won’t be done at the same time so each PR will
be accepted one after another. That’s where the trouble begins: your target branch
will change outside your influence while you work on your issue. The reality that you
are working with may change by the time you are finished with your changes. Maybe
multiple people changed the same files in their respective branches. This will happen
alot in your career, and many times, a PR won’t go as well as ours did in this chapter.
Those problems are called “conflicts,” and resolving is essential to your Git journey. Let’s
do it!

Merge conflicts

The best way to understand merge conflicts is to create one. So, let’s mess up our project!
First, check out our local develop branch. Since we haven’t touched this branch, it
should still be clean right now.

$ git checkout develop
The first thing we are going to do is to check the history log.
$ git log --oneline --graph

You will get the same result as previously because we haven’t pulled from origin yet.
This result is shown in Figure 13-7.
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| & MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list - El X

|Mariot@lenovo-ideapad IGw64 ~/Documents/Boky/raw/todo-1ist (master)
$ git checkout develop
Switched to branch 'develop'

=z

tariot@lenovo-ideapad MINGWG4 ~/Documents/Boky/raw/todo-1ist (develop)

git log --oneline --graph

8937fa7 (HEAD -> develop, origin/develop) Add techs used to README description
80f145c Add basic style in index.htm]

3a96¢c3b Add index.html that contains the project skeleton

0ee9195 initial commit

L

|Mariot@lenovo-ideapad MINGW ~/Documents/Boky/raw/todo-1ist (develop)
$ |

Figure 13-7. Develop history log before pull

Nothing spectacular here, just a good old log without any problem. Since we deleted
the improve-readme-description branch, there isn’t any branch left in the develop
history log.

The log says that develop and origin/develop is on the same state; but this isn’t true
because we changed it from GitHub. But instead of pulling from origin, we are going to
make changes in our branch first, changes that will cause conflicts with the changes from
origin.

Open index.html and replace its contents with the following code:

<!doctype html>
<html>
<head>
<meta charset="utf-8">
<title>TODO list</title>
<style>
h1 {
text-align: left;
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h3 {
text-transform: capitalize;
}
1i {
overflow: hidden;
padding: 22px 0;
border-bottom: 2px solid #eee;
}
</style>
</head>
<body>
<h1>TODO list</h1>

<h3>Todo</h3>

<ul>
<1i>Buy a hat for the bat</1i>
<li>Clear the fogs for the frogs</li>
<li>Bring a box to the fox</1i>

</ul>

<h3>Done</h3>
<ul>
<li>Put the mittens on the kittens</1i>
</ul>
</body>
</html>

Run git diff to review your changes. We only made small changes so it shouldn’t be a
big deal, right?

$ git diff

The result is very familiar to us because we see it all the time on GitHub and on git
show. Your result should be the same as mine as shown in Figure 13-8.
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diff --git a/index.html b/index.html
index 6b47f9d..197e7f2 100644
--- a/index.html
+++ b/index.html
@@ -5,15 45,15 @@
<title>TODO list</title>
<style>
hl {

+ text-align: left;

}
h3 {

+ text-transform: capitalize;

}
1 {

overflow: hidden;

¥ padding: 22px O0;
+ border-bottom: 2px solid #eee;
</style>
</head>
@@ -33,4 +33,3 @@
</ul>
</body>
</html>
Mariot@lenovo-ideapad MINGWG4 ~/Documents/Boky/raw/todo-list (develop)
$ |

% MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list = O X
Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo-list (develop)
$ git diff

Figure 13-8. Difference between develop and the working directory

Nothing new here. Let’s add the changed file to the staging area and then commit the

current project.

$ git add index.html
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Tip Is opening your text editor for each commit tiresome? Well, you can skip it
if you are on a hurry. To commit the project while skipping the commit message
edition phase, you can pass the commit message as a parameter:

$ git commit -m "<commit_message>"
Don't forget the "-m’!
$ git commit -m "Change CSS to introduce conflicts”

Caution Using the shorthand form of the git commit command can maybe save
you a few seconds, but it makes it easier to make mistakes because you won’t
have the chance to review your changes before committing. | highly suggest only
using it when you only have one changed file. Plus, you can’t use it to write a
multiline commit message.

This won’t produce any result that we haven’t seen before. As you can see in
Figure 13-9, we get a standard result because there is no conflict yet.

-

MINGW®64:/c/Users/Mariot/Documents/Boky/raw/todo-list - O X

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1ist (develop)
§ git commit -m "Change CSS to introduce conflicts"

[develop c5d8f8e] Change CSS to introduce conflicts

1 file changed, 4 insertions(+), 5 deletions(-)

Mariot@lenovo-ideapad ~/Documents /Boky/raw/todo-1ist (develop)

$ |

Figure 13-9. The commit that will introduce conflicts

To produce the conflict, we need to get the commits that we pushed on develop
when we merged a branch into it.
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Pulling commits from origin

We've already seen the pull command in action, but, in this scenario, we will get a little
problem from it: we changed the same file across different commits. This will produce
conflicts and we have to resolve those before you can complete the pull. Remember, pull
just means to copy remote commits into your local repository.

Let’s start by directly pulling develop from origin. Again, the command is very similar
to the push command. You just need the remote repository and branch name.

$ git pull origin develop

The result we get is very different from everything we've seen earlier. Instead of a
result of a completed action, we got a conflict and we are stuck between two states. You

can check Figure 13-10 for an example of this.

> MINGW84:/c/Users/Mariot/Documents/Boky/raw/todo-list - O X

Mariot@lenovo-ideapad ~/Documents /Boky/raw/todo-1ist (develop)
$ git pull origin develop
From https://github.com/mtsitoara/todo-1list
* branch develop -> FETCH_HEAD
8937fa7..33753ec develop -> origin/develop
Auto-merging index.htm]
CONFLICT (content): Merge conflict in index.html
Automatic merge failed; fix conflicts and then commit the result.

Mariot@lenovo-ideapad ~/Documents /Boky/raw/todo-1ist (develop|MERGING)
$ |

Figure 13-10. Merge conflict during the pull command

Let’s unpack this result one by one. First, we have the URL that is being used for the

pull so, nothing spectacular here.
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Next, we have the first action being performed by Git. That action is called “fetch,’
and its role is to copy the chosen branch from remote to the local repository. This
branch is then stored into a temporary storage called FETCH_HEAD. Just like HEAD is
areference to the last commit we are working on, FETCH_HEAD references to the tip of
the branch that we just fetched from origin.

The next action is a basic merge, just like we’ve seen before. We fetched the remote
branch and it’s time to merge it with the current branch. The action details the merge to
be performed: the branches develop and origin/develop. It even specifies the commits
that would be used. Your commit names will be different, but to verify the first commit,

you just have to check the commit log:
$ git log --oneline

You will find the commit name on the second to the last commit as shown in
Figure 13-11.

Y

MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list - a X

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1ist (develop|MERGING)
$ git log --oneline

c5d8f8e (HEAD -> develop) Change CSS to introduce conflicts

8937fa7 Add techs used to README description

80f145c Add basic style in index.htm]l

3a96c3b Add index.html that contains the project skeleton

0ee9195 initial commit

Mariot@lenovo-ideapad \ ~/Documents/Boky/raw/todo-1ist (develop|MERGING)
$ |

Figure 13-11. The second to the last commit will be used for the merge

Note that the merge will not use the last commit because it’s the commit that we are

working on, the one that introduced the changes.
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Figure 13-10 also references another commit for the merge, and you can find that
commit on origin/develop. Go to your project page on GitHub and select the develop
branch to see the history log of the remote branch. You can also directly access it with
your GitHub link like https://github.com/mtsitoara/todo-1list/commits/develop,
for example. You will get a view of the last commits just like in Figure 13-12.

I mtsitoara / todo-list @Wach> 0 HhStar 0§ 0

<> Code Issues 3 Pull requests 0 Projects 0 Wiki Security Insights Settings

Branch: develop *

Commits on Jul 26, 2019

Merge pull request #8 from mtsitoara/improve-app-style .. Verified 3 33753ec o
:‘f misitoara committed on 26 Jul
Make the list items unselectable B as97 ey

I mariot committed on 26 i

Commits on Jul 25, 2019

Add basic color changes on item rows [ a73%045 [+3

! mariot committed on 25 i

Figure 13-12. The commits on origin/develop

As you can see, the second commit referenced in Figure 13-10 is the last commit
of the remote branch, the one that has been created by our previous merge on GitHub.
To get even more information, you can click it and get the details of the commit. Check
Figure 13-13 for an example of this.

Merge pull request #8 from mtsitoara/improve-app-style Browse files

Add basic color changes on item rows
:U master (#8

:*: misitoara committed on 26 Jul  verified 2 parents 8937fa7 + al5197b commit 33753ecaebaelbalc3ffdcle543d3T2385884c78

Figure 13-13. More info on the merge commit

You can see in Figure 13-13 that this commit has two parents; that’s because it’s a
commit created by the merge of two branches. You can also see that one of the parents is
also referenced in Figure 13-10 because it was the last commit pushed before we merged
the branches on GitHub.
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Let’s go back to Figure 13-10. In the next section of the result, Git tries to “auto
merge” the branches, meaning that it tried to merge the branches automatically. This
goes smoothly when different files or different parts of the files have been changed by the
branches to merge. But since it found conflicts, the merge has failed. And it’s up to us to
resolve this.

Git tried to merge our local develop branch with FETCH_HEAD, but since both
branches contain changes to the same parts of index.html, you have to decide which
changes to keep. We'll see how to do that in the next section.

The last information that should be noted from Figure 13-10 is the state in which
our local repository is. If you look at the left part of the console, you will find that the
repository in the “develop|merging” state instead of the standard “develop” branch.

This means that there are still unresolved conflicts in the project and the merge (and, by
extension, the pull) is not done yet. You can check the status for more information about
the current state of the repository.

$ git status

This will get you a new result that we haven'’t seen before, shown in Figure 13-14.

" MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list = O X

Mariot@lenovo-ideapad ~/Documents /Boky/raw/todo-1ist (develop|MERGING)
$ git status
on branch develop
You have unmerged paths.
(fix conflicts and run "git commit")
(use "git merge --abort" to abort the merge)

Unmerged paths:
(use "git add <file>..." to mark resolution)

no changes added to commit (use "git add" and/or "git commit -a")

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1ist (develop|MERGING)
$ |

Figure 13-14. Status of the merge
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This result is very easy to read and provides great advices for the next steps. First, it
tells us the things we should do next: fix conflicts and commit the project. Then, it tells
us the way to abort the current merge if we decide to chicken out of the conflict. In many
occasions, this is a good idea as we can work on the local branch to resolve the conflicts
that we know will arise. For example, we can abort this merge, revert the commit that
introduced the conflicts, and then pull again. We will then have an automatic merge
without any conflict. But that is too easy and reasonable for us, so, let’s do this the
hard way!

Next, we have a list of the files concerned by the merge. Here, only index.html is
concerned and it has been modified in both branches. Let’s open it to see the conflicts.
You will see big changes in it as shown in Figure 13-15 and Figure 13-16.

index.html >

>»»>>>> 33753ecaet alc3ffdc1eS43d372385884c78 (Incoming Ch

1
i

Figure 13-15. index.html in Visual Studio Code
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MINGW®64:/c/Users/Mariot/Documents/Boky/raw/todo-list

CONFLICTS

<html>
<head>
<meta charset="utf-8">
<title>TODO Tist</title>
<style>
hl {
text-align: Teft;
}
h3 {
text-transform: capitalize;
}
<<<<<<< HEAD
T1i {
overflow: hidden;
padding: 22px 0;
border-bottom: 2px solid #eee;
ul {
margin: 0;
padding: 0;
ul T4 {

cursor: pointer;

position: relative;

padding: 12px 8px 12px 40px;
background: #eee;

font-size: 18px;

transition: 0.2s;
-webkit-user-select: none;
-moz-user-select: none;
-ms-user-select: none;
user-select: none;

}
ul 1i:nth-child(odd) {
background: #f9f9of9;

ul 1i:hover {
background: #ddd;
>>>>>>> 33753ecaebae2balc3ffdcle543d372385884c78
}
</style>
</head>
index.html [dos] (00:11 25/08/2019)

Figure 13-16. index.htmlin Vim
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You will notice the three big lines dividing your code in the file. Those lines are
always the same in every code conflict but different text editors might render them
differently. For example, an IDE like Visual Studio Code will render the code with
different colors and even add some button to interact with the code (shown in
Figure 13-15). In contrast, a very simple text editor will show the lines as usual lines of
code and might mess up with your color schemes. In Figure 13-16, I used Vim without
any additional tools, so the rendering is a little bit bland; but many plugins can be used
to fix this.

Resolving merge conflicts

Let’s begin by explaining what those three lines mean. The “<<<<<<<” and the
“>>>>>>>" lines delimit the region where there is a conflict. Keep in mind that a file can
have multiple conflicting regions.

Those regions are separated by the “======="line, which shows the code from the
two branches. The first part is the code that you have on your current branch; the second
part is the code on the branch that you are trying to merge.

So, we have two conflicting codes in our file. First is the code on develop, and second
is the code on origin/develop. To resolve the merge conflict, we have to edit the file as
to only have one changeset. It doesn’t mean that you have to choose between the two
changesets, it just means that there can be only one left at the end; you can merge them
if need be.

In our case, it would be best to keep most of the second part because we've already
vetted and accepted those changes. But there are also some things we can keep from the
first part. So, the best course of action is to copy the code we need from the first part and
copy it into the second part. The code will then become

<!doctype html>
<html>
<head>
<meta charset="utf-8">
<title>TODO list</title>
<style>
h1 {
text-align: left;
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h3 {

}

<<<<<<< HEAD

1i {

CHAPTER 13

text-transform: capitalize;

overflow: hidden;

padding: 22px 0;
border-bottom: 2px solid #eee;

ul {
margin: 0;
padding: 0;
}
ul 1i {

}

cursor: pointer;

position: relative;
padding: 12px 8px 12px 40px;
background: #eee;
font-size: 18px;
transition: 0.2s;
-webkit-user-select: none;
-moz-user-select: none;
-ms-user-select: none;
user-select: none;
overflow: hidden;

ul li:nth-child(odd) {

}

background: #f9f9f9;

ul li:hover {

background: #ddd;

>>>>>>> 33753ecaebae2balc3ffdcie543d372385884c78

}

</style>

</head>
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<body>
<h1>TODO list</h1>

<h3>Todo</h3>

<ul>
<1i>Buy a hat for the bat</1i>
<li>Clear the fogs for the frogs</li>
<li>Bring a box to the fox</1i>

</ul>

<h3>Done</h3>
<ul>
<li>Put the mittens on the kittens</1i>
</ul>
</body>
</html>

As you can see, we've only copied one line from the first part, because the second
part was already almost completed. Now is the time to clean the file of the unnecessary
part. First, we can remove the first part of the code conflict (between <<<<<<< and
=======) because we don’t need them anymore. Then we can just remove the
remaining line (>>>>>>>) because it doesn’t make sense to have it anymore. The file will
then become

<!doctype html>
<html>
<head>
<meta charset="utf-8">
<title>TODO list</title>
<style>
h1 {
text-align: left;
}
h3 {
text-transform: capitalize;

}
ul {
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margin: 0;
padding: 0;

}

ul 1i {
cursor: pointer;
position: relative;
padding: 12px 8px 12px 40px;
background: #eee;
font-size: 18px;
transition: 0.2s;
-webkit-user-select: none;
-moz-user-select: none;
-ms-user-select: none;
user-select: none;
overflow: hidden;

}

ul li:nth-child(odd) {
background: #f9f9f9;

}

ul li:hover {
background: #ddd;

}

</style>
</head>
<body>
<h1>TODO list</h1>

<h3>Todo</h3>

<ul>
<li>Buy a hat for the bat</li>
<li>Clear the fogs for the frogs</li>
<li>Bring a box to the fox</1i>

</ul>
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<h3>Done</h3>
<ul>
<li>Put the mittens on the kittens</1i>
</ul>
</body>
</html>

The file is back to normal! With a merge of the conflicting codes and no more of
those three big lines. Now, you can continue the merge process. If you forgot the next
step, you could run git status again (or check Figure 13-14).

So, now that the file is ready, we have to stage it.

$ git add index.html
After that, you have to commit the project as usual.
$ git commit

You will be greeted by the familiar commit message view but with a little twist: the
commit message will already be written. Check Figure 13-17 for an example of this.

" MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list - ] *
Merge branch ‘develop' of https://github.com/mtsitoara/todo-Tist into develop

Conflicts:
index. html

It looks like you may be committing a merge.

If this is not correct, please remove the file
. git/MERGE_HEAD

and try again.

LR S R

Please enter the commit message for your changes. Lines starting
with "#' will be ignored, and an empty message aborts the commit.

on branch develop
All conflicts fixed but you are still merging.

Changes to be committed:

modified: index. html

R CE R W R R R

'COMMIT_EDITMSG [unix] (

Figure 13-17. The default commit message

208




CHAPTER 13 CONFLICTS

Of course, you can always modify the commit message, but I suggest leaving the
default one unless you are following a personal or company guideline. You can save the
commit message and move on.

If you look at the command result (shown in Figure 13-18), you will see that you are
back on the develop branch and you are no longer in “merging” state.

|Mariot@lenovo-ideapad ' ~/Documents /Boky/raw/todo-1ist (develop|MERGING)
$ git add index.html

Mariot@lenovo-ideapad MI? ~/Documents /Boky/raw/todo-1ist (develop|MERGING)
§ git commit

[develop dll6elb] Merge branch 'develop' of https://github.com/mtsitoara/todo-1ist into develop

Mariot@lenovo-ideapad MIt ~/Documents /Boky/raw/todo-1ist (develop)
$ |

Figure 13-18. Back to normal state

You can also check if the merge has been completed by checking the history log.
Make sure to add a graph option for a beautiful result.

$ git log --oneline --graph

This will produce the stunning visual shown in Figure 13-19.

4 MINGWB4:/c/Users/Mariot/Documents/Boky/raw/todo-list

Mariot@lenovo-ideapad b ~/Documents /Boky/raw/todo-1ist (develop)
¢ git log --oneline --graph

*_ dl16elb (HEAD -> develop) Merge branch 'develop' of https://github.com/mtsitoara/todo-1ist into develop

33753ec (origin/develop) Merge pull request #8 from mtsitoara/improve-app-style

* a739045 Add basic color changes on item rows
/
* | c5d8fBe Change CS5 to introduce conflicts
1/
* B937fa’ Add techs used to README description
* BOf145c Add basic style in index.html
* 3a96c3b Add index.html that contains the project skeleton
* 0ee9195 initial commit

*
|
| * al5197b (erigin/improve-app-style, improve-app-style) Make the list items unselectable
|
|
I

Mariot@lenovo-ideapad A ! ~/Documents/Boky/raw/todo-1ist (develop)
9

Figure 13-19. The recent history of our project
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You can see on that graph that when we merged the origin/develop branch, we
imported all its history. So, it seems like we have a branch from a branch. In big Git
projects, it happens all the time.

Summary

This is the biggest chapter of the book. Congratulations on getting there! We saw how to
pull code from a remote server and how to solve conflicts when the same code region
has been modified by two different branches.

The main takeaway concerning pulling is that it’s actually two commands executed
one after another:

o Fetching, which copies the remote branch into a temporary branch
o Merging, which merges the temporary branch into the current one

But merging sometimes throws conflicts when the two branches contain edits of the
same code. To resolve those conflicts, you have to reopen the concerned file and decide
which code to keep. Then, the rest is basic: staging and committing.

Merge conflicts are one of those things that are annoying but will sadly happen a lot
in your career, so it’s important to learn a lot about them. And since they are annoying,
we are going to learn about how to reduce their appearances in the next chapter.

Hang in there!
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More About Conflicts

Last chapter was intense, wasn’t it? We talked about what are merge conflicts and when
would they happen. We also saw how to resolve them manually. Don’t worry, this
chapter will be much easier to digest. We are going to talk about how to get push your
branch to remote after a merge conflict. Also, we are going to see some strategies to
adopt to reduce the number of conflicts that might happen. Let’s go!

Pushing after a conflict resolution

As we saw in the earlier chapters, pushing means copying our local commits to a remote
branch. This means that every commit we have on local will be applied on the remote
repository.

We saw in the last section that a pull action is just two actions executed one after
the other: a fetch action that copies the remote branch into a temporary location and
a merge action that merges the temporary branch to the local one. And since the pull
and push actions are just the same but in different directions, it works the same way for
pushing your local branch to origin.

So a push action is divided into two parts too: copy of your local branch to remote
and the merge of the branches. The only difference between push and pull actions is just
a matter of which actor performs the action: you or the server.

Under normal circumstances, the push goes smoothly as the merge is performed
automatically using “fast-forward.” Fast-forward is possible when the commits on your
local branches can be linked directly with the commits present on the remote branch.
For example, simply adding commits one after another on our master branch (like we’ve
done until now) and then pushing them results in a fast-forward merge, no need to
create a merge commit.
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In our situation, this will happen as well as we only added new commits on our
develop branch. And we won’t have any problem unless we or someone else went in the
past and changed history. Never attempt to do this.

That said, let’s push our develop branch using the usual command.

$ git push origin develop

As expected, we will have the usual result shown in Figure 14-1.

% MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list

Mariot@lenovo-ideapad M ~/Documents/Boky/raw/todo-1list (develop)
$ git push origin develop
Enumerating objects: 10, done.
Counting objects: 100% (10/10), done.
Delta compression using up to 4 threads
Compressing objects: 100% (6/6), done.
writing objects: 100% (6/6), 774 bytes | 258.00 KiB/s, done.
Total 6 (delta 2), reused 0 (delta 0)
remote: Resolving deltas: 100% (2/2), completed with 2 local objects.
To https://github.com/mtsitoara/todo-1list.git
33753ec..d116elb develop -> develop

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo-1list (develop)
$ |

Figure 14-1. Pushing our develop branch

In conclusion, pushing a branch back to origin after pulling and merging the changes
shouldn’t result in an unexpected behavior. Unless someone changed history.

Review changes before merge

Before attempting any merge, the most important thing for you to do is to review all the
changes that your branch will introduce. It’s a crucial step that shouldn’t be ignored
because it will save your countless hours of battle against Git.
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Check branch location

The first thing you need to make sure is your location. To merge two branches together,
you must have the target branch checked out. For example, if you intend to merge
develop into master, you would need to check the latter out first. So, the code would be
(don’t actually execute the second command now):

$ git checkout master
$ git merge develop

Review branch diff

Reviewing diff is not reserved for commits only! You can also use it to check differences
between two branches, which is very handy in delicate situations like merging. The

command is fairly simple:
$ git diff branchi..branch2

Note the two dots between the two branch names. This will show the differences
between the two branches in a familiar diff view. Let’s compare develop to master:

$ git diff master..develop

The result is very similar to our diff result when comparing commits. Check
Figure 14-2 for such an example.
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.,

MINGWE4:/c/Users/Mariot/Documents/Boky/raw/todo-list — m} X

ariot@lenovo-ideapad ~/Documents /Boky/raw/todo-1ist (master) A
$ git diff master .develop
diff --git a/index.html b!1ndex html
index 2d27723..391ef94 100644
--- a/index.htm]
EEs b/1ndex html
@3 -5,10 +5,10 @@
ct1t1e>TODO Tist</title>
<style>
hl {

text-transform: capitalize;
}
ul {
) __margin: 0;

-ITI(}/—I]!HI:?F-S(".]E( t: none;
-ms-user-select: none;
user select none.
overflow: iden;

}
ul Ti:nth-child(odd) {
background: #f9f9f9;
@@ -50,4 +51,3 aa
</ul>
</body>
</html1>

ariot@lenovo-ideapad ~/Documents /Boky/raw/todo-Tlist (master)

Figure 14-2. Differences between branches

If you made a lot of changes and don’t want to scroll too far, you can also view those
changes on GitHub. Just push the branch and open a Pull Request!

Understand Merging

We've already seen many concepts about Git Merges, but let’s review them to get a
clearer view of this feature. As we saw earlier, merging is the act of combining two
branches or, more correctly, pouring a branch into another.

Branches can be formed from any other branch, and when a branch has been
created, it becomes independent from its parent. Changes done to either branch won't
affect the other, until it’s time to merge.

Let’s imagine a situation where you create a child branch and made commits on that
new branch. When the time to merge comes, several situations can arise.

If the parent branch didn’t change (no commits were made) and you attempt to
merge, a “fast-forward” merge will occur. A “fast-forward” merge is technically not
a merge but just a reference change in Git. Remember that Git commits behave like
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chained lists, meaning that a commit contains a reference to the previous one. In fact, if
the parent hasn’t changed, Git just moves the reference to the parent forward (following
the chained list), and the last commit in the child branch becomes the last commit of the
parent branch. To put it simply, Git just appends the commits in the child branch to the
parent branch. This is the easiest type of “merge” but also the most uncommon unless
you work alone.

In contrast, if the parent branch has been changed (received commits), a fast-
forward merge is not possible. What will occur is called a “true merge” or a “three-way
merge.” This is the type of merge that we've seen last chapter. This type of merge will
create a new commit that has all the changes in the child branch and append that
commit to the parent branch. This commit is called a “merge commit,” and it has two
parents: the parent and the child branches. If different commits from the parent and the
child branches modified the same line of code, a conflict arises, and the developer must
manually choose which changes to keep.

So, merges are just a fancy way to create commits containing all the changes in a
child branch and appending it to the parent branch. It’s very important to have a clear
idea of it so we can reduce the frequency of merge conflicts.

Reducing conflicts

We saw last chapter that resolving conflicts can be painful and can also take a lot of time
depending in their sizes. So, it will be beneficial to us to reduce their appearance to a
minimum. We are going to see in this section the strategies to adopt to limit conflicts.

Having a good workflow

Most of the problems you will encounter in Git and GitHub can be avoided if you use
a good workflow. We've already seen in the previous chapters the most common Git
workflow but let’s review it again.

The first thing to remember is don’t commit directly to your main branches. To put
it simply: every change you intend to introduce into your master or develop branches
should be done by merging. And each merge must be introduced by a Pull Request.
This way, you can receive feedback on your work as you work on it. It also gives testers a
better way to track project changes. You should always use PRs to introduce changes in
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the main branches even if you work alone. This will provide a much clearer and cleaner
history log of the project than simple commit messages.

Each Pull Request should have the resolution of an issue as a goal. Thus, a PR should
do only one thing, be it a bugfix, a feature proposal, or documentation changes. Don’t
be tempted to fix several issues with a single PR. Do-it-all Pull Requests are the perfect
recipes for merge conflicts.

One thing often overlooked by developers is line endings and file formatting. As we
saw in Chapter 2, different OSs use different line endings. It is necessary for your team
to discuss which ones to use for each project; most teams use Unix-style line endings so
Windows users should configure their Git client accordingly. As for formatting, it is up to
your team, but the only rule is that you must all use the same format for indentations and
line returns.

Caution Things might get heated when discussing tabs vs. spaces. Prepare your
arguments in advance.

Aborting a merge

Many of your merge conflicts won’t come from code clash; many will come from
formatting and whitespace differences. For example, a trailing return space or the
number of indentation spaces can introduce conflicts even though the code hasn'’t
changed.

When confronted with these kinds of conflicts, the best move is just to abort the
merge, roll back your formatting differences, and then try to merge again. As you saw

earlier, the command to abort a merge is
$ git merge --abort

This won’t destroy any of your commits, it will just cancel the merge and you'll stay
atyour current state.
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Using a visual Git tool

When using a simple text editor, it might be difficult to resolve a conflict because most
of the time, it messes up the code color scheme. A simple solution to that it is using
specialized tools for Git. They can be IDE extensions or tools especially made for Git.
Let’s discover them in the next chapter!

Summary

This chapter was a simple reminder of what are merges and how are they used. We
saw the various types of Git merge and the situations where they can appear. We also
reviewed how a merge works and what is the goal: pour commits from a branch to
another.

The main things to remember are the various ways to reduce merge conflicts. You
may never get rid of them, but following those advices will keep their appearances to a
minimum.

We’ve made a lot of progress in our Git journey, but we've done it using our plain
and boring consoles. It’s time to put more color in our Git projects so let’s learn about
Git GUIs!
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Git GUI Tools

In the earlier chapters, we’ve seen a lot of the most important Git features and concepts.
We've learned about commits, branches, pull requests, and merging. Using those
concepts, you can already accomplish almost anything in Git. Only one small problem,
though: we’ve only used the Terminal or Console window. In this chapter, you won't
learn any new concept or feature; you will just learn how to apply what you already know
with style ©

First, we're going to investigate the default tools that come with Git, then learn more
about IDEs that integrate Git, and lastly look at some specialized tools specially made for Git.

Default tools

If you've followed the installation steps from the Chapter 2, you already have those tools
installed on your computer. If not, you can easily get them on our habitual software
store. These default tools are shipped with Git to provide users very simple GUIs to
browse their repositories and prepare their commits. They are available for almost any
Operating Systems, so don’t worry, they are available to you. They are presented in this
book for historical reasons and because they come built-in into Git.

Committing: git-gui

The first tool we are going to see is called git-gui and it’s a graphical committing interface
for Git. You will use it to commit your project and review proposed changes. You can find
more information about it on https://git-scm.com/docs/git-gui.

You can open it like you would open Git Bash: by the command line, context menu,
or Start page. Choose whichever is the best option for you. On Windows and Debian-
based OSs, you can open a Git GUI by navigating to the directory of the repository and
right-clicking an empty space. Doing so will give you a result similar to Figure 15-1.
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+ ThisPC > Documents > Boky > raw > todo-list

~

A Name Date modified

B indexhtml 2019-09-16 22:17
'¥] README.md 2019-08-05 20:33

&% AMD Radeon Settings

Type Size

Firefox HTML Doc... 2 KB

Markdown Source ... 1KB

View
Sort by
Group by
Refresh

b

Customize this folder...

Paste
9 Git GUI Here
¢ Git Bash Here
)Q Open with Code
Paste shortcut

Undo Copy Ctrl+Z

Give access to

New

Figure 15-1. Windows context menu

As you can see, you can open Git GUI and Git Bash there. Go ahead and choose Git

GUL You will get a little program window that details your current working directory

status. The window is presented in Figure 15-2.

220



CHAPTER 15  GIT GUI TOOLS

3 Git Gui (todo-list) C:/Users/Mariot/Documents/Boky/raw/todo-list - O X

Repository Edit Branch Commit Merge Remote Tools Help
Current Branch: master

Unstaged Changes

Staged Changes (Will Commit)

Commit Message: ® New Commit O Amend Last Commit

Rescan |
Stage Changed |
signoft |

Commit

Push
Figure 15-2. Git GUI interface

[Ready.

And if you don’t want to use the context menu or can'’t, you can open it by opening a
Terminal on the location of your Git repository and executing the following command:

$ git gui

The Git GUI interface is very lightweight and intuitive; and it’s the same for each OS
so everybody feels at home. It is divided in four parts:

o Top leftis alist of edited files that have not been staged yet.
o Bottom left is a list of files that have been staged.

o Toprightis a diff view.

o Bottomrightis a commit message text area.

And since we haven’t changed anything in our project, everything is empty. So, let’s
mess up our project with additional commits.

First, let’s make sure that we are in master branch and then create a new branch from
it. Go to the “branch” menu and select “checkout...”; it will open the selection window

shown in Figure 15-3.
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Repository Edit Branch Commit Merge Remote Tools Help

|i & Git Gui (todo-list): Checkout Branch - [m} x|
Checkout Branch [

Revision
O Revision Expression: |
® Local Branch O Tracking Branch O Tag Q\"
develop
improve-app-style

® New Commit O Amend Last Commit

Options
[] Fetch Tracking Branch
[ Detach From Local Branch

| Cancel || Checkout

~ r ‘
|
Ready.

Figure 15-3. Choosing a branch to check out

You'll notice that when your cursor hovers above a branch, information about its last

commit will appear. It will help you find the right branch, but shouldn’t be necessary

if you have good branch names. Check out master branch and then create a new one

by selecting “create...” on the “branch” menu. You will get the branch creation window

shown in Figure 15-4.
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& Git Gui (todo-list): Create Branch - a ) 4
Create New Branch
Branch Name

® Name: “
) Match Tracking Branch Name

Starting Revision
O Revision Expression: l
@ Local Branch O Tracking Branch O Tag &‘

develop
improve-app-style

master

Options
Update Existing Branch: ©) No @® Fast Forward Only O Reset

Fetch Tracking Branch
Checkout After Creation

coce

Figure 15-4. Creating of a new branch

The first input area is the most important: the name of your new branch. Name the
branch “separate-code-and-styles.”

The second input is a choice input where you have to select where you are going to
create the branch from. In our situation, we are going to create a new branch from our
local master branch; so choose “local branch” and select “master”

The third part are the options, which I recommend keeping the default options. With
the default options, Git will fetch the latest commits on the remote (tracking) branch and

then check out the new branch.
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Now, you can click “Create” to see the result. You will see that the little message box
on the top left now lists “separate-code-and-styles” as the current branch. To give you
perspective, here is the command equivalents of what we just did:

$ git checkout master
$ git branch -b separate-code-and-styles

Now that we are in the correct branch, we can work on our commit. Remember our
golden rule when discussing Git workflow? Each commit must have the resolution of an
issue as goal. I'll let you create that issue.

EXERCISE: CREATE AN ISSUE

Go to GitHub issues.
Create an issue called “Separate code and styles.”

Take note of the issue number.

Now we're ready to commit! Create a new file called “style.css” in your repository and
paste in this code:

h1 {
text-align:center;
}
h3 {
text-transform: uppercase;
}
ul {
margin: 0;
padding: 0;
}
ul 1i {

cursor: pointer;

position: relative;

padding: 12px 8px 12px 40px;
background: #eee;

font-size: 18px;
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transition: 0.2s;
-webkit-user-select: none;
-moz-user-select: none;
-ms-user-select: none;
user-select: none;

}

ul li:nth-child(odd) {
background: #f9f9f9;

}

ul li:hover {
background: #ddd;

Then, open “index.html” and change its content to

<!doctype html>
<html>
<head>
<meta charset="utf-8">
<title>TODO list</title>
<link rel="stylesheet" href="style.css" />
</head>
<body>
<h1>T0ODO list</h1>

<h3>Todo</h3>

<ul>
<li>Buy a hat for the bat</li>
<li>Clear the fogs for the frogs</1i>
<li>Bring a box to the fox</l1i>

</ul>

<h3>Done</h3>
<ul>
<li>Put the mittens on the kittens</1i>
</ul>
</body>
</html>
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Save the two files and let’s hop to Git GUI to see the result. You will see... nothing
new! Because Git GUI isn’t aware of our changes yet. Click “Rescan” near the commit
message box to see the changes; you will get the result shown in Figure 15-5.

é Git Gui (todo-list) C:/Users/Mariot/Documents/Boky/raw/todo-list - O X

Repository Edit Branch Commit Merge Remote Tools Help
(Current Branch: separate-code-and-styles

Unstaged Changes Modified, not staged File: index.html
B indexhtml |ee -1,40 +1,11 ee ~
D style.css <!doctype html>
<html>
<head>

<meta charset="utf-g">
<title>TODO list</title>

le>

tex al n n
* 3 |
1= text-transform: uppercase; w
Staged Changes (Will Commit)

Commit Message: ® New Commit O Amend Last Commit

|_Rescan |

Stage Changed i

signoft |

Commit !

Push |l

Ready.

Figure 15-5. Changes shown in Git GUI

Now we have our changes! You can see the list of modified files on the top left part of
Git GUI, where the unstaged files are. You will notice that the files have different icons:

e An empty file icon for a new file (never been committed)
e Afile icon for a modified file (has been part of a commit before)
e A “?”icon for a deleted file (has been part of a commit before)

Doesn’t that view remind you of something? Well, it’s the status view, of course!

Clicking “Rescan” is the same as executing this command on the terminal:
$ git status

Here, we modified “index.html” and created “style.css.” If you click the file names
(not icons; don’t click the icons yet), you will see the diff view change. Check Figure 15-6
for an example of the result that you would get after clicking style.css.
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E Git Gui (todo-list) C:/Users/Mariot/Documents/Boky/raw/todo-list = a

Repository Edit Branch Commit Merge Remote Tools Help
Current Branch: separate-code-and-styles

Unstaged Changes Untracked, not staged File: style.css
B indexhtm| * ASCII text, with CRLF line terminators -~
[ style.css hl {

text-align:center;
)
h3 {

text-transform: uppercase;
}
ul {

margin: 0;

padding: 0;

}
ul 1i { v

| Staged Changes (Will Commit)
Commit Message: ® New Commit O Amend Last Commit
Rescan
Stage Changed
Sign Off
Commit
Push

Ready.

Figure 15-6. Diff on the newly created style.css file

It’s certainly quicker than executing “git diff”! Also, it’s easier on the eye if you have a
lot of changed files. So clicking the file name is equivalent to executing these commands:

$ git diff index.html
$ git diff style.css

Now is then time to stage our files in preparation for the commit. Staging and
unstaging a file is really easy: you just have to click its icon. Or you can also select the
files you want to stage (by clicking their names) and choose “Stage to Commit” in the
“commit” menu. Clicking the file icons is the same as executing these commands:

$ git add index.html style.css
$ git reset HEAD index.html
$ git reset HEAD style.css

See? Way quicker than typing commands!

We can finally commit our project! But first, make sure that all the files you created or
modified are staged, meaning that they are on the bottom left section. Then, you can write
your commit message on the bottom-right section of Git GUI, just like in Figure 15-7.
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Unstaged Changes

Staged Changes (Will Cormmit)
9 index.html
D style.css

Ready.

Rescan
Stage Changed
Sign Off
Commit
Push

é Git Gui (todo-list) C:/Users/Mariot/Documents/Boky/raw/todo-list

Repository Edit Branch Commit Merge Remote Tools Help
Current Branch: separate-code-and-styles

Commit Message:

® New Commit O Amend Last Commit |

Move style code to external file

Figure 15-7. Writing of a commit message

Now with our files staged and our commit message written, we are ready to commit.

Just click the “Commit” button near the commit message box. After you do so, Git GUI

comes back to its normal, empty state. We’ve committed from the graphical tool!

Clicking the “Commit” button thus has the same result as this command:

$ git commit -m "Move style code to external file"

Since you are my best student (don't tell the others), I'll let you make another

commit in our branch.

EXERCISE: MAKE ANOTHER COMMIT

Open README.md.
Add this line at the end of the file: “License: MIT.”
Create a new file called LICENSE.

Copy the license text from https://choosealicense.com/licenses/mit/ into the

LICENSE file.
Stage both files.

Commit with the message “Add MIT license.”
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Oof! Now you have two commits on your new branch and it’s time to push them
to the remote repository. You have certainly guessed which button to click; it’s “Push.”
Clicking it will give you the result in Figure 15-8.

& Git Gui (todo-list): Push - O X
Push Branches

Source Branches
develop
improve-app-style
master

lseparate-code-and-styles

Destination Repository
® Remote: origin v

O Arbitrary Location:

Transfer Options

[J Force overwrite existing branch (may discard changes)
[J Use thin pack (for slow network connections)

[J Include tags

Figure 15-8. Pushing a branch

It’s a straightforward interface; you just have to select the branch you want to push
and the location where you want to push it.

The current branch is selected by default, so we don’t have to change anything.
The second section is the destination selection dropdown; and again, we don’t have to
change anything because we only have one remote repository. Ignore the options for
now; we will see them in a later chapter.

Click push to push! If you are using an HTTPS authentication to connect with
GitHub, you will be asked for your GitHub username and password and then get the
result shown in Figure 15-9.
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& Git Gui (todo-list): push origin = O X

Pushing 1 branch to origin
POST git-receive-pack (1812 bytes)

remote:
remote: Create a pull request for 'separate-code-and-styles' on GitHub by wvisiti
remote: https://github.com/mtsitoara/todo-list/pull/new/separate-code-and-s
remote:

Pushing to https://github.com/mtsitoara/todo-list.git

To https://github.com/mtsitoara/todo-list.git

* [new branch] separate-code-and-styles -> separate-code-and-styles
updating local tracking ref 'refs/remotes/origin/separate-code-and-styles'

< >

Figure 15-9. Push result

Tip If you don’t want to write your password each time you push, you can cache
it or use an SSL authentication; all of this is explained in later chapters.

Nothing new here, we got the same result as this command:

$ git push origin separate-code-and-styles

EXERCISE: CREATE A PULL REQUEST

Follow the link you got after pushing.

Create a pull request with this description: “Fix #10” (replace the number with the issue
number you created earlier).

Merge the PR.

Rejoice.

And that’s how you commit with Git GUI! Simple, right? And very quick too. It’s
a great tool that can save you a lot of time when reviewing commits. Talking about
commiits, let’s see the other default tool!
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Browsing: gitk

In the previous section, we talked a lot about creating and pushing commits. Now, we are
going to visualize those commits in their natural habitat: the repository. gitk is a simple
tool to have a simple visual of your project history. You can think of it as an overpowered
“gitlog” command. More documentation about gitk can be found on https://git-scm.
com/docs/gitk.

Since you already have git-gui open, let’s use it to open gitk. Simply choose “Visualize
all branch history” from the “Repository” menu. Doing so will open gitk, and you will see

the window shown in Figure 15-10.

333 todo-list: --all - gitk - (=] X

File Edit View Help

Mariot Tstnara <mariat fstoara@igmai coms POTEOSTRZIESEE
Mariof Tsitoara <maviot tsitoara@@igmail com= 2019-08-18 23:21:12
ritstoara <52602845+misilos a@users noreply gihub.com>  2019-08-05 20.02.40
Mariot Tsitoara <mianiot tstoara@igmail com> 2019-08-25 234743
reistaann ply gEhub com>  P019.07-28 D1-25:47
Mariot Tsloara <manol tstoarafdgmail com> 201900726 01.08.47
Mariot Tsiicara <marniot isitoaraggmail com= 2019.07.25 221238
Change CSS Mariot Tsitpara <marniot tsitoaradgmail coms 2010-08-24 23:50:20
Add techs used to README description Mariot Tsitoara <manot tsstoaragiigmail coms 80721 2311:41
Add basic style in index html Marigd Tsitvara <maiol tsitoara@gmail com= 2019-07-14 21.40:45
Add index bt that contains the project skeleton Mariot Tsitoara <mariot tsitoarag@gmail com=> 2019-07-14 20:26:37
SHAT ID; [1eb4Sedobl Tl £127d8E355ba2 T Backf6435ede €= = Row K| 12
Find |4 [ comma [zenzaining: 'J [emace  ~[all tields |
Seach [ | # Patch O Tree
& Ot O Ol version (O New version Lines of conteat: | 3 3 Oignore space chang
author: Maziot Tai “mariot.tsi il.com» 2019-09-18 23145 A WCENSE

tasitoaralgmail.com> 2015-08-18 23:) READMEmd
t324lcazdess (Move style code to
de-and-stvies

Committer: Mariot Tsitoara <ma
Parent: J4adé€Flcédas

rrecedes:

Add MIT license

Figure 15-10. gitk interface

At the top of the window, you will find a list of all your project’s commits, from all
branches. It is presented in a nice graph view that you can reproduce on console with the

command:

$ git log --oneline --graph
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You can click the commits to get more information about them. Selecting a commit
will update the views on the bottom of the window. The bottom left part is a diff view
again, but with a twist: you can also choose to view the old or the new version of the files.
The bottom right part is a list of all the files changed in the commit. You can click them
to see the changes on the diff view. Clicking a commit is the equivalent of executing the
following code:

$ git show <commit_name>

And that’s it for gitk, the default browsing tool of Git! Since you can commit and
browse with the default graphical tools now, it’s time to present you to other tools.

IDE tools

As we saw in the previous section, committing with a graphical tool is very fast compared
to typing in the console. But there still is a problem: you must leave your Integrated
Development Environment to use them. Wouldn't it be nice if you could use the
graphical tools directly from your editor?

It’s possible with a lot of modern editors. I will present you to two popular IDEs that
have Git integrated so you can use them for your future development. And if you don’t
want to use them or you are already in love with your current editor, chances are that
your IDE also have integrated Git tools or plugins if it's modern enough. Each IDE has its
own interface and user experience, so I won'’t go into detail in this section. I just want to
show to what features are available.

Visual Studio Code

A very popular editor, Visual Studio Code, is a lightweight IDE supported by Microsoft;
you can find it on https://code.visualstudio.com/. It's new so it has all the shiny new
toys integrated in it; and Git is at the center of those. You can see the look and feel of VS
Code in Figure 15-11.

232



CHAPTER 15  GIT GUITOOLS

Help

READMEmd X

* OPEN EDITORS

* OUTLINE
V separate-code-and-styles* @ @O0 A0 Ln10,Col 1 Spaces4 UTF-8 CRLF Markdown @ &

Figure 15-11. Visual Studio Code

It has the same interface as any other IDE but with a little bonus: you can see traces
of Git here and there. First, if you change a tracked file (README.md here), the edited
part is highlighted; no need to execute git diff anymore!

And at the bottom left of the window, you have the current branch name; if you click
it, you can select the branch you want to navigate to or create a new branch. If you have

unstaged files, there will be a little “x” sign near your branch name and an “M” icon near
the concerned file names. If you have staged push uncommitted files, you have a “+” sign.
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Click the Source Control icon to access the Git Tab, shown in Figure 15-12.

minal  Help

READMEmd X

CHANGES
README.md

Py
Wa

W separate-code-and-styles* & @0 A0 Ln10,Col1  Spaces:4 UIF-8 CRLF Markdown @ A

Figure 15-12. Source Control view

This view looks and works very much like git-gui, so I'll let you discover it yourself!

Atom

Atom is an IDE pushed by GitHub and it’s also a very popular choice among developers.
You can check it out on https://atom.io/. You can see its interface in Figure 15-13.
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@) Git — C\Users\Mariot\ Documents\Boky\raw\todo-list — Atom == ] b4

File Edit View Selection Find Packages Help

Figure 15-13. Atom interface

It has the same Git features as Visual Studio Code but with a little twist: you can
link your GitHub account to it and create PR directly from the editor! Again, I'll let you
discover.

Specialized tools

We saw the default Git tools and some IDEs that have Git integrated. Now, let’s see some
tools specially developed for Git.
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GitHub Desktop

GitHub Desktop is the perfect tool for you if you like the default gitk and git-gui tools
but hate their interface. Let’s face it, the default tools are great, but their look feels odd
in those modern times. GitHub Desktop (found on https://desktop.github.com/) has
been created to replace those tools; it has all their features combined in one software.
You can check Figure 15-14 for the interface of GitHub Desktop.

O File Edit View Repository Branch Help

g ::.,--v-:.--.-_r.;-p;:z. tory - P Current branch v & l:u.b.li.sh branch ~
todo-list separate-code-and-styles Publish this branch to GitHub
Changes 1 History READMEmd

"4 1 changed file

* READMEmd

28 Features
* List of daily tasks

License: MIT

Fes

Commit to separate-code-and-styles

Figure 15-14. GitHub Desktop

GitKraken

GitKraken is a Git client created by Axolosoft that is becoming more and more popular.
You can get it on its web site at www.gitkraken.com/. It's more advanced than all the
other tools as its goal is the augmentation of developer productivity. It even has an
integrated code editor! You can see its interface in Figure 15-15.
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@ Gitkraken R = s
File Edit View Help

todoist * 4

separate-code-and-styl... ~ > G =

1 file change on  separate-code-and-styles
master [
« separate-co... [ O

= Path  EQ Tree

zed Files (1) Stage all changes

separate-code-and-styl...

improve-app-st... [ O

= Staged Files (0)

aken Pro Free Trial &8 @, Feedback

Figure 15-15. GitKraken overview

Again, the interface is the same as the others, but what distinguish GitKraken is its
beauty: it’s insanely gorgeous!

Summary

This chapter was fun, wasn’t it? We learn a lot about how to use a graphical tool to make
commits and browse them. We also discovered a ton of new tools that are available to us,
be it integrated into an IDE or a specialized tool. And how can we forget about our good
old default tool?!

You may ask yourself why not use the graphical tool from the very beginning? It’s
because using a tool without knowing the concepts behind them is counterproductive
and a waste of time. Trust me, learning to use the Terminal was worth it! Talking about

terminals, let’s get back to it for some more advanced Git commands!
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Advanced Git

Last chapter, we learned how to do the basic Git features in a graphical context. Now,
let’s see some more Git commands that you won't be using as much as the others,
but are powerful and necessary for a better productivity. Those are very easy-to-learn
commands that will be useful to you if you ever made a mistake using Git.

We're going to see some common problems you will surely run into after a few times
using Git. Then we'll see the easiest way to solve them. This is a pretty easy chapter but
we're going to learn some powerful Git features.

Reverting

We've already seen how to revert a commit on the previous chapters. But most of time,
all you want to do is reverting a single file to a previous state. This mostly happens when
you’'ve been coding for some time only to realize that your entire strategy was wrong.
And instead of hitting Cmd-Z hundreds of time, it’s better to revert the file.

You probably already know how to do this because Git tells you how to do it after you
check git status. First, let’s open README.md and then add some text in it.

# TODO list
A simple app to manage your daily tasks.
It uses HTML5 and CSS3.

## Features
* List of daily tasks
* Pretty colors

License: MIT
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Now, let’s see the status.
$ git status

As usual, you will see the status of your repository (shown in Figure 16-1).

4% MINGWS4:/c/Users/Mariot/Documents/Boky/raw/todo-list = O X

Mariot@lenovo-ideapad ! ~/Documents/Boky/raw/todo-1ist (separate-code-and-styles)
$ git status
on branch separate-code-and-styles
Changes not staged for commit:
(use "git add <file>..." to update what will be committed)
(use "git checkout -- <file>..." to discard changes in working directory)

no changes added to commit (use "git add" and/or "git commit -a")

Mariot@lenovo-ideapad | ~/Documents/Boky/raw/todo-1ist (separate-code-and-styles)

$ |

Figure 16-1. Git status after a changed file

Nothing new here, but direct your attention to the directives shown above the
modified file. As you can see, reverting a file to a previous state just means to check it out.
The command is thus

$ git checkout -- <file>

This command will discard any change you've done to a particular file. Be careful
when using it, as to not erase valuable code. It might be better to use the GUI so you can
quickly get a detailed view of the current changes before discarding them. Let’s try to
discard our changes on README.md with the following command.

$ git checkout -- README.md

You won'’t get any response from this command, but if you check git status again, you
will see that README.md is back to its previous state.

240




CHAPTER 16 ADVANCED GIT

Stashing

Many times, you will want to navigate between branches but can’t because your Working
Directory is dirty. In this context, dirty means that you have uncommitted changed files,
be they in modified or staged state. The only way to change branch is to first commit
them. But most of the time, you won'’t be ready to commit yet because the issue at hand
is not resolved yet.

One solution to this is to make a temporary commit, change branch, work on it, and
then go back and amend the temporary commit. There are many problems attached to
this method: first, your Working Directory will be clean when you commit, meaning that
you won’t know anymore which files were being changed. Second, it’s a plain dirty and
ugly method. That’s not why the amend command was created.

The ideal solution is to use a technique called “stashing.” Stashing means taking any
modified tracked file in your Working Directory and put it away for later. That means that
you will have a clean directory and can navigate around your repository, without having
to commit your changes. Those changes are stored in a little database called “stash.”

You can think of the stash as a temporary repository for your unfinished commits. It’s
designed as a last-in first-out database, meaning that the last changes you stashed will
be presented to you first. The best way to understand it is to try. So, let’s change our
README.md file again.

# TODO list
A simple app to manage your daily tasks.
It uses HTML5 and CSS3.

## Features
* List of daily tasks
* Pretty colors

License: MIT

If you check the status, you will see that README.md has been modified but is
unstaged. You would get the same result as earlier (Figure 16-1).

Let’s now suppose that while you work on this issue, an urgent one needs your
attention. Obviously, you can’t check the master branch now because your working
directory is dirty and you can’t revert your current changes because you haven'’t quite
finished yet. The solution is to stash your current changes somewhere so you can have a
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clean directory to work with. To do this, you will have to use the stash command, which
is very easy:

$ git stash push

Note Just using the command “git stash” is the same as using “git stash push.”
It’'s recommended to use the full command because it’s more intuitive and easier
to understand.

This command will take your modified files, stage them, and create a temporary
commit within the stash, leaving your working directory clean. Try it and you will get the
same result as shown in Figure 16-2.

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1ist (separate-code-and-styles)
$ git stash push
|Saved working directory and index state WIP on separate-code-and-styles: leb45ed Add MIT Ticense

.varfnrﬁlennno~ideapad ~/Documents /Boky/raw/todo-1ist (separate-code-and-styles)
$
|

Figure 16-2. Stashing current changes

As you can see, your stashed changes were given a name and a description like a
regular commit. It's normal because the stash is just a temporary repository that only has
one branch. If you check the repository status, you will get a clean working directory as
intended (shown in Figure 16-3); and you can finally navigate to other branches.
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'} MINGWB64:/c/Users/Mariot/Documents/Boky/raw/todo-list — O X

Mariot@]enovo-ideapad NGWE4 ~/Documents/Boky/raw/todo-1ist (separate-code-and-styles)
$ git stash push
Saved working directory and index state WIP on separate-code-and-styles: leb45ed Add MIT Tlicense

Mariot@lenovo-ideapad ~/Documents /Boky/raw/todo-1ist (separate-code-and-styles)
$ git status

lon branch separate-code-and-styles

nothing to commit, working tree clean

Mariot@lenovo-ideapad ~/Documents /Boky/raw/todo-1ist (separate-code-and-styles)

$|

Figure 16-3. A stash push produces a clean working directory

Pushing changes into the stash can thus give you more freedom of movement
without losing your current work. It’s very useful in fast-paced development.

Caution Even if this isn’t a book about productivity, here is a little tip: if you find
yourself jumping back and forth between issues, certainly your problem is your
priorities, and resolving two issues at the same time will cost you precious time.

Since the stash is just a mini repository, you can thus execute most Git features on it,
like checking the history log or getting a detailed view of the changes. Let’s explore the
stash to get a better understanding of it. First, let’s show to history log by using the stash
list command.

$ git stash list

This will get you a familiar, although a simplified, view of the history log, shown in
Figure 16-4.
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,

MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list - O X

Mariot@lenovo-ideapad ~/Documents /Boky/raw/todo-1ist (separate-code-and-styles)
$ git stash 1ist
stash@{0}: WIP on separate-code-and-styles: leb45ed Add MIT license

Mariot@lenovo-ideapad ~/Documents /Boky/raw/todo-1ist (separate-code-and-styles)
$|

Figure 16-4. List of stashed changes

As we said earlier, this database works on last-in first-out, so if we made other
changes to our working directory and stashed them, they will appear on top of our
current stash.

You will notice in Figure 16-4 that each stash has a number. It’s easier that way to
interact with them, unlike commits where you must call them by their names. Let’s see
the detailed view of our stashed change by using the command stash show.

$ git stash show

This simple command will show you the files changed on the tip of the stash,
meaning the last changes pushed unto it. Check Figure 16-5 for an example of this.
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 MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list - O X

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1ist (separate-code-and-styles)
$ git stash show

README.md | 1 +

1 file changed, 1 insertion(+)

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1ist (separate-code-and-styles)
§ |

Figure 16-5. Detailed view of the tip of the stash

The stash show command will just show you the description of the changes
contained in the stash, but not much else. To see the changes, you must apply the stash.
Applying the stash is very simple: just execute the following command.

$ git stash pop

This command will take the latest changes in the stash and apply it to the current
branch. And as the name implies, popping the changes will take them out of the stash.
So, if you only had one set of changes in your stash, it would be empty after you popped
the tip. If you execute the previous command, the result you get will be the same as if you
recreated the changes and then checked the status (shown in Figure 16-6).
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¢ MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list - O X

Mariot@lenovo-ideapad M ~/Documents/Boky/raw/todo-1ist (separate-code-and-styles)
$ git stash show

README.md | 1 4

1 file changed, 1 insertion(+)

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1ist (separate-code-and-styles)
$ git stash pop
On branch separate-code-and-styles
Changes not staged for commit:
(use "git add <file>..." to update what will be committed)
(use "git checkout -- <file>..." to discard changes in working directory)

no changes added to commit (use "git add" and/or "git commit -a™)
Dropped refs/stash@{0} (8493c5ec10ab05f41466fed4b535bb8289bd24f84)

Mariot@lenovo-ideapad v ~/Documents/Boky/raw/todo-1ist (separate-code-and-styles)
§ |

Figure 16-6. Popping the last set of changes

We're then back at the beginning! But if we wished, we could have changed
branches, made commits, or pushed to origin without losing our precious changes.
Stashing is particularly useful when you want to set aside your current changes to do
some quick change elsewhere. As a rule of thumb, if you need to use more than one set
of changes stashed, you are doing something wrong with your workflow.

Resetting

I hope you won't use this feature often because it’s very destructive! Sometimes, you
want to discard everything you've done and work on a clean plate, even if you've already
committed your project. To better understand it, let’s create a commit and then discard it.

Make some modifications on README.md, stage it, and then commit the project, as
shown in Figure 16-7.

246



CHAPTER 16 ADVANCED GIT

) MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list - a x

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo-list (separate-code-and-styles)
§ git status
On branch separate-code-and-styles
Changes not staged for commit:
(use "git add <file>..." to update what will be committed)
(use "git checkout -- <file>..." to discard changes in working directory)

no changes added to commit (use "git add" and/or "git commit -a")

Mariot@]lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo-1ist (separate-code-and-styles)
$ git add README.md

Mariot@lenovo-ideapad MINGWG4 ~/Documents/Boky/raw/todo-1ist (separate-code-and-styles)
$ git conmit -m "Add a bad conmit to project"

[separate-code-and-styles f719374] Add a bad commit to project

1 file changed, 1 insertion(+)

Mariot@lenovo-ideapad MINGWG4 ~/Documents/Boky/raw/todo-1ist (separate-code-and-styles)
$

Figure 16-7. Add a bad commit to the project

To put this into perspective, let’s check the current history log after this commit by
using the gitlog command.

$ git log --oneline

This command will show you the latest commits on this branch, just like in Figure 16-8.

) MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list - a x

Mariot@lenovo-ideapad MINGWE4 ~/Documents/Boky/raw/todo-list (separate-code-and-styles)
$ git log --oneline

£719374 (HEAD -> separate-code-and-styles) Add a bad commit to project

leb45ed (origin/separate-code-and-styles) Add MIT Tlicense

34a4693 Move style code to external file

c9991f8 (master) Merge pull request #9 from mtsitoara/develop

33753ec Merge pull request #8 from mtsitoara/improve-app-style

al5197b (origin/improve-app-style, improve-app-style) Make the list items unselectable
a739045 Add basic color changes on item rows

8937fa7 Add techs used to README description

80f145¢c Add basic style in index.htm]

3a96c3b Add index.html that contains the project skeleton

0ee9195 initial commit

Mariot@lenovo-ideapad MINGWE4 ~/Documents/Boky/raw/todo-1ist (separate-code-and-styles)
s |

Figure 16-8. History log of the current branch
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As you can see, our latest commit sits on the top of our log. Notice that the HEAD
reference is pointed to it; it means that our next commit (or branch) will have that
commit as parent. You will notice also that the remote branch origin/separate-code-and-
styles hasn’t changed; that’s because we haven’t pushed our project yet.

But let’s imagine that you are utterly dissatisfied with that last commit and want to
do it over. Your only choice is then to reset the branch back to a previous state. To reset
the project, we use the git reset command followed by the state of the project to reset
to. You must use the option “--hard” to accomplish that, because it’s a very dangerous
command. For example, going back to the same state as the remote branch will require
the following command:

$ git reset --hard origin/separate-code-and-styles

This command will erase EVERYTHING so the project can be brought back to a
previous state. See in Figure 16-9 its result.

¢ MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list — ] X

Mariot®lenovo-ideapad ~/Documents/Boky/raw/todo-1ist (separate-code-and-styles)
$ git reset --hard origin/separate-code-and-styles

HEAD is now at leb45ed Add MIT license

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1ist (separate-code-and-styles)
$ git status

On branch separate-code-and-styles

nothing to commit, working tree clean

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1ist (separate-code-and-styles)

$ |

L i)
Figure 16-9. Status of the project after a reset

Your commits made after the target state, your current changes, and staged files
will all be deleted as the “--hard” option overwrites everything on its path. It’s the most
dangerous command in Git and you should think hard before using it.
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Resetting should only be done in the last resort. Prefer reverting the commit if
possible or just straight-up continue to work on a new branch. When used carelessly,
reset can destroy your data.

Summary

This chapter dealt with some advanced concepts of Git that will be useful to you when
confronted to certain situations. You will need to use reset to revert a file back to a
previous state without much effort; and of course, you can revert those changes using
the GUI too. Stashing will be very useful too in case you need of a quick change of
context. And finally, the hard reset is an all-powerful feature that is very destructive;
don’t unless you have no other choice.

This concludes our lesson about advance Git commands. Let’s return to GitHub now,
to discover some more features that can help us with our project management.
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CHAPTER 17

More with GitHub

We've seen almost every Git feature that you will use daily in the previous chapters. Now,
let’s turn our eyes to GitHub, which only served as a code hosting site until now. But
we've already established that GitHub is so much more than that. You can use it to host
documentation for your project and host software releases. You will also mainly use it as
project management tool and a way to connect to your collaborators. Let’s learn about
those features.

Wikis
Your project can be the best in its category, but you would get nowhere if other people
don’t know how to use it or how it works. That’s why documentations are important,
especially in software development. GitHub provides a nice way to document your
project: wikis.

GitHub wikis work mainly the same way as the world’s most popular wiki: Wikipedia.
Its goal is to provide in-depth information about your project: what does it do, how does
it work, how can someone contribute...

Let’s create a wiki page for our project so we can better understand it. Just go to your
project main page and click “wiki”; you will arrive at the page shown in Figure 17-1.
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I mtsitoara / todo-list ©Watch~> 0 % Star 0 YFork | 0

Code lssues 3 1 Pull requests 0 I Projects 0 EEWiki 1) Security Insights £ Settings

Welcome to the todo-list wiki!

Wikis provide a place in your repository to lay out the roadmap of your project, show the current status, and document
software better, together.

Figure 17-1. Wiki homepage

You'll see a big call-to-action button on the wiki homepage, so click it to create your
first wiki page. You'll arrive at the page creation page, shown in Figure 17-2.

Create new page

Home

Write Preview

M n n S @B i o @K = @ Editmode:  Markdown &

iii
i

Welcome to the todo-list wiki!

Edit message

Initial Home page

Figure 17-2. Creation of a page
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Asyou can seg, it’s a very simple view that is divided in three sections: the title, the
content, and the edit message. Think of the title as a web page title, so it must adhere
to the same standards: it must be clear and inviting. The content should be written in
Markdown, just like README.md. You can choose to write the wikis in other formats,
but Markdown is the recommended choice because so many editors already use it and
it'’s so much easier to read. The edit message is just like commit messages, a simple
description of your proposed changes.

Change the content in your wiki; here is an example:

# What is this

This is a simple app to track your daily goals

# Why another TODO app

Because that is never enough TODO apps in the world
# How does it work

Open “index.html™ and update the goals as you wish
# How can I contribute to the project

You can contribute by forking the project and proposing Pull Requests.
Check [Issues](https://github.com/mtsitoara/issues) to see the current
areas that need help

Save the changes, and you will be redirected to the wiki homepage, shown in
Figure 17-3.
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Il mtsitoara / todo-list @ Watch= 0  #rStar 0 ¥ Fork | O

Code Issues 3 Pull requests 0 Projects 0 ER Wiki Security Insights Settings

Home G e oo |

misitoara edited this page now - 1 revision

What is this v Pages @

This is a simple app to track your daily goals

Why another TODO app

Home

+ Add a custom sidebar
Because that is never enough TODO apps in the world

Clone this wiki locally

How does it work

https://github. com/mtsitoars | [

Open index.html and update the goals as you wish

How can | contribute to the project

You can contribute by forking the project and proposing Pull Requests. Check Issues to see the
current areas that need help

Figure 17-3. Wiki homepage showing the newly created wiki

As you can see, the wiki you just created is automatically visible on your project page,
and each page you create will appear on the sidebar on the right.

You can make as many wiki pages as you like, but make sure they are
comprehensible and useful; don’t forget to add images and relevant links!

GitHub Pages

Put simply, GitHub Pages is a web site hosted for you on GitHub. You can use it to
showcase a project, host your portfolio, or just use it as an online version of your resumé.

A GitHub Page can be for your personal account (portfolio and resumé) or for your
projects (showcase). If you decide to use it for your account, you will only get to create a
Page; but if it’s for your projects showcase, you can create a Page for any of them. You can
check https://pages.github.com/ for a better explanation of this.
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Let’s assume you want to create a Page to showcase you todo-list project. First, you
need to head back to your project page and click “Settings”; you will access the page
shown in Figure 17-4.

I mtsitoara / todo-list ©Wach~ 0  %Sar 0 YFrok 0
» Code lssues 3 Pull requests 0 Projects 0 Wiki Security Insights £ Settings
Options Settings
Collaborators
Repository name
Breiclios todo-list Rename
Webhooks

[] Template repository
Notif,'ca:ions Te-mplare repositories let users generate new repositories with the same directory structure and files. Indicate if misitoara/todo-list
can be used as a template for creating other repositories.

Integrations & services

Deploy keys

Social preview

Upload an image to customize your repository’s social media preview.
Moderation

Images should be at least 640x320px (1280x640px for best display).
Interaction limits Download template

Figure 17-4. Settings page

Scroll down to the Pages settings, shown in Figure 17-5.

GitHub Pages

GitHub Pages is designed to host your personal, organization, or project pages from a GitHub repository.

Source
GitHub Pages is currently disabled. Select a source below to enable GitHub Pages for this repository. Learn
more.

None ~

Theme Chooser
Select a theme to publish your site with a Jekyll theme using the master branch. Learn more.

Choose a theme

Figure 17-5. GitHub Pages settings
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The first option is a dropdown list containing the location of your Page source. You

must host your page on the master branch, but you have two locations for the source

files. One is directly on master; the other is on master under a directory called “docs.”

Irecommend the second option as it’s clearer to any visitor. We must then create that

directory first.

Using GitHub or Git tools, create a file called index.html under a directory called

docs. In the file, just write some basic HTML:

<!doctype html>
<html>
<head>
<meta charset="utf-8">
<title>Docs</title>
</head>
<body>
<h1>Docs</h1>
<p>Example of documentation</p>
</body>
</html>

This will be your documentation. Your master branch must thus look like mine as

shown in Figure 17-6.

Branch: master *  todo-list / docs / index.html

:i: misitoara Update index.htm

1 contributor

13 lines (12 sloc) 249 Bytes Raw

<ldoctype html>

<mgta charset="utf-8">
<titlesDocs</title>

<link rel="stylesheet™ href="style.css™ /»

<h1>Docs</hls>
<prExample of documentation</p>
< fbodys

<fhtml>

Figure 17-6. Docs folder and index.html

258

Blame

Find file = Copy path

f9c74le 2 minutes ago

History

0 £ B



CHAPTER 17 MORE WITH GITHUB

We can then go back to the settings page and select the source of the documentation.
Select the docs folder as source, and the page will reload and show you a link like in
Figure 17-7.

GitHub Pages

GitHub Pages is designed to host your personal, organization, or project pages from a GitHub repository.

Your site is ready to be published at https://mtsitoara.github.io/todo-list/.
Source
Your GitHub Pages site is currently being built from the /docs folder in the master branch. Learn more.

master branch /docs folder ~

Theme Chooser
Select a theme to publish your site with a Jekyll theme. Learn more.

Choose a theme

Figure 17-7. Page published

If you follow the link shown to you, you will get a glorious view of your GitHub
project page! The possibilities are then limitless as you can design your Page like any
other static web site page! If you want better style, check https://jekyllrb.com/; it can
help you generate GitHub Pages in no time!

Tip Since your project is a static HTML page, you can point to it as the location of
your Page; and you would get a real-time version of it!

259



CHAPTER 17 MORE WITH GITHUB

Releases

Your project won't stay in development indefinitely; it must be released sooner or later.
And what better platform to release your app than GitHub? It’s very easy.

Go back to your project page again and click “Releases”; you will see the main page
shown in Figure 17-8.

Il mtsitoara / todo-list @Watchv 0 Star 0 Y For

<> Code Issues 3 Pull requests 0 Projects 0 Wiki Security Insights Settings

There aren’t any releases here
Releases are powered by tagging specific points of history in a repository.
They're great for marking release points like vi.e .

Create a new release

Figure 17-8. Releases page

Let’s create our very first release! Click the call-to-action button, and you will get the
release creation view, shown in Figure 17-9.
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@ b Target: master

Choose an existing tag, or create a new tag on publish

Write Preview

Attach files by dragging & dropping, selecting or pasting them. co

‘ Attach binaries by dropping them here or selecting them.

[[] This is a pre-release
We'll point out that this release is identified as non-production ready.

Publish release Save draft

Figure 17-9. Release creation form

It’s a very easy form to fill as the sections are straightforward and clear. The main
thing to do is to upload the release binaries by dropping them on the preceding form.
Since our app is in HTML, let’s attach compressed versions of our master branch. For
installable apps, it will be a binary to be executed; for us, it will be zip and 7z files. Don’t
forget to change the target of the release if you need to. The default option is the master
branch but you can point to another branch or a specific commit! The form will then be

the same as the one shown in Figure 17-10.
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v0.1 @ ¥ Target: master

Excellent! This tag will be created from the target when you publish this release.

initial release
Write Preview

Changes:

- can modify todos by modifying the “index.html’ file

Attach files by dragging & dropping, selecting or pasting them.

todo-1list.7z (0.00 MB)

todo-list.zip (0,00 MB)

* Attach binaries by dropping them here or selecting them.

[C] This is a pre-release
We'll point out that this release is identified as non-production ready.

Publish release Save draft

Figure 17-10. Filled release form with binaries
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Click publish to see the result. You will be redirected back to the Releases list and will
see your new release there! Check Figure 17-11 for an example.

Edit release  Delete

initial release

4! mtsitoara released this now

o v0.1

< f9cT4le
Changes:

* can modify todos by modifying the index.html file

¥ Assets 4
@ todo-list7z 1.37 KB
M todo-listzip 1.71 KB

@) Source code (zip)

[ Source code (tar.gz)

Figure 17-11. List of all the releases

As you can see, GitHub automatically bundles the source code with your release too!
Be careful when creating a release; be sure to properly test and retest everything!

Project Boards

Project Boards are a very useful feature of GitHub because it provides a way to track and
organize your project. For example, you can create cards for any new idea you have, so
you can discuss them with your team later. But the main use of Project Boards is to track
the advancement of your project. It goes beyond Issues, because Issues only describe a
feature or a bug to be worked on; but Project Board can show you if someone is working

on it or it’s only a plan to be executed.
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The best way to understand Project Boards is to directly experiment with them. So go
back to your project page and select “Projects.” You will get the empty project shown in

Figure 17-12.

L] mtsitoara / todo-list

<> Code Issues 3 1" Pull requests 0

[ Projects 0 Wiki ) Security Iy Insights

Organize your issues with project boards

Did you know you can manage projects in the same place you keep your code? Set up a project board on

GitHub to streamline and automate your workflow.

Sort tasks

Add issues and pull requests to your board
and prioritize them alongside note cards
containing ideas or task lists.

Track progress

Keep track of everything happening in your
project and see exactly what's changed since
the last time you looked.

=al
Plan your project

Sort tasks into columns by status. You can
label columns with status indicators like "To
Do, “In Progress”, and "Done”.

E=
Share status

Each card has a unique URL, making it easy
to share and discuss individual tasks with
your team,

Figure 17-12. Projects main page
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Learn More Create a project
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Automate your workflow

Set up triggering events to save time on
project management—we'll move tasks into
the right columns for you.

Aal
0%
Wrap up

After you wrap up your work, close your
project board to remove it from your active
projects list. On to the next project!
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The project main page is still empty as we haven’t created any project. It also shows
you different situations where you would want to use Project Boards. Click “Create a
project” to continue; you will get the view shown in Figure 17-13.

Create a new project

Coordinate, track, and update your work in one place, so projects stay transparent and on schedule.

Project board name

Todo Project

Description (optional)

Project template

Save yourself time with a pre-configured project board template.

Template: Basic kanban ~
Figure 17-13. Creation of a project
Again, it’s a very simple form. But direct your attention to the template: it's quite
important. As a beginner, you should use the Basic Kanban template as it’s a prefilled

one. You can choose to create the boards yourself, but for now, let’s stick to basics. Create
the project, and you will see the semi-empty board shown in Figure 17-14.
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mtsitoara / todo-list

@wach= 0 drsw o ¥ ]
Code lssues 3 Pull requests 0 [ Projects 1 Wiki Security Ineights Seftings
Todo Project < 4 Add cards *
Upaated | minuts age
Iopen
i Todo i 0 In progress n i o Done ;s ue oo
i Welcome to GitHub Projects g
Wee're 5o mcited that youive decided to Search reslts
create a new project! Now b ¥ @ Create a web page for the app
Feve, let's mak A by mmshoara
get the most out of
o wante
[ Create & new project
[=] ur project a name 0 Document the code
[ Fressthe 3 key to see avadable #5 cpered by misitoars
keyboard shortouts m
[ Add & new column
[ Drag and drop this card to the new (1)
column

ribe the app in README.md
e by tsites
1 Search bor and add lssues or PRs 1o

your project e

[ Manage automation on cohsmes

©

Figure 17-14. New project created

As you can see, there are three Boards created: “To do,” “In progress,” and “Done.”
Just like our app! At the right side of the screen, you can see a list of our open issues. Drag
and drop those issues to their respective Boards. In the “To do” Board, you have a little
example of what you can do with your Boards; it’s not only for Issues but also for Pull

Requests or simple notes. After you placed your Issues in the desired Boards, you will get
a result like Figure 17-15.

Todo Project NN

Updated 7 minutes ago

1 Todo e 1 In progress i 1 Done +
(@ Describe the app in README.md = (1) Document the code

(@ Create a web page for the app
#4 opened by misitoara

#6 opened by misitoara

hep vari

#5 opened by misitoara

documentation documentation

Figure 17-15. Our first Project Boards

A little bonus: as you move the Issues around the Board, the colored bar near the
project name will change. It’s a good way to track your progress!
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But Project Boards are more than a project progress tracker! You can create Project
Boards for many situations: release tracking, meeting notes, developer idea notes, user
feedbacks... You can find in Figure 17-16 the Project Board for this book that you can also
find on https://github.com/mariot/boky/projects/1.

......... v . ¥ tentrn - B fash i + o B

Figure 17-16. Current Project Board of this book

I advise you to use Project Boards for your future projects because having a clear
view of your progress is a sure way to success. If you are feeling dauntless, you can also
check the Automated Kanban that automatically moves the cards for you! For example,
every new Issue will be filled under “To Do,” and every closed Issue will be moved to

“Done”

Summary

This chapter took us away from Git for a little moment and we focused on GitHub. We've
seen that GitHub is more than a store for your code, but a complete tool to manage and
release your project. After this chapter, you should be able to dress a mini web site and
have a little documentation of it. You should also have a first release of your app.

The most important feature shown earlier is the Project Boards. Use them to have a
clear view of what you've done and where are you going. They seem simple but they are
very useful in project management.

You've now mastered the basics of Git and GitHub. But there are still roadblocks in
your path: you are still unsure of what awaits you in a real-world environment. In the
next chapter, we will explore the problems you will surely face when working with others
and how to resolve them. Stay tuned!
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Common Git Problems

We've come a long way since our first Git command! We've learned a lot about basic

and advanced Git features and when to use them. But since we are only humans, we're
going to face a lot of problems during our Git journey. Most of these problems are the
result of inadvertences, so just being aware of their existence is a big step forward toward
avoiding them. But if you still run into them, here are the best solutions!

Repository

The repository is the backbone of your Git experience; everything begins and ends there.
It’s very difficult to mess it up, but in the slight chance something bad happens, here are
some tips.

Starting over

This is the most radical “solution” in the chapter, and I hope you won't ever use it. This
solution is basically a way to delete everything and start over! This should only be an
option when you have a remote repository and you want to delete your local one for
some reason. Reasons to do this include

o Change of work computers
o Unreadable sectors in hard drive
e Unrecoverable errors in “git” directory

To start over, you just need to clone the remote repository with the git clone
command:

$ git clone <repository location>
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The repository location is the HTTPS or SSH link to your remote repository; you can
find it on your GitHub project page.

Cloning has the same effect as initializing a repository but with a big bonus: all
history and commits will also be copied on your new local repository. And you won’t
need to precise the origin link anymore.

Change origin

Under normal circumstances, you would want to keep the remote repository’s URL the
same throughout your development. But there are certain circumstances where it’s
necessary to change it:

o Switching between HTTPS and SSH links
o Transfer of the repository to another host
o Addition of dedicated repository for release or testing

First, let’s get some more information about our current remotes. To do so, use the git

remote command with the “-v” option.
$ git remote -v

This will give you a list of your current remotes, as shown in Figure 18-1.

 MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list - O X

)

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1list (separate-code-and-styles)

|$ git remote -v

lorigin https://github.com/mtsitoara/todo-list.git (fetch)

lorigin https://qgithub.com/mtsitoara/todo-list.git (push)

Mariot@lenovo-ideapad ! ~/Documents/Boky/raw/todo-1ist (separate-code-and-styles)

:s |
W

Figure 18-1. List of current remotes
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Here, we only have one remote “origin” that points to a GitHub HTTPS link. To
modify this link, you will need to use the set-url subcommand:

$ git remote set-url <remote name> <remote url>

For example, if I wanted to switch to SSH instead of HTTPS for my GitHub access, I
would execute

$ git remote set-url origin git@github.com:mtsitoara/todo-list.git

Doing this will allow me to push and pull to-and-from GitHub without providing
my username and password. The authentication will be done by two sets of keys: a
private key that I keep on my local computer and a public key that I must upload to
GitHub. If you are interested in using SSH for your authentication, please head over to
GitHub help for more information depending on your Operating System (https://help.
github.com/en/articles/which-remote-url-should-i-use).If you decide to keep
using HTTPS but what to cache for password so you don’t have to type it all the time,
you can use a credential helper. Again, there is more information about this on GitHub
help, depending on your Operating System (https://help.github.com/en/articles/
caching-your-github-password-in-git).

Caution If you change your remote name, don’t forget to use the new name for
every push and pull action.

Working Directory

You will spend most for your time on the Working Directory, and here again, there’s not a
lot of thing you can break.

Git diff is empty

This comes up a lot but it’s not dangerous. Sometimes, you made a lot of changes and
want to check the changes. But when you run git diff, the result is empty. Don’t panic!
Git diff only shows modified files, so if your file is staged, you won't see it there. To see
changes done to staged files, you must run:

$ git diff --staged
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Tip Using a GUI tool would help you greatly when reviewing changes.

Undo changes to a file

This will come up a lot when you'll use Git. Sometimes, you just want to revert a file back
to its previous state without having to check out an entire commit and then copy-paste
the code. We've already seen the command earlier:

$ git checkout <commit _name> -- <file name>

This command will check out the file as it was on the commit and, thus, will change
your Working Directory. Careful not to lose any uncommitted changes!

Commits

Most problems will arise when you'll try to commit your current project. But don’t worry,
there is always a simple solution for these kinds of problems. The most important thing
to consider is: are the commands you are using destructive? Commands like reset or
check out change your Working Directory, so please make sure that you know what you
are doing before executing them.

Error in commit

This is a basic error in Git. After you commit your hard work, you’ll sometimes notice
that a little grammatical error found its way into your commit message or that you forgot
to stage a file. The solution to these problems is to amend the commit, meaning that you

will cancel the immediate commit and make a new one. The command is simple:
$ git commit --amend

The commit name will change because you are basically changing its content. That’s
why you should not amend a commit that you've already pushed to a remote branch,
especially if somebody else works on that branch. This is rewriting history and you
should never do it.
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That said, if you've pushed your commit and are alone on the branch, you can
amend a commit and try to push it again. But since the commit name changed, Git won’t
allow you to change history without a fight. You will have to erase all the history on the
remote branch and replace it with yours, meaning that you will overwrite everything on
the remote branch. That’s why you should never amend a commit if you aren’t alone on
a branch. To push a branch with amended commits, you have the force it.

$ git push <remote_name> <branch_name> -f

The “-f” option forces Git to overwrite everything on the remote branch and replace
it with your current branch history.

Caution Rewriting history on a branch where somebody else is working is just
plain rude and selfish. Don’t do it.

Amending commits should only be used when you want to modify the commit
message or add/remove a file. Don’t amend a commit to change code.

Undo commits

If you committed on a branch but then realized it’s the wrong one, you can undo it, but
only when you haven’t pushed to a remote branch.

The command is simple but dangerous: it’s the reset command. But contrary to the
“hard” reset where everything is cleared, a “soft” reset is necessary to undo the commit
but keep the changes.

$ git reset HEAD™ --soft

The commit will then disappear, leaving you with some option to stash the changes
and apply them to another branch.
Again, this is rewriting history and should not be used if you've already pushed to a

remote branch.
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Branches

You will need to work with branches a lot to have an optimized workflow. When working
on a new feature or bugfix, your first instinct should be the creation of a branch. But

the more you are getting comfortable with branches, the more you are likely to forget a
little detail that can lead to problems. Here are the most common problems that you will

encounter with Git.

Detached HEAD

HEAD is a reference to the current checked-out commit, meaning the parent commit
of any future commit you will create. Usually, HEAD points to the last commit of the
current branch; and all future branches and commits will have it as parent.

When you check out branches, the HEAD will go back and forth between the last
commits of the branches. But when you check out a specific commit, you enter a state
called “detached HEAD” which means that you are in a state where nothing you will
create will be attached to anything. It’s useless then to try to commit during that state as
any change will be lost.

Git will tell you when you are in that state (like in Figure 18-2) so you won't ever be in
that state unknowingly.

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1ist (master)
$ git checkout c9991f8f066bb9ccOcfOffd771f7d9fe33deedc9
Note: checking out 'c9991f8f066bb9ccOcfOffd771f7d9fe33deedc9’.

You are in ‘detached HEAD' state. You can look around, make experimental
changes and commit them, and you can discard any commits you make in this
state without impacting any branches by performing another checkout.

If you want to create a new branch to retain commits you create, you may
do so (now or later) by using -b with the checkout command again. Example:

git checkout -b <new-branch-name>
HEAD is now at c9991f8 Merge pull request #9 from mtsitoara/develop

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-1ist ((c9991f8...))
s

Figure 18-2. Checking out a commit
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Checking out a commit is thus only needed to test something on your software. You
can, however, create a branch from that specific commit if you want to keep the commits
you intend to make. The command is the same as creating a branch from another
branch:

$ git checkout -b <branch_name>

Worked on wrong branch

This happens a lot. The situation is usually like this: you receive a task and you are so
eager to complete it that you begin to code immediately. You are already an hour into the
task when you notice that you were working the master branch all along! Don’t worry, it’s
very simple to resolve this.

If you modified some files on the wrong branch, you can directly create a new branch
(and check it out) to take the current changes there. It’s the same command again:

$ git checkout -b <branch_name>

This will create a new branch with your current changes and check it out. You can
then stage your modified files and commit the project.

However, this won’t work if you've already pushed the branch to a remote repository;
history is history, don’t change it. The only way to fix that is to revert the commit you
push and live with that shame all your life.

Catch up with parent branch

When you create a branch from another (usually master), their histories are not linked
anymore, so what happens in a branch doesn’t have any incidence on the other. This
means that while you are working on your branch, other people can commit on the base
branch; and those commits won’t be available to your branch.

If you are still working your branch but are interested in having those new commits
on the base branch, you must first have a clean plate, meaning that you must commit
your project (or stash your current changes).
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You then have to check out the parent branch, pull the new commits, and then go
back to your branch.

$ git checkout master
$ git pull origin master
$ git checkout <branch_name>

Safely on your local branch, you can then catch up to the parent branch. The concept
is simple: Git will take out your current commits and create new branch from the tip of
the parent branch; your commits will then be applied on your new branch. It would be
like you create a branch from the latest commit of the master branch. The command is
called rebase.

$ git rebase master

The commits on master might introduce conflicts in your branch, so be prepared to
get your hands dirty. The resolving of those merge conflicts is the same as what we've
seen previously: open each conflicted file and choose which code you want to keep; then
you can stage them and commit.

You can find an example of rebase conflict in Figure 18-3, on which commits on
master and test_branch both modified README.md.

¢ MINGW®4:/c/Users/Mariot/Documents/Boky/raw/todo-list - O X

Mariot@lenovo-ideapad ~/Documents/Boky/raw/todo-list (test_branch)
i$ git rebase master

|First, rewinding head to replay your work on top of it...

Applying: another commit

Using index info to reconstruct a base tree...

M README . md

Falling back to patching base and 3-way merge...

Auto-merging README.md

CONFLICT (content): Merge conflict in README.md

|error: Failed to merge in the changes.

hint: Use 'git am --show-current-patch’ to see the failed patch

pPatch failed at 0001 another commit

Resolve all conflicts manually, mark them as resolved with

"git add/rm <conflicted_files>", then run "git rebase --continue".

You can instead skip this commit: run "git rebase --skip".

To abort and get back to the state before "git rebase", run "git rebase --abort".

|Mariot@lenovo-ideapad ! ~/Documents /Boky/raw/todo-1list (test_branch|REBASE 1/1)
$ |

| €

Figure 18-3. Merge conflict during rebase
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Asyou can see, it’s almost exactly like any merge conflict; and the resolution is the same:

$ git add <conflicted files>
$ git rebase --continue

Here also, if you are not feeling brave enough for conflicts, you can abort the rebase
and go back to the initial state.

$ git rebase --abort

If you work on a branch for a long time, it’s a good idea to rebase from time to
time, so you aren’t left too far behind the parent branch. Of course, you can face merge
conflicts, but those are more and more likely to appear the bigger your changes are.
And if you delay rebases for a fear of conflicts, you will only set yourself up for failures
because those conflicts will appear again when you'll attempt to merge the branches
anyway. It’s better to deal with small conflicts with a rebase from time to time than have
to merge a lot of conflicted files at the same time on merge.

Branches have diverged

This will happen to you if you are using a bad Git workflow. As we said earlier, you should
work on your own branch to resolve an issue, because multiple people committing on
the same branch is the perfect recipe for disaster.

We say that two branches are diverged when you can’t push to your remote branch
anymore due to a history change. This happens when you committed on your local
branch, but other people have pushed their commits on the remote branch before you.
Come the time to push, Git won’t let you because the last commit of the remote branch
isn’t part of your local history. You will get an error like the one shown in Figure 18-4.
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<% MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list - O X

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo-list (test_branch)
$ git push origin test_branch
To https://qgithub.com/mtsitoara/todo-list.git

test_branch -> test_branch (fetch first)

hint: Updates were rejected because the remote contains work that you do
hint: not have locally. This is usually caused by another repository pushing
hint: to the same ref. You may want to first integrate the remote changes
hint: (e.g., 'git pull ...") before pushing again.

hint: See the 'Note about fast-forwards' in 'git push --help' for details.

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo-list (test_branch)
$ |

Figure 18-4. Rejected changes

Here is the most sensible solution: pull the commits for the remote branch and
merge your changes. You will then have their changes on your history (after resolving the
eventual merge conflicts) and can push afterward.

$ git pull origin <branch_name>
$ git push origin <branch_name>

This will give you an ugly history log, but at least all commits are saved. An example
of this is shown in Figure 18-5.
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<% MINGW64:/c/Users/Mariot/Documents/Boky/raw/todo-list - O X

Mariot@lenovo-ideapad MINGWG4 ~/Documents/Boky/raw/todo-list (test_branch) A
$ git pull origin test_branch
From https://github.com/mtsitoara/todo-list
* branch test_branch -> FETCH_HEAD
Auto-merging README.md
CONFLICT (content): Merge conflict in README.md
Automatic merge failed; fix conflicts and then commit the result.

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo-1ist (test_branch|MERGIN
G)

$ vim README.md

Mariot@lenovo-ideapad MINGW64 ~/Documents/Boky/raw/todo-1ist (test_branch|MERGIN
G)

$ git add README.md

Mariot@lenovo-ideapad MINGWE4 ~/Documents/Boky/raw/todo-1list (test_branch|MERGIN
G)

$ git merge --continue

[test_branch 6ea4096] Merge branch 'test_branch' of https://github.com/mtsitoara
/todo-Tist into test_branch

Mariot@lenovo-ideapad MINGWGE4 ~/Documents/Boky/raw/todo-list (test_branch)
$ | v

Figure 18-5. Merge local and remote branch

The other solution is more brutal: overwrite everything on the remote branch and
replace its history by yours. To do so, you must push using the “force” option.

$ git push origin <branch_name> -f

This results in lost commits and fistfight; don’t ever do this.
Again, this shouldn’t happen if you use a good Git and GitHub workflow.

Summary

This chapter is there to point you to the right solution when faced with common Git
problems. Surely, you'll discover new, harder problems but it’s a good way to start.
The main thing to remember is always to check where you are before doing anything,
especially committing.

But these problems shouldn’t appear at all if you use the common Git and GitHub
workflow. So, let’s rediscover that in the next chapter. We've already talked about this in
the earlier chapters, but it’s time to review it after you've seen all the most used Git and
GitHub features.
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Git and GitHub Workflow

We've learned a whole lot in the last chapters, especially on the technical aspects of
Git. You now know how to properly version your project and how to deal with eventual
problems. We also looked a lot into the basics of project management with GitHub.

Now is the time to put all of this into perspective and prepare the perfect game plan
for your project. In this chapter, you will be presented with a carefully crafted workflow
that you should follow for a successful project. You can think of it as a “best practices”
section or an “how-to” guide.

How to use this workflow

The workflow presented in this chapter was designed for both beginners and
experienced users. It is also used a lot of time in Open Source projects so many
developers use it already. Keep in mind that this workflow is not set in stone, and it can
be tweaked to suit your demands, within reasons.

My suggestion is to follow the workflow religiously when you are still a beginner, so that
you can get how it all works and what are the rituals to go through. When you are feeling
a little bit experienced, you can modify the workflow a little bit if that make you more
efficient; but never forfeit security for time. Bypassing some rituals might gain you some
time, but if it leads to more bugs and merge conflicts, it would be counterproductive. After
you've used Git and GitHub for a few years, you will become a Master of It and can create
your own workflow, provided that what you will bring will make your team more efficient.

GitHub workflow

The most basic error you can commit when working with GitHub is to only think of it as
a code hosting service, that is, using it just for sharing code between your collaborators
or just to release your product to users. GitHub is such a powerful tool that it would be a
colossal waste to not use it at its full potential.
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Think of GitHub as your main project management tool. Every action you intend
to make in your project should be tracked within GitHub, so you can go back and
understand the history. You can’t just go ahead and make some changes without properly
documenting why you are making those changes. Here are then the golden rules of GitHub.

Every project starts with a project

When you are starting a new project, you should create a GitHub project just after
creating the repository. You need to do this as soon as possible because using Project
Boards is the best way to track your evolution. You should at least have one Kanban
board to track the “to do” of your project. And you can use other boards to track user
feedback or to dress a list of your random ideas. The main takeaway is to always keep
what pass through your mind in writing, as you will most likely forget most of it.

Every action starts with an Issue

Issues are a good way to make note of what needs to be done on your project. When you
notice a bug in your program, your first instinct shouldn’t be to open your IDE to fix it
but to create an Issue tracking it. The same thing goes with a feature idea, even if you're
not sure if you will work on it in the future. Create an Issue to document your intent and
you can close it after if you decide not to implement it.

This ritual implies that everything you do on your local Git should have the resolving
of an Issue as goal. So, when you are working on something on your IDE, you should
always ask yourself: “What Issue does this resolve?” If the answer is “none,” you should
create an Issue for it, no matter how small the task is.

No direct push to master

This is the main ritual that is very hard to follow but makes life so much easier for
everybody involved in a project. The idea is simple: nobody should directly push
commits to the master branch. The only way to introduce changes to master is by
merging other branches into it.

The direct implication of this is that every change you create should be contained on
its own branch before it can be merged into master. So, any new feature or bugfix should
start in a branch and then merged into master when ready. “Ready” means properly
reviewed and tested.
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Any merge into master needs a PR

Since we can’t directly push into master, the only choice is to merge branches into it. But
you shouldn’t blindly merge any branch branches into master either. You must create
Pull Requests to propose the changes. That way, another team member can investigate
your code to verify if all is well.

You should put references to Issue numbers that the PR resolves in the PR
description, so the Issues are automatically closed when the PR is accepted.

Use the wiki to document your code

This might seem like a drag but it’s the best way to document your code. The README
file isn’t enough (or adapted) for a full code documentation, so the wiki is needed. It may
seem like a huge task, but the best way is to write the documentation at the same time

as the code. So, you only need to write small changes from time to time. If you wait for a
long time to decide to write documentation, you will be overwhelmed, and you will likely
forget crucial information.

Git workflow

Let’s now talk about Git. By now, you surely know all the most used features of Git; but
using them at the right moment is the best way to avoid errors (and conflicts).

Always know where you are

This is very basic and, thus, very easy to forget. You should always know which branch
you are on before making any change or executing any command. If you are using a
modern IDE, your current branch should appear at the bottom of your screen. If not,
nothing beats the old reliable git status!

Pull remote changes before any action

Pull the remote master branch before you create a branch from it. This will permit you to
stay up to date with your coworkers and you will avoid most merge conflicts.
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And when you are working on your local branch, you should also rebase from time
to time as to receive the latest updates and thus reduce the number of merge conflicts in
the future. As a bonus, your git log graph will be way prettier. ©

Take care of your commit message

Please refer to Chapter 5 on commits to review how to write a good commit message.
Don’t underestimate this process because it will be the backbone of your history log.
Writing a bad commit message might save you a few minutes at first, but come the time
of a bugfix (it will come, trust me), you will waste countless hours searching for a commit
that introduced bugs.

Don’t rewrite history

Just don’t. This is one of the worst things you can do when using Git within a team. If
you change a commit and force push it to a remote branch, everything done to that
branch will be overwritten by your changes. That means that if somebody else worked
on that branch, they would have to discard everything that they’ve done and reset their
local branch. If you really have to do it, be sure that you are the only one working on that
branch.

Summary

Such a short chapter! But it’s the best way to have a successful project. The main thing to
remember is that GitHub is so much more than a code hosting service. You should use
it to properly track your project evolution and to track any idea you or your clients might
have. By following this workflow, you set yourself for success as you will avoid most
problems with Git and GitHub.

You now have all the tools to succeed with Git and GitHub! All now depends on your
imagination and courage. Use those tools properly and you will pilot your project into
the best paths. Good luck!
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